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Abstract: Obstacle avoidance is a desirable capability for Unmanned Aerial Systems (UASs)/drones
which prevents crashes and reduces pilot fatigue, particularly when operating in the Beyond Visual
Line of Sight (BVLOS). In this paper, we present QuickNav, a solution for obstacle detection and
avoidance designed to function as a pre-planned onboard navigation system for UAS flying in a
known obstacle-cluttered environment. Our method uses a geometrical approach and a predefined
safe perimeter (square area) based on Euclidean Geometry for the estimation of intercepting points,
as a simple and efficient way to detect obstacles. The square region is treated as the restricted
zone that the UAS must avoid entering, therefore providing a perimeter for manoeuvring and
arriving at the next waypoints. The proposed algorithm is developed in a MATLAB environment
and can be easily translated into other programming languages. The proposed algorithm is tested
in scenarios with increasing levels of complexity, demonstrating that the QuickNav algorithm is
able to successfully and efficiently generate a series of avoiding waypoints. Furthermore, QuickNav
produces shorter distances as compared to those of the brute force method and is able to solve difficult
obstacle avoidance problems in fractions of the time and distance required by the other methods.
QuickNav can be used to improve the safety and efficiency of UAV missions and can be applied to
the deployment of UAVs for surveillance, search and rescue, and delivery operations.

Keywords: UAS path planning; obstacle avoidance; obstacle detection; geometrical-based approach

1. Introduction

The capabilities of Autonomous Unmanned Aircraft Systems (UASs) have significantly
advanced in performance and effectiveness in recent years. UAS systems rely on unmanned
aerial vehicles (UAVs) and ground control systems (GCSs) equipped with real-time mission
control and communication devices to plan and monitor autonomous flights [1]. UAVs
are becoming a dependable option in a range of application fields because of the rapid
improvements in technologies [2]. This has been enabled by the increasing number of
recent deployments of UAVs in a variety of applications [3]. UAVs are being used not only
in the military sector, but also in the civil and private sectors [4]. However, in recent years,
the use of UAS technology for civil applications has increased due to applications in aerial
photography, mapping, target tracking, ecological prediction, etc. [5].

Operation and application requirements at low altitudes, such as monitoring, search
and rescue, geological science research, and data collection in isolated places, have recently
been influenced by the emergence of small and micro aerial vehicles (SUAVs and MAVs,
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respectively) [6,7]. These UAVs are employed to achieve several objectives, including
the collection of on-demand photographs from low-altitude airspaces. This technology
offers extensive assistance in emergency product shipment, border surveillance, emergency
rescue operations during disasters, and visual surveillance for crowd safety [8].

The development of autonomous UAVs has become essential to fulfil the increasing
needs of the UAS landscape [9]. Modern UAVs aim for increased autonomy and flight
stability due to the technical developments, diversity, and complexity of missions [10]. This
has led to the development of autonomous UAVs that can be controlled by computers
loaded with pre-determined path, detection, and obstacle avoidance algorithms [11,12]. An
onboard mission plan consists of path planning algorithms to alter the flight plan when the
obstacles have been detected. The automated guidance system will interrupt the flight plan
and initiate operations in response to the obstacles, such as when a hazard is identified [13].
The detection and avoidance of obstacles with a high level of accuracy is a challenging
problem for autonomous UASs [14].

Over the last decade, there has been a significant increase in research on UAS obstacle
detection and avoidance. The development of fast-converging algorithms has been a
persistent priority to assure safe and effective navigation, given the dynamic nature of
UAS operations. The algorithms utilized for obstacle avoidance control can be classified
into two main approaches: optimization-based and rule-based ones [15]. Rule-based
algorithms depend on predetermined rules and heuristics to control UAS when they come
across obstacles, depending on the expert-derived instructions. These techniques provide
effectiveness and immediate applicability, but may encounter difficulties in complex and
dynamic situations. On the other hand, optimization-based algorithms approach obstacle
avoidance as a problem of finding the best solution, using mathematical methods to
calculate the most efficient path, while avoiding the obstacles [16,17].

Sensor technologies are essential in obstacle detection and avoidance systems as
they provide real-time data for predetermined routes. Laser range finders (LRF), sound
navigation and range finders (SONAR), and cameras are used as sensors in these sys-
tems. However, these sensors use intensive computing power and are subject to different
environmental uncertainties that necessitate frequent calibration [18].

Several notable approaches and techniques have been proposed in research work to
address the difficulties of detecting and avoiding obstacles for UASs. Khan et al. proposed
a Flexible Geometric Algorithm (FGA) that solved a possible collision using differential
geometry based on the specific location, relative velocities, angular displacements, and
collision cones [19]. The probability of a collision occurring is considered in this model
using two-dimensional (2D) collision cones. A 2D collision cone is created from the aircraft’s
frame and is computed when an obstacle is detected within the protected cone. The key
limitation of this model is the assumption that the airplane is flying at a constant speed.
Zheng [20] introduced a LIDAR-based approach for obstacle detection and avoidance. In
this study, LIDAR is used to scan each point and correction is made to the point cloud
via a relationship transformation. The point cloud features obtained via a laser radar
are used to derive a clustering method using the relative distance and density. Another
approach by Bareiss [21] used an onboard two-dimensional spinning LIDAR system with a
one-dimensional rangefinder to detect the obstacles.

Some other researchers such as Yu Wan [22] proposed a collision avoidance system
for fixed-wing UAVs based on manoeuvre coordination and planned trajectory prediction.
P.S. Krishnan developed a novel Particle Swarm Optimization-based Collision Avoidance
algorithm (PSO-CA) for escape manoeuvres away from obstacles. This approach can also be
used to discover new waypoints for the dynamic trajectory modification of UAVs [23]. B.K.
Patle et al. proposed the Matrix Binary Code with a Genetic Algorithm to optimize static
and dynamic environments for path planning and obstacle identification [24]. The authors
also introduced the Firefly Algorithm (FA) for mobile robot navigation (MRN) in uncertain
environments [25]. The uncertainty is expressed from static to dynamic and changing
environments. Wu et al. proposed an obstacle avoidance solution where the unmanned



Drones 2023, 7, 678 3 of 14

surface vehicle (USV) is travelling along the path provided by the Artificial Potential Field-
Ant Colony Optimization (APF-ACO) algorithm [26]. The USV can successfully overcome
the current obstacle by using the multi-layer technique.

Hu et al. introduced a path planning technique for static and moving obstacles using
discrete optimization for autonomous vehicles. The method can find the optimum path
from a finite number of path possibilities and simultaneously determine the vehicle’s
acceleration and speed [27]. The application of Deep Learning methods for detecting
obstacles and planning new routes around obstacles was successfully implemented in [28].
The Dijkstra algorithm and sensor-related approaches to determine the shortest possible
path planning were also established in [29]. Another widely used collision avoidance
system is Rapidly Exploring Random Tree (RRT) algorithms [30]. RRT detects an area with
fast-exploring speed, and a connection is created if two close trees are identified. When a
tree with a greater distance is discovered at random, a connection is established with the
nearest potential tree. An aircraft’s path can be mapped using this approach. However,
the RRT algorithm extension period is slow when the obstacles are randomly distributed.
The development of a comprehensive and efficient algorithm capable of identifying and
navigating around obstacles, while optimizing flight paths for autonomous UASs, remains
an important area of research.

In this paper, we propose an algorithm that is designed to identify obstacles on a pre-
planned travel path, and then produce an optimal and safe path around them. This study
introduces an algorithm that uses a geometrical based methodology to effectively navigate
around obstacles and optimize the flight path. We evaluate the algorithm’s performance
based on the routing distance, computing costs, and flight time.

2. Materials and Methods
2.1. Case Studies

Our aim is to find the shortest and safest obstacle avoidance path within a given time
frame, e.g., 200 s for a range of test cases. We assume restrictions are imposed to ensure
compliance with the local authority as well as to ensure the flight path is planned to avoid
uncertainties and issues during operation. We assume Line of Sight (LoS) operations and
that the UAS must fly at a constant cruise speed of 1 m/s at a constant 10 m altitude. We also
assume a 2D space. Our proposed algorithm, QuickNav, uses a geometric-based approach.
We analyse the performance in terms of obstacle avoidance and distance improvement
when compared to that of the brute force method [31]. The brute force method examines all
the potential solutions to a problem, often by sequentially evaluating each alternative in
a thorough way [32]. It is comparable to a systematic measuring procedure, where every
possibility is carefully considered to calculate the outcome result. For example, assuming
that a UAV has been assigned the mission of traveling to a series of predetermined locations,
i.e., 1, 2, 3, 4, etc., the brute force algorithm would determine the overall distance of the
path by computing the distance between each pair of adjacent points, beginning with point
1 to point 2, then 2 to point 3, and so on. The procedure continues until all the possible
combinations have been analysed [33]. This approach is employed to determine the total
distance of the potential path of the UAV.

2.2. QuickNav Approach and Algorithm

The location and attitude of the UAS are two essential parameters for UAS navigation.
The motion of UAS in space is determined by 6 DOFs—3 linear motions and 3 angular
motions. The attitude of these parameters is controlled using an onboard flight controller.
The UAV position is obtained using a Global Navigation Satellite System (GNSS), such
as the Global Positioning System (GPS) presented in a latitude–longitude–altitude format.
These three parameters can also be represented as x, y, and z, respectively, in the Cartesian
Coordinate System (CCS).

Motion control and navigation are performed using the low-level flight controller.
Path planning occurs at a higher level and is processed separately. The main function of
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the path planning module is to provide a series of real-time pre-planned waypoints for the
low-level flight controller to manoeuvre.

As this is not an experimental approach, we formulate the problem using CCS that
can later be adapted easily using GPS coordinates. In this context, parameter z represents
the height or altitude, an important parameter for 3D path planning. However, this study
focuses on 2D path planning and makes the assumption that the UAS flies at a fixed altitude.
The z component will therefore not be computed. We propose a fast-converging, highly
scalable, and computationally efficient geometrical-based obstacle detection and avoidance
algorithm for a pre-planned route at a fixed altitude. The flight scenario for path planning
is depicted in Figure 1. The flight scenario for path planning is depicted in Figure 1a (front
view) and Figure 1b (top view). Both figures are shown as 3D images from front and top
views, respectively. The obstacles (buildings, trees, etc.) are labelled as On, where n = 1, 2,
3. . . represents the number of obstacles, and h is the fixed flying altitude. The blue boxes in
both figures represent the safe avoidance area for the drones to manoeuvre. The green lines
represent the progressive line measuring the current waypoint towards the landing point.
The orange (dotted with arrow) line is the final optimal path, which successfully avoids
the obstacles.
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avoid obstacles within the environment. To reduce the complexity, we assume any obsta-
cle points appear as a square shape in plain view. The size of the obstacles depends on the 
perimeter required for the UAS to manoeuvre safely. We randomly generate a series of 
UAS waypoints and the obstacle coordinates. We test the algorithm’s efficiency and per-
formance by altering the number of obstacles, and classify the levels of obstacle density as 
low, medium, and high. We record the output avoidance path and distance. In Figure 2, 
we demonstrate how we consider the geometrical perspective when finding the avoidable 
path between waypoints (wp), e.g., between wp0 and the next waypoint, wp1. 

Figure 1. (a). Flight scenario within the obstacle’s environment. (Front view). (b). The obstacles
cross-section at h altitude (top view) and UAS path.

The proposed algorithm requires a simulation or numerical method to detect and
avoid obstacles within the environment. To reduce the complexity, we assume any obstacle
points appear as a square shape in plain view. The size of the obstacles depends on the
perimeter required for the UAS to manoeuvre safely. We randomly generate a series of UAS
waypoints and the obstacle coordinates. We test the algorithm’s efficiency and performance
by altering the number of obstacles, and classify the levels of obstacle density as low,
medium, and high. We record the output avoidance path and distance. In Figure 2, we
demonstrate how we consider the geometrical perspective when finding the avoidable
path between waypoints (wp), e.g., between wp0 and the next waypoint, wp1.
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Figure 2. Avoidance path between two waypoints across parallel obstacles.

Two obstacles, namely O1 and O2, are positioned between the two waypoints; however,
O2 does not hinder the path. The proposed detection method utilizes linear equations to
find the path obstacle through the interception points between obstacle perimeters and
path lines. Any obstacle fences intercepted along the wp0–wp1 lines will be considered
as obstacles and need avoiding. The un-avoidable path is shown as a straight, solid line,
and the possible avoidable paths are represented by the broken lines. In this scenario, the
avoiding strategy will have at least two different avoidance routes around the obstacle
O1: through the edges of the obstacle defined as avoidable point (AP) for each obstacle,
AP = [ap1 ap2 ap3 ap4]. In this case, the path wp0–wp1 intercepts the fences across obstacle
O1 shown by the red ‘x’. Hence, there are at least two avoidable paths available (shown by
the broken lines) in the forms of wp0–O1(ap3)–O1(ap4)–wp1 and wp0–O1(ap1)–O1(ap2)–wp1.
The selection criteria are based on the shortest distance from wp0 to wp1. In this example,
the line wp0–O1(ap3)–O1(ap4)–wp1 is the shortest available, and it is therefore selected as the
avoidable path.

The algorithm computes the path and obstacles in every route iteration and compares
the shortest route. Based on this concept, we formulate a method of detection using two
diagonal perpendicular lines that cross the centre point of an obstacle. Then, we further
split the two lines into four lines from the centre of the obstacles to every corner of the
square defined as an avoidable point, respectively. These APs expand from the obstacle
point via a safe perimeter defined as p, where p is the horizontal and vertical distance from
the obstacle’s centre coordinate. For instance, if the path intersects with On (f 3), On (ap3)
will be the avoiding waypoint. Using this method, whenever a path intercepts any of the
four diagonal lines, the algorithm can quickly identify the respective APs as the avoidable
waypoint, as shown in Figure 3.

The algorithm takes the waypoints and obstacle centre points as inputs. From the
coordinates, we create a square region from an obstacle point based on the safe distance
around the obstacle as the value of p. Then, four diagonal points are created for each
obstacle to form a square region (shaded).

Given the obstacle coordinate, On = (a, b), the safe flying perimeter around the obstacle
centre point is p.

Using a general two-point-form linear equation, a line connecting (x1, y1) and (x2, y2) is

y− y1 =
(y2 − y1)

(x2 − x1)
(x− x1) (1)

The linear distance between two waypoints is given as:

q =
[
(x2 − x1)

2 + (y2 − y1)
2
]1/2

(2)
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For formulation purposes (refer to Figure 3), a flight path between two coordinate
waypoints, wpn (c, d) and wpn+1 (k, l), can be formulated as:

fpath =
(l − d)
(k− c)

[(x− c) + d] ; subject to {c ≤ x ≤ k} (3)

Using the same concepts for every coordinate of the obstacles, four linear equations
can be formulated between the obstacle’s centre point, On (a, b), and four corresponding
AP = {ap1, ap2, ap3, ap4}:

f1 = −x + a + b; subject to {(a− p) ≤ x ≤ a} (4)

f2 = x− a + b; subject to {a ≤ x ≤ (a + p)} (5)

f3 = x− a + b; subject to {(a− p) ≤ x ≤ a} (6)

f4 = −x + a + b; subject to {a ≤ x ≤ (a + p)} (7)

The solution to avoiding obstacles in path planning must satisfy the following Lemmas.
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Lemma 1. A flight path between wpn and wpn+1 is said to collide with an obstacle when there is at
least one interception between any obstacle’s lines, such that,

fpath = f1 ; subject to{(a− p) ≤ x ≤ a} (8)

fpath = f2 ; subject to {a ≤ x ≤ (a + p)} (9)

fpath = f3 ; subject to {(a− p) ≤ x ≤ a} (10)

fpath = f4 ; subject to {a ≤ x ≤ (a + p)} (11)
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Lemma 2. In every iteration, when Lemma 1 is true, the algorithm must reiterate to ensure a new
route does not cross another obstacle’s line after avoidance takes place; the line that connects the
edges of obstacles without intercepting any lines will be considered as the final avoidable path.

The solution to finding a new avoidable path (AP) when the path line collides with
any obstacle lines is given below

AP = ∑r=n
r=1 wpr fpath ∑z=n

z=1 Oz( f1, f2, f3, f5) (12)

It is subject to the limit defined in (4)–(7) above.
The pseudo-code to solve the above equations is presented in Algorithm 1.

Algorithm 1: QuickNav algorithm pseudo code

Initialize

input obstacle coordinate, 0n (a, b), where n = 1,2,3. . .
input safe flying perimeter p,
input waypoints wpn (c, d), where n = 1,2,3. . .
define starting waypoint = [wp1]
define destination waypoint = [wp2]
define starting path = [ fpath ] (between starting waypoint and destination waypoint)
formulate four functions for every obstacles, On { f 1, f 2, f 3, f 4 }
define current path = starting path
define current waypoint = starting waypoint

Main

while collision detected! Check
if <current path intercepts f 1 >

update {next waypoint candidate} = ap1
else if <current path intercepts f 2 >

update {next waypoint candidate} = ap2
else if <current path intercepts f 3 >

update {next waypoint candidate} = ap3
else if <current path intercepts f 4 >

update {next waypoint candidate} = ap4
break;

find the nearest distance between {next waypoint candidate} and
[current waypoint]
update [nearest {candidate next waypoint}] = [current waypoint]

end if

while no collision detected! do
update [current waypoint] = [destination waypoint] //move to the next path
update [destination waypoint] = destination waypoint ++
update avoiding waypoint = {starting waypoint, . . . end waypoints}

end

There could be situations when avoiding one obstacle might cause the avoidance
line to intercept with another obstacle. In this situation, the algorithm will recalculate in
subsequence iterations until no interception occurs for every waypoint. The algorithm
checks the current path line against the obstacle’s lines within the square region of two
waypoints, e.g., wp1 and wp2, or wp2 and wp3, as illustrated in Figure 4. Initially, the path
that connects wp1 and wp2 collides with the O1(f 3) line. Since the path intercepts O1(f 3),
a new destination point is assigned, which is O1(ap3). So, a new path is created between
wp1 and O1(ap3). Then, the path from O1(ap3) and wp2 collides with the line O1(f 4); hence,
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O1(ap4) becomes a new avoidable point before it moves to wp2. In the same way, from wp2
to wp3, it collides with the O2(f 2) line, and O2(ap2) becomes its avoidable point. Then, from
O2(ap2) to wp3, it collides with O3(f 3) so that the last avoidable point before it reaches wp3 is
O3(ap3). Therefore, the final avoidable path is the path that connects wp1–O1(ap3)–O1(ap4)–
wp2–O2(ap2)–O3(ap3)–wp3, as shown by the thick green line in Figure 4.
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Figure 4. An example of how the algorithm solves multi-obstacle problems.

The process continues until all the paths on every waypoint are free from interceptions
with the obstacle lines. Once the iteration ends, the successful avoidable path is plotted
for visualization. In the next chapter, we will discuss the performance of the algorithm in
terms of distance minimization and compare it against the brute force method. In addition,
we compute the distance as compared to those of the alternate paths. In this study, we
define p = 1 unit; hence, the distance of an obstacle point to the horizontal and vertical
fences is 1 unit, respectively.

3. Results and Discussion

The QuickNav algorithm was verified for up to 44 obstacles using an arbitrary number
of waypoints considered as the location points. The simulations were conducted using
MATLAB. This study includes an examination undertaken to evaluate the efficacy of our
algorithm through the computation of the flight time. The approach employed in this study
was the calculation of the overall distance with our algorithm under the assumption of a
consistent velocity of 1 m per second. The assessment was conducted using the formula
t = d/s, where ‘t’ represents the flight time, ‘d’ represents the total distance acquired via
the algorithm, and ‘s’ represents the assumed constant speed, and the results are presented
in Table 1.

Table 1. Simulation results.

Density Number of
Waypoints

Number of
Obstacles

Un-Avoided
Distance

(m)

Brute Force
Distance

(m)

QuickNav
Distance

(m)

QuickNav
Conv. Time

(s)

Flight Time
(s)

Distance Diff
Brute Force/
QuickNav

(%)

Low
10 20 153 159 155 2.58 155 3.6/1.2
13 25 195 211 197 9.29 197 8.6/1.4

Medium 13 27 285 330 321 44.70 321 15.9/12.9

High 20 38 439 486 477 189.10 477 10.6/8.7
25 44 405 445 414 90.50 414 9.9/2.1

The density levels are sorted into low, medium, and high depending on the number of
waypoints and obstacles (Table 1). The waypoint numbers are considered as the predefined
optimized route. QuickNav took 2.58 s to compute a new route for 10 waypoints in the
presence of nine detected obstacles, considering a flying time of 155 s (Figure 5). The total
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distance in the absence of obstacles was 153 m, which increased to 155 m for the new route
planned using QuickNav to avoid the obstacles.
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When the number of waypoints was increased gradually to 13, the time to compute
the new route increased from 2.58 s to 9.29 s, and the total distance changed from 195 m
to 197 m (Figure 6). The overall duration of the flight was observed to be 197 s. When the
scenario or the number of waypoints was increased and the obstacles overlapped, the total
distance increased from 285 m to 321 m for a medium-density environment.
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Figure 6. (a) Obstacle detection for a low-density network with 2 obstacles in a single path. (b) Obstacle
avoidance for a low-density network with 2 obstacles in a single path.

The dimensions of the box formed are larger in the case of overlapping obstacles than
those for a single obstacle to ensure that the box covers the area occupied by both the
obstacles. The time to compute the new route in the medium-density environment in the
presence of 17 detected obstacles was 44.70 s, which is considerably longer than that for the
low-density environment (Figure 7). Additionally, the total duration of the flight was 321 s.
Similarly, as the number of waypoints and obstacle numbers were further increased to 20,
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the time to compute the route which altogether avoided any obstacle increased to 189.10 s,
and the final distance increased from 439 m to 477 m (Figure 8). At the same time, this
undertaking involved a total duration of flight amounting to 477 s. In another high-density
environment consisted of 25 location points, with 44 obstacles and detected 18 obstacles,
it took 90.50 s to compute the total distance (Figure 9). Simultaneously, the total duration
of the flight was 414 s. The time required in this case is less than that of the case with
20 obstacles, as the distance is shorter compared to that scenario.
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Figure 7. (a) Obstacle detection for medium-density network with maximum 3 obstacles in a single
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(c) Obstacle avoidance for medium-density network with maximum 3 obstacles in a single path.

The algorithm computation time is dependent on the number of obstacles, the number
of waypoints, the total distance travelled, and if there are any overlapping obstacles. For the
same number of obstacles, QuickNav computed the shortest path in the shortest amount of
time feasible in the least dense environment. Furthermore, as the number of waypoints
increased, the time taken to compute the new distance increased. The second important
finding was that for a given set of waypoints, the computation time increased as the number
of obstacles arose. This indicates that the time required to compute a new route increases
according to the number of waypoints. Similarly, for a constant number of waypoints, the
time taken to compute the new optimum route increased with additional obstacles.
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The proposed QuickNav algorithm for obstacle avoidance in UASs/drones has several
advantages. The algorithm utilizes a geometrical methodology and a preset safe perimeter
to predict the intercepting points and create avoidable waypoints, allowing quick naviga-
tion around the obstacles. In addition, the predetermined secure boundary functions as
a virtual fence, guaranteeing the proactive identification and evasion of obstacles, hence
enhancing the safety measures and preventing collisions. QuickNav is able to generate
shorter paths compared to those of the brute force approaches. This optimizes the energy
consumption and extends the operating range of UAVs. Although the advantages are sub-
stantial, there are also some limitations of the proposed algorithm. The adaptability of the
algorithm to complex and dynamic situations with irregular barriers may be constrained by
its dependence on a geometrical approach and predetermined safe zones. Additional vali-
dation and rigorous testing across various situations are required to thoroughly determine
its performance in real-world environments. Dynamic environments, varying obstacles,
and unexpected changes may impact the performance. The absence of comprehensive
sensing techniques could limit its adaptation.

The application of QuickNav to challenging environments would require further
testing and the validation of its real-world performance and robustness. Further work could
include the incorporation of sensing technologies, such as LiDAR, radar, or computer vision,
to enhance the precision and adaptability of obstacle identification used by the algorithm.
This integration would enable the algorithm to effectively accommodate diverse obstacle
types and characteristics. The incorporation of sensors and sensor fusion methodologies
(e.g., the fusion of LiDAR, radar, and cameras) would also improve its robustness to
noise and disturbances. Real-world applications present challenges for implementing the
proposed QuickNav algorithm. Robust testing and validation would be necessary for
interactions with different UAS platforms, effective response to changing and unexpected
circumstances, and the handling of unexpected obstacles. Successful implementation
would require improving the accuracy of real-time obstacle detection and reducing the
dependency on known areas. The utilization of filtering methods, such as Kalman filters or
particle filters, could also address the issue of sensor noise. The algorithm’s navigational
efficacy could be further improved by using predictive models for predicting the motion of
obstacles and the impact of uncertainty.

4. Conclusions

Our QuickNav algorithm successfully generates a series of avoiding waypoints within
specified time constraints. The amount of time is proportional to the problem’s complexity.
QuickNav can produce a shorter distance in a faster timeframe when compared to that of
the brute force method, demonstrating that QuickNav can solve difficult obstacle avoidance
problems in a fraction of the time and distance compared to those of the more traditional
methods. The QuickNav algorithm may have a significant impact on the future of UAS
technology. QuickNav can be used to advance and automate the future of aerial operations
by increasing its safety and facilitating more complex missions for UAVs in surveillance,
search and rescue, and delivery services.

Future work could include the further testing of QuickNav’s performance in a range
of simulated and real-world scenarios to evaluate the resilience and adaptability of the
algorithm. QuickNav’s ability to learn and adapt to new obstacles or shifting surroundings
could be improved via the addition of machine learning techniques. Machine learning could
improve the algorithm’s decision making based on real-time data. The real-time fusion of
multiple sensors could improve its environmental awareness and reduce its reliance on
pre-defined safe perimeters. Reliable deployment in varied operating situations would
require real-world testing and the validation of the algorithm in complex and unexpected
circumstances. Collaborative swarm navigation using QuickNav-equipped UAVs could
enable autonomous aerial missions and could improve UASs’ safety and efficiency in
difficult conditions.
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