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Abstract: Transport Layer Security (TLS) provides a secure channel for end-to-end communications in
computer networks. The ChaCha20–Poly1305 cipher suite is introduced in TLS 1.3, mitigating the side-
channel attacks in the cipher suites based on the Advanced Encryption Standard (AES). However, the
few implementations cannot provide sufficient speed compared to other encryption standards with
Authenticated Encryption with Associated Data (AEAD). This paper shows ChaCha20 and Poly1305
primitives. In addition, a compatible ChaCha20–Poly1305 AEAD with TLS 1.3 is implemented
with a fault detector to reduce the problems in fragmented blocks. The AEAD implementation
reaches 1.4-cycles-per-byte in a standalone core. Additionally, the system implementation presents
11.56-cycles-per-byte in an RISC-V environment using a TileLink bus. The implementation in Xilinx
Virtex-7 XC7VX485T Field-Programmable Gate-Array (FPGA) denotes 10,808 Look-Up Tables (LUT)
and 3731 Flip-Flops (FFs), represented in 23% and 48% of ChaCha20 and Poly1305, respectively.
Finally, the hardware implementation of ChaCha20–Poly1305 AEAD demonstrates the viability of
using a different option from the conventional cipher suite based on AES for TLS 1.3.

Keywords: ChaCha20; Poly1305; TLS; RISC-V

1. Introduction

The cryptography algorithms are used in secure end-to-end communications, encrypt-
ing the data to reduce attacks on vital information. Currently, the cipher suite most used in
communications is based on Advanced Encryption Standard (AES). However, Transport
Layer Security (TLS) added the ChaCha20 cipher suite, generating another options that are
different from the AES algorithm with more bit rate [1,2] and side-channel resistance [3] in
software implementation. Additionally, TLS defines the new Authenticated Encryption
with Associated Data (AEAD) using the ChaCha20 cipher with Poly1305 for a message
authentication code [4].

The software implementations of ChaCha20 and Poly1305 primitives are optimized for
the high performance and protection of side-channel attacks [5–11]. However, the software
implementation generates a limitation in terms of bit rate in the TLS application. As such,
some approaches have been explored to increase the bit rate of the AEAD implementation.
For example, the in-memory implementations of ChaCha20 improve the bit rate and the
security for side-channel attacks [12]. Finally, the hardware implementations provide a high
bit rate compared to other implementations. However, the few hardware implementations
cannot provide a full implementation of the AEAD compatible with TLS 1.3.

The state-of-the-art of hardware implementations of ChaCha20–Poly1305 AEAD is
divided into two parts. First, the academic implementations provide different topologies
for the ChaCha20–Poly1305 AEAD and the primitives in FPGA and ASIC implementation.
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Pfau et al. [13] propose a scalable ChaChaX implementation in FPGA, using register, mem-
ory, and pipeline implementations in the quarter round (QR). Henzen et al. [14] presented
the Very Large Scale Integration (VLSI) implementation of Salsa20 and ChaCha stream
cipher. Kermani et al. [15] implemented a ChaCha20 and proposed hardware for detect-
ing faults in the cipher. Kanda et al. [16] reported low-area high-throughput ChaCha20
and Poly1305 primitives and the AEAD construction in FPGA and ASIC implementation.
Second, different intellectual properties (IPs) of the primitives and AEAD construction are
provided for the industry. For example, Rambus [17,18] provides a hardware solution for
ChaCha20 and Poly1305 with the possibility of compatibility with TLS 1.3. Silex Insight [19]
offers a ChaCha20–Poly1305 AEAD crypto-accelerator with Direct Memory Access (DMA).

This work extends the previous implementation [20] when an approach of ChaCha20–
Poly1305 AEAD compatible with TLS 1.3 specification is shown. The main contribution of
the current work is the complete implementation of the ChaCha20–Poly1305 AEAD in a
system capable of using the TLS 1.3, solving problems in the fragment blocks generated
in the typical application. In addition, the ChaCha20 and Poly1305 primitives used in the
ChaCha20–Poly1305 AEAD construction are explained. The AEAD construction occupies
a 10808-LUT and 3731-FF in an FPGA implementation with 1.4-cycles-per-byte in a stan-
dalone implementation, increasing the throughput 15× with 75% of overhead resources in
comparison with the related work [16]. Additionally, the AEAD is implemented in an RISC-
V environment presenting 11.56-cycles-per-byte using a TileLink bus. The comparison with
a software implementation in an RISC-V environment shows an bit rate increase of 1104%.
Finally, the AEAD implementation is compared with other implementations based on AES
compatible with TLS, demonstrating the viability of the hardware solution.

The remainder of this paper is organized as follows. Section 2 related the importance of
the TLS in secure end-to-end communications and the use of the ChaCha20–Poly1305 AEAD
in the protocol. Sections 3 and 4 show the algorithm and the hardware implementation
of ChaCha20 and Poly1305 primitives, respectively. Section 5 presents the construction of
the AEAD with the fault detector. In addition, the system used to measure the software
and hardware implementation of the ChaCha20–Poly1305 AEAD in TLS 1.3. Section 6
shows the results of the ChaCha20, Poly1305, and the AEAD in an FPGA implementation.
In addition, the results of the hardware implementation are compared with a software
implementation in an RISC-V environment. Finally, Section 7 summarizes the paper.

2. Transport Layer Security

Transport Layer Security (TLS) is the most used protocol for providing end-to-end
secure channels in computer networks [21]. The Internet Engineering Task Force (IETF)
released the standard of TLS. Figure 1 illustrates the TLS percentage of use in websites,
reporting 79.4% in the first quarter of 2022 [22], and showing that TLS 1.2 represents
approximately half of the use in websites during this period. In addition, the use of TLS 1.3
increased by 600% in use compared to the last year, demonstrating the importance of the
new specification in secure end-to-end communications.

In the previous version of TLS, the RC4–MD5, RC4–SHA, and AES–CBC cipher suites
were used [23]. However, in TLS 1.3, the cipher suites based on RC4 were removed. In addi-
tion, the ChaCha20–Poly1305 cipher suite was introduced in the protocol to increase the per-
formance and resistance of side-channel attacks in software implementations. As such, the
cipher suites used in the current version of TLS are AES–GCM [24,25], AES–CCM [26,27],
and ChaCha20–Poly1305 [28]. Figure 2 shows the handshake protocol in TLS 1.3. First, the
client and server interchange the keys and certificates to establish the connection. When the
connection is authenticated, the secure channel is created to exchange information using
the AEAD cipher suite selected in the handshake. The speed of the channel mostly depends
on the bit rate of the AEAD used in the data exchange.
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Figure 1. Transport Layer Security percentage of use in websites.
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Figure 2. Transport Layer Security 1.3 handshake protocol.

3. ChaCha20
3.1. Algorithm

The ChaCha20 cipher is based on the Salsa20 algorithm [29]. Initially, the algorithm
generates an initial matrix (IM) using a 256-bit key, a 32-bit initial counter, a 96-bit nonce, and
four constants defined in the documentation [28]. The IM has 512 bits and is represented
by a 4x4 matrix wherein each matrix entry is interpreted as a 32-bit unsigned integer.
Furthermore, the organization of IM is in little-endian form. The illustration of the matrix
is as follows (1).

IM =


61707865 3320646e 79622d32 6b206574

Key0 Key1 Key2 Key3
Key4 Key5 Key6 Key7

Counter Nonce0 Nonce1 Nonce2

 (1)
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Algorithm 1 shows the ChaCha20 cipher suite. Initially, an operation matrix (OM)
is initialized with the values of IM. The ChaCha20 algorithm applies ten double-rounds
to the internal state OM, wherein each double-round consists of eight applications of the
quarter-round function. The rounds are finalize when all the states are updated in OM.
The result of the QR operation is saved in the same position as the state taken by the
input. Finally, the keystream is obtained by adding the IM and OM. In another way, the
decryption process is an identical encryption operation that uses the same keystream and
cipher stream. Additionally, the counter value is incremented by one per block of plaintext
processed to obtain the next IM.

Algorithm 1 ChaCha20 cipher suite algorithm

Require: K∈(0, 1)256,N∈(0, 1)96,C∈(0, 1)32, PT∈(0, 1)∗

Ensure: CT = ChaCha20(K, N, C, PT)
1: IM ← Init(K, N, C) . The Initial matrix is organized as (1).
2: for x ← 0 to ([P/512]− 1) do
3: OM ← IM
4: for y← 0 to 9 do
5: OM[0, 4, 8, 12] ← QR(OM[0, 4, 8, 12])
6: OM[1, 5, 9, 13] ← QR(OM[1, 5, 9, 13])
7: OM[2, 6, 10, 14]← QR(OM[2, 6, 10, 14])
8: OM[3, 7, 11, 15]← QR(OM[3, 7, 11, 15])
9: OM[0, 5, 10, 15]← QR(OM[0, 5, 10, 15])

10: OM[1, 6, 11, 12]← QR(OM[1, 6, 11, 12])
11: OM[2, 7, 8, 13] ← QR(OM[2, 7, 8, 13])
12: OM[3, 4, 9, 14] ← QR(OM[3, 4, 9, 14])
13: end for
14: S← Serialize(OM + IM)
15: for z← 0 to 511 do
16: CT[512x + z]← PT[512x + z]⊕ S[z]
17: end for
18: IM[12]← IM[12] + 1 . Update the value of the counter in the Initial Matrix.
19: end for
20: return CT

The column and diagonal rounds consist of the QR function (A, B, C, D) = QR
(a, b, c, d) which acts on the state as follows (2). The addition denoted in the QR algo-
rithm is a carry-less addition on a 32-bit word.

x = a + b; y = (d⊕ x) ≪ 16;
w = x + y; z = (b⊕ w) ≪ 12;
A = x + f ; D = (y⊕ A) ≪ 8;
C = w + D; B = (z⊕ C) ≪ 7;

 (2)

3.2. Hardware Implementation

Figure 3 shows the implementation of the ChaCha20 primitive. The ChaCha20 im-
plementation is divided into two parts. First, a BlockFunction highlighted in blue takes a
256-bit key, 96-bit nonce, and 32-bit counter to generate an IM in the Initial regs. The states
of the IM are organized in little-endian form. The Operation regs then obtains the initial
states of the Initial regs. All matrices have 16 states, and each state is a 32-bit register. A
Finite State Machine (FSM) highlighted in red runs the 20 rounds using the QR modules.
The ChaCha20 primitive can have 1, 2, and 4 quarter-round operations in parallel to the
round. However, the ChaCha20 algorithm presents the impossibility of paralleling be-
tween the column and diagonal rounds. As such, the maximum number of quarter-round
operations is four. The FSM controls the input of the quarter-round operators in each
column and diagonal round, respectively. Each round only depends on the result of the
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previous rounds in OM. In addition, the Init and Next signals indicate the start of the
process and the next 512-bits to processing, respectively. After 20 rounds, the Matrix Adder
obtains the final matrix (FM), adding the Initial regs and Operation regs. Second, a Crypto
Function highlighted in green takes the FM generated in the Block f unction. The 512-bit of
Cipher Text is obtained by the XOR operation between FM and the Plain Text. When the
crypto-function is finished, a Valid signal is triggered.

Figure 4 illustrates the QR operation. The inputs a, b, c, and d correspond to one stage
in Operation regs. The QR operation consists of four Add-Rotate-XOR (ARX) cells [13,14].
The rotate operation highlighted in red is implemented without combinational logic to
reduce the delay in the ARX cell, replacing the operation with a wire permutation.

Initial regs

FSM

Matrix Adder

Serializer

Crypto Function

QR_0 QR_1 QR_2 QR_3

Operation regs

Plain Text
Cipher Text

To 
Little

Endian

Key

Nonce

Counter

Init

Next

Ready

FSM

Block Function

96

256

32

512

512

Figure 3. Architecture of the ChaCha20 primitive [20].

a

b
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d

add

<<< 
16

add

<<< 
12

add

<<< 
8

add

<<< 
7

A

B

C

D

ARX cell ARX cell ARX cell ARX cell

Figure 4. Quarter-round operation [20].

4. Poly1305
4.1. Algorithm

The Poly1305 algorithm is a one-time authenticator using a 32-byte one-time key
and an arbitrary-length message to obtain a 16-byte message authentication code (MAC).
Algorithm 2 shows the Poly1305 authenticator algorithm. Initially, the key is partitioned
into two parts denoted s and r, respectively. The pair (s,r) should be unique and un-
predictable for each call of the Poly1305 algorithm. However, the r and s are possible
to generate pseudorandomly. Furthermore, r can possibly have a constant but needs to
be modified [28]. Pad1305 takes the message’s length and divides the arbitrary length
message in q fragments of 16 bytes. The arbitrary-length message is read in little-endian
format, and the r is clamped. Then, the clamp function clears some bits of r, such that
r̄ = r0 + r1 + r2 + r3—where r0 ∈ {0, 1, 2, . . . , 228 − 1}, r1/232 ∈ {0, 4, 8, . . . , 228 − 4},
r1/264 ∈ {0, 4, 8, . . . , 228 − 4}, and r1/296 ∈ {0, 4, 8, . . . , 228 − 4}. The accumulator h is
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initialized, adding the result of the polynomial (3). Furthermore, the MAC is truncated in
128 bits.

T =

(
q

∑
i=1

mir−q−i+1 mod 2130 − 5

)
+ s mod 2128 (3)

Algorithm 2 Poly1305 authenticator algorithm

Require: K ∈ (0, 1)256, M ∈ (0, 1)L, L ∈ N
Ensure: MAC = Poly1305(K, M, L)

1: (r, s)← K
2: m = (m1, . . . , mq)← Pad1305(L)
3: r̄ ←Clamp(r)
4: h← 0
5: for i← 0 to (q− 1) do
6: h← h + Polynomial (m, r̄, q, i)
7: end for
8: MAC ← h + s mod 2128

9: return MAC

4.2. Hardware Implementation

Figure 5 shows the implementation of the Poly1305 core divided into two parts.
First, a PBlock highlighted in blue generates an initial r and s, using the 256-bit of the
key. The 128-bit of Block is then operated using a Multi-Multiplier and Accumulator
(MulAcc), reproducing the polynomial described in (3). The MulAcc implementation
consists of a 32-bit unsigned multiplier with a 32-bit accumulator. The Poly1305 primitive
has four MulAcc in the architecture, processing the 128-bit of the block in one cycle. The
documentation [28] determines that the length of the message is arbitrary. As such, the
core processes 128 bits in each step. The signal Block len indicates the numbers of bytes in
each Block. Additionally, an FSM highlighted in red controls all Block of the message to
authenticate and the MulAcc interaction. The signal Init and Next indicate the start of the
new message process and another Block of the message, respectively. When the last part of
the message is introduced, the Finish signal is triggered to run the end MulAcc operation.
Consequently, the data are pushed to the Final Block. Second, the Final Block highlighted
in green takes the data accumulation and s, generating the MAC. The MAC is obtained by
adding the s and the data accumulation generated with each MulAcc. Furthermore, the
result of the sum is truncated into 128 bits. Finally, the signal Ready indicates that the MAC
has been generated.

FSM

MulAcc
MulAcc MulAcc

MulAcc

Initial
State 

FSM

PBlock
128

256

5

(h,m,r) regs

Final Block
128

Key

Block

Block len

Init

Next

Finish

Ready

MAC

Figure 5. Architecture of Poly1305 primitive [20].

5. System Implementation

In this section, we describe the system used to measure the performance of the imple-
mentation and the ChaCha20–Poly1305 AEAD peripheral. In the AEAD implementation, a
filter is implemented to mitigate the fault in fragmented blocks in the plaintext.
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5.1. SoC Implementation

Figure 6 illustrates the overview architecture of the system used to implement the
AEAD construction [30]. The system consists of a Rocket core [31], a 4-KB ROM, an SPI,
and the different interruption platforms. In addition, the system uses a TileLink protocol
for the system (SBUS) and peripheral (PBUS) buses [32]. The system contains 1 GB of a
Double-Data-Rate (DDR) controller. This controller is driven by an Advanced Extensible
Interface 4 (AXI4) bus [33], converted from the memory-channel bus (MBUS).

TILELINK SYSTEM BUS (SBUS)

TILELINK PERIPHERAL BUS (PBUS)

DDR 
controller

Sys.
PLIC

SPI (as 
MMC)

ROCKET (0)
I$ D$

MBUS

ChaCha20-Poly1305 
AEAD

TL to AXI4

Sys.
CLINT

ROM ETHERNET

Figure 6. Block diagram of the RISC-V environment.

5.2. ChaCha20–Poly1305 AEAD

Figure 7 illustrates the implementation of the ChaCha20–Poly1305 AEAD peripheral.
The standard determines an AEAD construction using a 256-bit key, 96-bit nonce, an
arbitrary length of plaintext, and an arbitrary length of Additional Authenticated Data
(AAD) [28]. The AEAD implementation uses a TileLink bus in the RISC-V environment
described in Section 5.1. The peripheral consists of the ChaCha20 and Poly1305 primitives
highlighted in blue and green, respectively.

Additionally, an FSM highlighted in red controls the internal signals of the ChaCha20
and Poly1305 primitives in the peripheral for the correct functionality. Finally, the im-
plementation needs an accumulator and filter to introduce a final block in the Poly1305
primitive and when the plaintext is not a multiple of 512 bits, respectively.

TI
LE

LI
N

K
 P

ER
IP

H
ER

A
L

 B
U

S 
(P

BU
S)

Register router

96b W

256b W

512b R

                ChaCha20 

5b W/R FSM

Poly1305

Key
Nonce Init NextCounter

Control AEAD

128b R

1b W
Encrypt

128b W
AAD

Block
MAC

Init Next Finish

512b W Plaintext Ciphertext Cipher Text
Register

FSM

Accumulator & Filter

Key

Cipher Text 
[0:255]

7b W
Block length

Accumulator & 
Filter

Ready

Ready

Plaintext

Figure 7. Architecture of the AEAD construction.

Figure 8 illustrates the functionality of the AEAD peripheral in the RISC-V environ-
ment. Steps 1–7 describe the conventional operation with the system memory. The first step
defines the initial configuration of the AEAD in decryption or encryption depending on the
scenario. In AEAD construction, a one-time key is used in the Poly1305 primitive with two
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options for creation in the second step. A pseudo-random number generator creates the
one-time key. In another way, the ChaCha20 primitive is used with the same key and nonce
of the keystream. However, the counter and the plaintext of the ChaCha20 are initialized
by zero. The one-time key is the first 255 bits of ciphertext generated for the ChaCha20
primitive. Additionally, the AAD and length in bytes are introduced and processed in
the Poly1305 primitive and the accumulator, respectively. One bit in the signal Control
AEAD indicates that the AEAD construction is ready for the next block when the block is
processed. Furthermore, the last block of the AAD is indicated with one bit in the signal
Control AEAD in the peripheral. Steps 3–5 describe the AEAD process to generate the
ciphertext or plaintext in the encryption or decryption mode of the implementation. The
mode of the AEAD implementation is defined in the signal Encrypt in the peripheral. The
counter of the ChaCha20 primitive starts in one of the first blocks processed, and the plain-
text length is necessary per each block introduced. When the final block of the plaintext is
not a multiple of 512 bits, the peripheral filter of the response of the ChaCha20 eliminates
the extra bits generated in the rounds of the primitive. In each result of the ChaCha20
primitive, the results are introduced in the Poly1305 primitive in blocks of 128 bits. Step 6
introduces the final block in the Poly1305 primitive. The final block consists of the result of
the accumulator in the peripheral. When the first part is the length of the ADD, and the
second part is the length of the plaintext blocks. Finally, the MAC is generated in step 7.

AEAD 
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Plaintext

Stack

Free
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System 
Main 

Memory 
(DDR)

AEAD
ChaCha
Auto-Key

AEAD
Process

AEAD
Process

0x64000000

0x80000000

Plaintext

OVERALL 
SYSTEM

CTRL
CONFIG

Step 1 Step 2 Step 3 Step 4

 CTRL
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AEAD 
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Nonce
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Free Stack

Ciphertext
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AEAD 
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Plaintext
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Ciphertext

AEAD
MAC 

Process
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Ciphertext
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Nonce
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Plaintext
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Nonce
AAD

Key
Nonce
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Plaintext
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MAC
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AEAD 
READY

Plaintext
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Ciphertext

Key
Nonce
AAD

Plaintext
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MAC

512-bits

Nonce
AAD

Nonce
AAD

Nonce
AAD

Nonce
AAD

MAC MAC

Key

MAC MAC MAC MAC MAC

Key Key Key Key Key Key

Ciphertext Ciphertext Ciphertext Ciphertext Ciphertext Ciphertext Ciphertext

Figure 8. Functionality of the AEAD peripheral into the RISC-V system.

6. Results and Discussion

This section shows the implementation results in Xilinx Virtex-7 XC7VX485T FPGA.
The bit rate of ChaCha20, Poly1305, and the AEAD hardware implementations are com-
pared with the software implementation in an RISC-V environment. Finally, the AEAD
construction is compared with the related works and the cipher suites based on AES
in TLS 1.3.

Figure 9 illustrates the performance comparison between the software and hardware
implementations. The performance of the ChaCha20, Poly1305, and AEAD hardware
implementations increased by 968%, 195%, and 1104% compared to the software imple-
mentation. The software implementation runs in an RISC-V environment using one rocket
core [31]. The AEAD implementation result is compared in encryption mode with 16 bytes
of AAD.
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Figure 9. Software and hardware comparison in an RISC-V environment.

Table 1 shows the results of the ChaCha20–Poly1305 AEAD implemented in FPGA.
The standalone AEAD presents a 1.4-cycles/byte with 10808-LUT and 3731-FF, using 4-QR
and 4-MulAcc modules in the ChaCha20 and Poly1305 primitives, respectively. In addition,
the performance with the RISC-V environment is 11.56-cycles/byte. The performance of
the AEAD implementation with the system considers the cycles of the process, the control
signals, and the data movement in the TileLink bus in the system implemented. The AEAD
in a standalone implementation increases the performance by 15× with an overhead of
75.08% of resources. The time for the control signals and the movement of the TileLink bus
represents 70.32% of overhead compared to the standalone AEAD implementation. The
performance is obtained by 5 MB of data, using 16 bytes of AAD. The principal differences
of the related work are the Accumulator and Filter sub-modules, removing the errors in
fragmented blocks and the performance of each primitive in the AEAD implementation.

Table 1. Performance summary and comparison in FPGA.

Slices Performance
(Cycles/Byte)

Module LUT FF Total Standalone System

This work 10,808 3731 14,539 1.4 11.56 ‡

[16] 3383 4921 8304 21.26 † N/A

[20] 7897 4840 12,737 N/A 21.50 ‡

† Measured with 8 bytes of AAD. ‡ Measured in the same system.

Table 2 shows the comparison in FPGA implementation with the other cipher suites
of TLS 1.3. The AES implementations present a relatively high performance in terms of
resource utilization compared to ChaCha20–Poly1305. However, the high throughput
implementations use a parallel AES core [24,27]. The standalone implementation of AES-
GCM [25] reports an improvement of 324% in cycles-per-byte operation using tower field
optimizations in the AES module. However, the ChaCha20–Poly1305 reports an increase of
166% of cycles-per-byte in the system implementation. The ChaCha20–Poly1305 depicts
0.948 Gpbs in the standalone implementation with 3034 slices, demonstrating competitive
performance resources with the AES-based cipher suites.
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Table 2. Summary and comparison results with the others’ cipher suites in TLS 1.3

Module Device

Resources Utilization Standalone
Imp.

System
Imp.

LUT
FF

Slices
BRAM

Max. Freq.
(MHz)

Througput
(Gbps)

Cycles/
Byte

Cycles/
Byte

This
work

ChaCha20
Poly1305

Virtex7
C7VX485T

10,808
3731

3034
0

166 0.948 1.4 11.56

[24] AES-GCM Virtex7
—
—

4194
40

125 ‡ 4 * — —

[25] AES-GCM
Cyclone V

5CSEMA4U23C6
4572
2407

—
0

36.46 0.275 1.058 19.19

[26] AES-CCM
Artix7

XC7A200TL
—
—

554
76

177 0.119 11.89 —

[27] AES-CCM
Virtex4

XC4VLX40
1995

0
1200

18
152 1.951 * 0.635 —

‡ Max. Frequency obtained with synthesis results. * Parallel AES implementation.

7. Conclusions

In this paper, we introduced the implementation of the ChaCha20 and Poly1305
hardware primitives in addition to a compatible ChaCha20–Poly1305 AEAD construc-
tion with TLS 1.3. The proposed AEAD implementation eliminates the faults introduced
by a fragmented block. In addition, the function of the length of the plaintext and the
AAD are supported. The accumulator and filter reduce the number of transactions in the
bus, increasing 85.76% of the performance in the system implemented with a 14.14% area
overhead, using the same system in the previous work. In comparison with the related
works, the performance of the AEAD is 1.4 and 11.56-cycles/byte in standalone and system
implementations, increasing the performance by 1517% in the standalone implementation.
Furthermore, the resources occupied a 10808-LUT and 3731-FF in FPGA implementation
with an overhead of 75.08%. The performance reduction for integrating the AEAD into an
RISC-V environment using a Tile Link bus is 70.32% compared to the standalone implemen-
tation. Finally, the ChaCha20–Poly1305 implementation is compared with another AEAD
used in TLS 1.3, demonstrating the competitive performance resources with the AES-based
cipher suites.
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