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Abstract

:

Difficulties in learning computer programming for novices is a subject of abundant scientific literature. These difficulties seem to be accentuated in students whose academic choice is not computation, like architecture students. However, they need to study programming, since it is part of the new academic curricula. The results presented here are part of a PhD research, which investigates the achievement motivation and the acquisition and transfer of programming knowledge from an online environment designed on the basis of the 4C-ID instructional design model. These results are a sociodemographic analysis, and the technological competence of these subjects. We concluded that most of the students of our sample do not know how to auto assess their ICT expertise level, because they believed that they had sufficient computational knowledge for their needs. However, most of them told that they had difficulties creating codes. However, they recognized the importance of learning to program, thought it was valuable for architectural students, and felt motivated to acquire this new skill.
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1. Introduction


There is an abundant literature on the teaching and learning of computer programming and the difficulties associated with them, especially in relation to those who are beginners in computer programming. These studies state that learning to program is a difficult task, involving specific knowledge and skills that many students have difficulty assimilating [1,2].



Some teachers in introductory programming courses try to find strategies that facilitate student learning [3] and even rely on languages such as Scratch and Alice that allow students to make fewer syntax errors [4,5]. The authors [6,7] say that the frequent mistakes made by students lead them to not want to continue learning to program, which leads many students to drop out of the courses. These difficulties seem to worsen in students whose academic choice was not computing, but another disciplinary area, and they have to study computer programming, since this component is part of the new academic curricula, as seen in some architecture schools. Well known offices with renowned names in the contemporary world of architecture, such as Zaha Hadid’s, Norman Foster’s, Santiago Calatrava’s, Herzog and De Meuron’s, among others, use computer programming in the design process of their projects.



This study is part of an ongoing PhD research that investigates the achievement motivation, acquisition, and knowledge transfer of computer programming by architects, by means of an online instructional environment designed on the basis of the four components instructional design (4C-ID) by the authors of [8]. In our case, we focused on the teaching of computer programming using the Python language with architecture students, in a Portuguese public university and a Brazilian university. The objective of this study is to measure the technological competence of the subjects that are part of the sample of an experimental research. One of the hypotheses that we will test is that previous knowledge of programming acquired by architecture students influences the learning process.



1.1. Teaching of Computer Programming


There is a worldwide movement in favor of teaching computer programming to students from different fields and a belief that this learning should begin in basic education. Computer science is one of the required competences for the 21st century, and good programmers are required for many professional activities [9].



The challenges posed by the teaching of computer programming go beyond the barriers of time and technological evolution. From its inception, when the mathematician who authored [10] introduced the subject in the book “A discipline of programming”, the need to find teaching methods for novices was started. At that time, programmers needed logical–mathematical knowledge to operate large computational machines, using mathematics as a communication language. The study of Reference [11] deals with the need to review the curriculum for teaching beginner programming, with “Learning to program = learning to construct mechanisms and explanations”. In the work of the author [12], “Some difficulties of learning to program”, the difficulties of learning to program were identified in specific areas. This author points out that students often have great difficulties in understanding all the issues related to running a computer program. Developing the computational thinking component, in which the student must abstract the solutions proposed on paper to the software, transforming it into computer code, is one of the first great challenges for beginners. According to Reference [12], one needs “a long time to learn the relation between a program on the page and the mechanism it describes.” [12] (p. 59). He also affirmed that there should be a “notional machine”, which simplifies the machine language so that all transformations of the computer program can be visible. However, the author of [13] began to use models focused on human learning difficulties in his work “Programming pedagogy: a psychological overview”. This addresses the challenges of programming for beginners, grouped into three questions that reflect the difficulties presented by students: (i) The relationship between the understanding of the real problem and the generation of the computational solution; (ii) the knowledge acquired in relation to praxis; (iii) and the differences between the functional programming paradigm and the imperative and object-oriented paradigms.




1.2. Computer Programming in Architecture


Preparing professionals for the future is the role of any teacher, and the use of technology can be a motivator for this journey. In this way, the author of [14] affirms that: “It is in this field that the training of the architect falls far short of what should be his ideal education. I argue that their advanced education in new technologies, in the areas of multimedia, computing and digital tools in general, are a very special asset” (Original quotation: É neste campo que a formação do arquitecto se encontra muito aquém do que deveria ser a sua formação ideal. Argumento que a sua educação avançada em novas tecnologias, nas áreas de multimédia, computação e ferramentas digitais em geral, constituem uma mais-valia muito especial.) (p. 5). The author of [15] reinforces this idea when she says that “programming can improve logical reasoning and conceptual thinking in design. My conclusions are drawn on the historical development of CAD software, on pedagogical experiences with children and students of architecture and, finally, on some recent applications of programming in architectural projects” (Original quotation: A programação pode melhorar o raciocínio lógico e o pensamento conceitual no design. Minhas conclusões são tiradas sobre o desenvolvimento histórico do software CAD, sobre experiências pedagógicas com crianças e estudantes de arquitetura e, finalmente, sobre algumas aplicações recentes de programação em projetos arquitetônicos.) (p. 2).



In the development of architectural projects, the use of computer programming concepts for parametric modeling can improve and assist the architect by facilitating his or her work, allowing him or her to create complex models by changing numerical variables, in a quick and efficient way, as asserted by References [16] and [17]. The authors of [18] agree with this idea when they say: “focused on the architectural field, traditional forms of expression and communication such as the printed panel or the physical model are being complemented and even replaced by the use of all kinds of ICT tools: from advanced virtual simulations or visualization through augmented reality of superimposed models with both real and virtual information, up to the already classic photo montages in compositional panels, the multi-format visualization of CAD files (Computer Assisted Design) and more recently its evolution in the BIM (Building Information Modeling) formats” (Original quotation: Centrados en el ámbito arquitectónico, las formas de expresión y comunicación tradicionales como el panel impreso o la maqueta física se están viendo complementadas e incluso sustituidas por el uso de todo tipo de herramientas TIC: desde las avanzadas simulaciones virtuales o la visualización mediante realidad aumentada de modelos superpuestos con la información tanto real como virtual, hasta los ya incluso clásicos montajes fotográficos en paneles compositivos, la visualización multi-formato de ficheros CAD (Computer Assisted Design) y más recientemente su evolución en los formatos BIM (Building Information Modeling)”) (p. 2).



When talking about computer programming for architects, we should be aware that it is specially targeted at computer-aided design (CAD). According to Reference [15], in the last 40 years of the development of CAD, its original purposes were almost lost. Few people know, or many have forgotten, but the theoretical bases of the computer-aided design applied to architecture are closely linked to the design methods movement, which started being developed in England and later in the United States in the 1960s [15] (p. 67). The use of computer programming for CAD does not come from new technologies with great processing and rendering capabilities, but from a time when the use of computers was being proposed to help human creativity to solve issues related to design.



The design methods movement values were: Divergence “that sought to create new understanding (scope of the problem) towards better design solutions”; “transformation” redefining specifications of design solutions that can lead to better guidelines for traditional and contemporary design activities; “prototyping” and the study of possible scenarios for the best design solutions; “sustainability” by managing the process of exploring, redefining, and prototyping design solutions continuously over time; and finally, “articulation” with the visual relation between the parts and the whole [19]. We need to develop expertise to handle vector software tools to get the best out of CAD tools, and we also need to develop the ability to understand that this software has limitations. Therefore, the programming apprentice must combine the technical component with that of creativity to develop appropriate and interesting projects. The author of [20] states that architects, during project design, use representations to test possibilities. These representations take forms such as: Sketches, mental maps, models, and volumetric studies, among others. It is unquestionable that these tools are indispensable in the design of architectural projects, giving opportunities for professionals to create, design, and study construction aspects using virtual models.



Researchers such as the author of [21] claim that “Parts of the design process, such as the routing of the hydraulic and electrical systems that were once performed through extensive physical mock-ups are now developed electronically”. [21] (p. 61). One of the great precursors of the use of computer science in architecture was Ivan Sutherland, who, in the 1960s, created Sketchpad, shown in Figure 1.



According to Reference [23], “in 1960, Ivan Sutherland, a brilliant student supervised by Claude Shannon (inventor of the theory of information that forms the foundation of digital communications), used the combination of the TX-2 and the light pen to create the seminal “Sketchpad” program. Sketchpad let a designer sketch shapes, which the computer would then turn into precise geometrical figures. It was the first computer-aided program and remains one of the most expressive ones.” [23] (p. 41). In his seminal paper “The theoretical foundation of computer-aided architectural design”, the author of [24] argues that the sophistication of a project depends on the development of a production unit with a computer–graphics interface.




1.3. Computer Programming in CAD Tools


There are two types of programming languages that are used in CAD modeling software: Visual programming (VPL) and textual programming (TPL).



In this study, we approach textual programming, since it gives the user a greater breadth in relation to the possibilities of creation, not being limited to the default tools offered by CAD software packages, but increasing the possibilities through the use of scripts. Currently, most of the CAD and 3D software packages used by architects and designers incorporate a scripting language and were also used as introductory tools to teach coding from scratch. The author of [25] identifies the different uses of computer programming, such as productivity aids and exploratory code, as well as describes his teaching experience using scripting tools embedded in CAD software.



The TPL chosen for this study is Python because, according to Reference [26], there is a strong tendency to use Python as a language incorporated in programming tools. For the author of [27], students who are new to programming languages may feel frustrated, given the complexity to understand the syntax rules of this kind of languages. However, they affirm that textual languages, such as Python studied here, extend the possibilities of implementing new generative strategies with a higher degree of complexity while, by contrast, visual languages are limited.



The authors of [28] reinforce the need for beginner students to learn some programming language, so that they have some kind of autonomy in developing general tasks. They claim that the use of “ready-made” software is not discarded in future work. However, an active experience in computer programming acquired in the formative years will give them the possibility of a more assertive choice.




1.4. Instructional Design and Technologies


In dealing with instructional design and technology, we should indisputably cite the study of Reference [29], which defines two types of knowledge and two types of learning. The first is the primary biological knowledge that deals with natural learning, one that does not need to be directly taught/instructed. The second is secondary biological knowledge, which deals with learning by teaching/instruction, which is directly related to the object of this study—Python teaching/instruction for use in CAD. For the authors of [30]: “instructional design and technology encompasses the analysis of learning and performance problems, and the design, development, implementation, evaluation and management of instructional and non-instructional processes and resources intended to improve learning and performance in a variety of settings, particularly educational institutions and the workplace.” [30] (p. 53). The learning models that were adopted for the instruction of the programmatic contents addressed in this investigation were the Cognitivist Models, and among them the four components instructional design model (4C-ID Model) of Reference [8], which is appropriate to the complex learning that we analyze here.



The 4C-ID instructional design model was developed to teach knowledge, skills, and attitudes in an integrated way, and to train students to be able to transfer these aptitudes to real life problems [31]. The model admits that real life tasks can be used to create learning situations. Thus, this model, when properly used, facilitates the acquisition of knowledge for complex learning. According to Reference [32]: “The term complex should not assign the connotation of complicated or difficult, since these concepts involve performing tasks with difficult resolution, while the concept complex, in the context of learning, refers to the integration of acquired (and new) knowledge, skills and attitudes about a particular area of study (e.g., sciences, information technology, law, etc.)” [32] (p. 1). In this way, we understand that in this study, the “attitude” component treated in the definition of complex learning is school motivation, namely achievement motivation, based on the theory developed by [33].





2. Methodology


To achieve this objective, a methodology of experimental research was chosen. We observed two classes: One from the undergraduate degree in Architecture of the Instituto Superior Técnico (IST), at the University of Lisbon, in the 2017/2018 academic year, and the other from the postgraduate program in Architecture, Technology, and the City, of the Faculty of Civil Engineering, Architecture, and Urbanism, at the State University of Campinas, in a winter course held in July 2017.



For data collection, we used several procedures and instruments. In this research, we will only mention the results of: (i) A demographic characterization of our sample; (ii) and a questionnaire on the technological skills of the participants.



All the students in the two samples were exposed to an online learning environment, based on the 4C-ID model of Reference [8], based on cognitive load theory [34] and the cognitive theory of multimedia learning [35]. Based on the study of Reference [36], the curricular components in which students present the greatest difficulty in learning Programming (TPL) + CAD are, in particular, “Lists” and “Functions”. Thus, they were chosen for the experiment.



Each class was divided into two groups, which gave rise to four subgroups: Two in Portugal (G1 and G2) and two in Brazil (G3 and G4). In the first phase of the experiment, the students of the subgroups G1 and G3 learned the curricular component of programming called “Recursive Functions” in Python, based on the instructional model 4C-ID. The other subgroups (G2 and G4) performed the same curricular activities using the conventional teaching method. In the second phase, the students from the G2 and G3 switched to the 4C-ID instructional method and developed the activities of the curricular component “Lists” in Python, to avoid the Hawthorne effect (see Figure 2). The data used in this study were collected in the pretest.



The groups that used the online environment were submitted to the experiment in a controlled environment, and all at the same time.




3. Finds


3.1. Sample


The sample covered Brazilian and Portuguese classes, during the academic year of 2017/2018. The Brazilian sample was hosted in the State University of Campinas (UNICAMP), and the Portuguese sample in Instituto Superior Técnico. The sample was tested with similar resources. The same online environment was applied, and the same teacher was present in both experiments, Brazilian and Portuguese. Both courses had the same aim: To teach algorithmic aided design for architecture students. In Portugal it was a regular master course, and in Brazil it was a special winter course for Bachelors, Masters, and PhD students.



All the students were exposed to the learning situation with the proposed model of teaching computer programming in Python, supported by the instructional design model 4C-ID. Thus, it is possible to control possible reactive effects, such as the Hawthorne Effect (Hawthorne’s studies showed that worker productivity increased during their participation in an experiment, regardless of any experimental changes being introduced. Indeed, the workers altered their behavior because they knew they were being observed [37] (p. 354)), as we mentioned before.



The sample had 64 subjects: 19 in the first study with the Brazilian sample and 45 in the second study with the Portuguese sample. All the subjects were students regularly enrolled in the curricular units. They were all adults of both sexes, as shown in Table 1 and Table 2.



It should be emphasized that the sample is a subset of the student population of the Faculties, and that the results and conclusions proposed here apply only to this sample and cannot be extended to the understanding of the universe as a whole. [38,39]




3.2. Characterization of the Sample


As previously reported, 64.1% of the sample (64 subjects) were female and 35.9% male, with a higher incidence of subjects in the 20–30 age group (78.1%), and unmarried individuals with 85.9% (see Table 3).



For a clear understanding of the composition of the sample, we investigated the subjects’ technological competence in the use of basic ICTs, and the daily use of computers, and the Internet.



We also found more specific questions, such as participation in online courses, the study of the textual language of computer programming, knowledge, challenges, and motivation.



When asked about computer use on a day-to-day basis, only one subject claimed not to use one, and of the remaining 63%, 85.9% rated use as “frequent use”. When it came to the question of daily internet use, all subjects agreed they used it, and the place of use varied between: Home, work, public places, and university, illustrated in Table 4, for several uses such as: Fun, study, and work (Table 5).



With regards to the question of daily time of internet use, 30% said they used up to 2 h a day, followed by 28% of students who said they used more than 4 h; 27% said they used up to 4 h a day. The other times of use can be seen together in Figure 3.



Starting with questions that addressed more specific skills in the use of ICTs, we asked the students to make a self-assessment of their computer skills. Forty-seven subjects (73.3%) claimed to have sufficient knowledge for their needs, 9 (14.1%) said they had a lot of knowledge, and 8 (12.5%) reported difficulties in using computer resources, as can be seen in the Table 6.



This experiment used an instructional environment online. In this way, to understand the relationship of the participants with online learning environments, we asked some questions on this subject. Twenty one of the 64 participants had contact with online instruction; 16 out of 21 stated that the method is productive, and they learned easily, but 4 participants claimed that the experience was not very productive because they felt difficulties in studying through this modality, and only 1 subject said that it is an unproductive and not ideal method to learn.



We also asked the students if they had already had contact with textual programming languages. Fifty-one point six per cent of the students claimed that they had had contact with this type of programming languages, compared to 48.4% who said they had not. Therefore, we asked those students who had had contact with TPL to make a self-assessment of their knowledge. Twelve students (36.4%) claimed to be able to create codes with a lot of effort, 10 (30.3%) created codes with some effort, 8 of them (24.2%) claimed that they had great difficulties, and only 3 (9.1%) did not have great difficulties in creating their codes, as shown in Table 7.



For 45.5% of the subjects, understanding the mathematics involved in problem-solving and the rules of languages was the biggest challenge. For 36.4%, the greatest difficulty was understanding the language rules because mathematics did not pose problems for them. Only 18.2% said that understanding the mathematics involved in problem-solving was the biggest challenge since the rules of languages were understandable (Figure 4).



Finally, we asked the 64 participants of our study: “Do you feel motivated to study computer programming?”, and half of the sample (51.6%) claimed to feel motivated, 31.3% highly motivated, and 17.2% poorly motivated, as can be observed in Table 8.



In summary: The vast majority of the subjects in our sample (90.9%) claimed to have difficulty creating codes, and that the challenges of this practice are associated with understanding both the mathematics involved in problem-solving and the rules of the language under study. We also observed that 82.9% of the students are motivated to acquire this competence, which validates the progress of our experiments in the search of specific constructs, like achievement motivation, self-directed learning, and perceived mental effort.





4. Discussion and Conclusions


Promoting learning that brings a clear meaning to the student, especially for new ones in a specific subject area such as computer programming, should be the first goal of all teachers. This study had as its main objective to perceive the technological competence of the subjects participating in an ongoing doctoral research, which intends to measure the achievement motivation, acquisition, and transfer of programming knowledge of architecture students while learning computer programming.



Architects need to develop skills to use digital technologies and computer programming. As students, they are forced to learn these competences, as they are part of the current curricula of most schools all around the world. As professionals, we think that more and more, they will be asked to apply these technological skills when they think and design their projects.



We concluded that most of the students of our sample do not know how to auto assess their programming expertise level, because they believed they had sufficient computational knowledge for their needs. However, most of them told that they had difficulties creating codes, although they recognized the importance of learning to program. They thought it is valuable for architectural students, and they felt motivated to acquire this new skill.



For future work, after collecting the data related to achievement motivation, self-directed learning, perceived mental effort, acquisition, and transfer of programming knowledge, we will perform the statistical inferential analysis of these data in order to determine the validity and reliability of the chosen instruments and test our hypothesis. Lastly, we expect to determine when and how to use the 4C-ID instructional design model to teach the Python programming language to beginner students in computer science for use in CAD tools.
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Figure 1. Ivan Sutherland using a “Sketchpad”. Source: [22]. 
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Figure 2. Infographic with the experimental procedures. 
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Figure 3. Daily time of internet usage. 
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Figure 4. Challenges of learning textual programming language. 
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Table 1. Presentation of subjects by gender.
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	pcs
	(%)
	pps (%)
	pos (%)





	Women
	41
	64.1
	64.1
	64.1



	Men
	23
	35.9
	35.9
	100.0



	Total
	64
	100.0
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Table 2. Presentation of subjects by age.
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	pcs
	(%)
	pps (%)
	pos (%)





	less than 20
	5
	7.8
	7.8
	7.8



	from 20 to 30
	50
	78.1
	78.1
	85.9



	from 31 to 40
	7
	10.9
	10.9
	96.9



	from 41 to 50
	2
	3.1
	3.1
	100.0



	Total
	64
	100.0
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Table 3. Distribution of subjects by civil status.
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	pcs
	(%)
	pps (%)
	pos (%)





	Married
	3
	4.7
	4.7
	4.7



	Not married
	55
	85.9
	85.9
	90.6



	Union of fact
	6
	9.4
	9.4
	100.0



	Total
	64
	100.0
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Table 4. Internet usage locations.1
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	pcs
	(%)
	pps (%)
	pos (%)





	at home
	63
	34.2
	34.2
	98.4



	At work
	26
	14.1
	14.1
	40.6



	In public places
	36
	19.6
	24.8
	56.3



	In college
	59
	32.1
	19.6
	249.2



	Total
	184
	100.0
	100.0
	287.5







1 Group.
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Table 5. Purposes of using the internet.1
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	pcs
	(%)
	pps (%)
	pos (%)





	Fun
	58
	36.9
	36.9
	92.1



	Study
	60
	38.2
	38.2
	95.2



	Job
	39
	24.8
	24.8
	61.9



	Total
	157
	100.0
	100.0
	249.2







1 Group.
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Table 6. Self-assessment of computer knowledge.
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	pcs
	(%)
	pps (%)
	pos (%)





	I have difficulties in using computer resources
	8
	12.5
	12.5
	12.5



	I consider myself a user with sufficient knowledge for my needs
	47
	73.4
	73.4
	85.9



	I consider myself a user with a lot of knowledge
	9
	14.1
	14.1
	100.0



	Total
	64
	100.0
	100.0
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Table 7. Self-assessment in programming language.
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	pcs
	(%)
	pps (%)
	pos (%)





	valid
	I do not have much trouble creating codes
	3
	4.7
	9.1
	9.1



	
	I often create codes with effort
	10
	15.6
	30.3
	39.4



	
	I often create codes with a lot of effort
	12
	18.8
	36.4
	75.8



	
	I have great difficulty creating codes
	8
	12.5
	24.2
	100.0



	
	Total
	33
	51.6
	100.0
	



	Missing
	0
	31
	48.5
	
	



	Total
	
	64
	100.0
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Table 8. Motivation to study computer programming.






Table 8. Motivation to study computer programming.












	
	pcs
	(%)
	pps (%)
	pos (%)





	poorly motivated
	11
	17.2
	17.2
	17.2



	motivated
	33
	51.6
	51.6
	68.8



	very motivated
	20
	31.3
	31.3
	100.0



	Total
	64
	100.0
	100.0
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