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Abstract: Software development stands out as one of the most rapidly expanding markets due
to its pivotal role in crafting applications across diverse sectors like healthcare, transportation,
and finance. Nevertheless, the sphere of cybersecurity has also undergone substantial growth,
underscoring the escalating significance of software security. Despite the existence of different secure
development frameworks, the persistence of vulnerabilities or software errors remains, providing
potential exploitation opportunities for malicious actors. One pivotal contributor to subpar security
quality within software lies in the neglect of cybersecurity requirements during the initial phases of
software development. In this context, the focal aim of this study is to analyze the importance of
integrating security modeling by software developers into the elicitation processes facilitated through
the utilization of abuse stories. To this end, the study endeavors to introduce a comprehensive
and generic model for a secure software development process. This model inherently encompasses
critical elements such as new technologies, human factors, and the management of security for the
formulation of abuse stories and their integration within Agile methodological processes.

Keywords: software security; security software process; security software methodologies; security
testing

1. Introduction

In the contemporary landscape, businesses embrace digital transformation to enhance
productivity and optimize their strategic processes. This metamorphosis necessitates
incorporating various types of software (operational, strategic, and business-oriented).
Nonetheless, organizations encounter challenges during the software development journey,
aiming to culminate in a refined version endowed with quality and security attributes. A
report commissioned by Syopsis [1] underscores the substantial financial repercussions
stemming from subpar software quality, amounting to nearly USD 2.4 trillion. This report
identifies three primary predicaments:

1. Software vulnerabilities;
2. The software supply chain;
3. Technical debt.

In this context, software security is relevant in both the academic and industrial
sectors [2]. According to McGraw et al. [3], software security is defined as the concept of
engineering software that can consistently function correctly even under malicious attacks.
However, from the point of view of Sametinger et al. [4], software security often remains
overlooked by organizations, developers, and end-users, and according to Byres et al. [5],
security is frequently an afterthought during software development, only being addressed
through activities like penetration testing. Despite the possibility of incorporating security
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features into each phase of the software development process through the Secure Software
Development Life Cycle (S-SDLC) [6], vulnerabilities in software solutions that attackers
can exploit may still arise.

According to Islam et al. [2], the issue lies in the immaturity of software security
measurement, and methods to provide a complete picture for measuring software security
are lacking. Nevertheless, there are several standards, guidelines, methodologies, and
certifications related to software security that can guide software developers to build more
secure and compliant software projects. This context has given rise to the three research
questions present in this study:

1. What components of the software development process cause these vulnerabilities to
still exist?

2. Are there shortcomings in the software development process that prevent vulnerabili-
ties from being perceived by software developers?

3. Is there a lack of knowledge about secure development frameworks or tools that could
be used?

According to Braz et al. [7], organizations are increasingly prioritizing security in
the earlier stages of software development, notably during code review. However, the
study proposed by Braz indicates that developers often struggle with identifying security
issues in the early phases due to a lack of training and security knowledge. Currently
available security training for software development tends to focus on fundamental cyber-
security principles and best practices for writing secure code. Nonetheless, the challenge
might run deeper, involving the need for comprehensive training in software security that
encompasses the cognitive processes and capabilities of software developers.

Software developers typically approach their work with an optimistic outlook on how
the software should function, often overlooking potential malicious uses [8]. Techniques
such as misuse cases or abuse stories can be utilized during the software elicitation process
to incorporate security aspects, commonly known as non-functional requirements (NFRs).
Thomas et al. [9] suggests that the abuse story format enhances the realism of threat
modeling, offering insights into how attackers could exploit vulnerabilities and creating a
tangible sense of risk. In contrast, NFRs related to security remain too abstract to evoke
genuine engagement.

The literature review shows that abuse stories could be an important component of
the elicit software process, as they help to identify potential security vulnerabilities and
risks associated with the software. Nevertheless, interviews conducted with academics
and professionals in the software and cybersecurity domains reveal a lack of extensive
knowledge regarding the practical application of abuse stories. Despite certain existing
research on abuse stories during the software elicitation process, significant research gaps
remain and require attention.

1. Lack of standardization: There is no standard or framework for developing abuse
stories in the elicit software process. For organizations, it is not easy to develop abuse
stories in a consistent and effective way for the software development process.

2. Limited empirical research: There is a lack of empirical research on the effectiveness
of abuse stories for improving software security. While some studies have suggested
including abuse stories, the most effective approaches for developing and using abuse
stories in the software development process must be determined.

3. Limited consideration of user experience: Many abuse stories focus primarily on
security requirements, without considering the user experience in their development.

4. Lack of integration with Agile methodologies: There is a need for additional research
on how to integrate abuse stories into Agile methodologies.

Future research could center on the development of novel techniques for eliciting
abuse stories while also assessing the efficacy of current methods in pinpointing potential
abuse scenarios. Furthermore, a deeper exploration is warranted into the seamless inte-
gration of abuse stories within the software development lifecycle, guaranteeing the early
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identification and mitigation of potential risks. Considering the burgeoning utilization of
emerging technologies like IoT and blockchain, it is paramount to incorporate abuse stories
as a preventive measure against security incidents given the significant expansion in their
adoption across various domains.

The objective of this study is to analyze the contribution of abuse stories and how
they could be used in Agile methodologies through the means of an exploratory study
of gathering security requirements on the software development process, which allows
addressing the challenges and future work in this area. To achieve this objective, a model
for the Software Security Development Process (SSDP) is proposed, structured into four
main components:

(a) Use of software development in new environments;
(b) Human factors in software development;
(c) Management of cybersecurity in software development;
(d) The process of cybersecurity gathering requirements on software development.

Based on the proposal model, the process of using of abuse stories in Agile methodolo-
gies is developed. This study is structured as follows: Section 2 presents the methodology
used to establish the exploratory analysis related to software security aspects through
a Systematic Literature Review (SLR). Section 3 shows the results obtained by the SLR.
Finally, Section 4 introduces a discussion on the challenges that must be addressed in the
field of software security.

2. Materials and Methods

To model scenarios involving malicious interactions with the software product by
bad users or attackers, it is necessary to initially comprehend the challenges of software
security. To address this aspect, a literature review of articles related to the topic from the
last five years is conducted. The methodology for conducting the SLR is based on PILAR,
comprising four phases (refer to Figure 1):

1. Identification included various steps, such as study selection, inclusion and exclusion
criteria, manual search, and removal of duplicates.

2. Screening, consisting of the reviewing process of titles and abstracts.
3. Eligibility analysis was conducted by reading the full texts of the selected articles.
4. Inclusion consisted in data extractions.

Study selection was based on a systematic review following the Prisma Guidelines.
It was conducted utilizing the following databases: Springer, Scopus, IEEE, Association
for Computing Machinery (ACM), Web of Science, and Science Direct. These databases
were chosen since they are the most relevant sources of information corresponding to
Computer Science. All publications from 2017 to 2022 were included in the research, using
the keyword string “(security AND software)” AND “(cybersecurity AND Software)”.
The inclusion criteria comprised (i) documents published by peer-reviewed academic
sources and (ii) documents that considered the inclusion of methodologies, frameworks, or
approaches in any phase of software development cycle. In addition, the exclusion criteria
included (i) studies that lack technical details regarding security concepts. Employing the
aforementioned keyword strings, a total of 1966 papers related to software security were
identified.
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Figure 1. Systematic Literature Review based on Prisma Guidelines.

The screening process of 900 papers after the process of deleting duplicates was
conducted based on the review of paper titles and abstracts using a web application created
for the systematic review process, Rayyan. The web application allows the examination of
the titles and abstracts of the collected papers by each reviewer while maintaining a blinded
review process. At the conclusion of the screening process, all reviewers were able to view
the papers selected by the other reviewers. All disagreements between reviewers related to
some excluded or included articles were resolved. At the end of this step, 126 articles that
met the criteria remained in the selected group. In the inclusion stage, the full text of each
article was examined for the data extraction stage. For each article selected, the following
information was summarized: (i) type of security software methodology, (ii) security
software testing, and (iii) security software design process.

From the systematic literature review, a classification of factors requiring consideration
in software development is proposed to construct models of cybersecurity aspects that
may impact the software product, either positively or negatively. Based on these factors,
we propose a model to address the secure software development process and then, from
this model, the process is developed to include abuse stories as an element of Agile
methodologies.

To validate the proposal, the collaboration of two groups of students from software-
related disciplines in their final semester is utilized. The first group of students is taking
the course on the construction of software, while the second group is taking the course
on software quality assurance. The first group of students builds software in two ways,
first without using abuse stories and taking security as a non-functional requirement and
then building the software using abuse stories. Meanwhile, the second group of students is
focused on validating the security of the product from a software testing perspective. The
exercises associated with abuse stories are conducted over one month.
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3. Results
3.1. Use of Software Development in New Enviroments

Based on the literature review, software security is relevant due to technological
growth. As illustrated in Figure 2, a thematic cloud of articles was obtained from the
Rayyan tool. In this figure, it is possible to observe that software security is considered in
the development of the Internet of Things, Software Defined Networks (SDN), machine
learning, deep learning, blockchain, and cloud computing.
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(a) Emerging applications

According to the data derived from the literature review, software security is related
to emerging applications such as the Internet of Things or blockchain. These technologies
have gained relevance in the digital transformation processes and the promotion of Smart
concepts [10]. Their applicability lies in different verticals such as health, education,
transportation, energy, and science. Some of these verticals may be more critical than others
in terms of the type of information or availability of access to resources, such as health or
energy, which drives the need to reinforce good security practices.

(b) Internet of things

The Internet of Things (IoT) makes it possible to incorporate intelligence into physical
elements such as lights, refrigerators, and SCADA systems by connecting them to the
Internet. IoT devices are computers, with a specifically designed operating system and
supporting different programming languages such as Python, Java, and C++, among
others, so they essentially have the same problems related to software security aspects as
in information systems, secure device authentication methods and encryption of sending
information. Bagchi et al. [11] mention the importance of software security in IoT devices
considering the growth of IoT. According to Bagchi, there are 9 billion embedded processors,
outnumbering the human population.

(c) Blockchain

Digital transformation processes have increased the need for integration between
information systems or applications. This type of integration requires the establishment
of strong authentication mechanisms to prevent attacks such as information or identity
theft. PKI-based architectures have been considered to solve these security issues, but
some environments may find these infrastructures costly to maintain [12]. In this regard,
blockchain-based architectures have been considered to solve authentication challenges. In
essence, the agreement between parties is based on smart contracts, but like any software
program, smart contracts are susceptible to contain security vulnerabilities [13].

(d) Software-Defined Networks (SDNs)
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SDNs have experienced significant growth in programmability, traffic management,
and adaptive configuration. Nevertheless, they introduce certain challenges related to
privacy, as mentioned by Horvath [14]. Attacks can be directed toward either the data
plane or the controller layer of an SDN. Issues related to packet sniffing could be present in
an SDN due to data sharing between devices [15].

3.2. The Human Factors on Software Development

The software development process directly or indirectly involves various human
factors. Figure 3 summarizes aspects of the process of software development that indirectly
associates the use of human factors for its accomplishment identified from the literature
review.
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One cognition process of the construction of software development is abstraction
through this process is possible to model the behavior of the system, the interaction of
the user, and cybersecurity aspects. Another aspect import of abstraction is allowing
the optimization of the construction of software. Abstraction makes it possible to hide
unnecessary code programming details for other components of the system or for other
systems. Having less complex or extensive code makes it easier to determine malicious
behavior. Two types of abstraction are Data and Process abstractions. Even the abstraction
process must try not to hide too little to maintain the security risk, nor hide too much
to conceal functionality from users. However, developers may make mistakes when
implementing abstractions due to several factors, some of which include:

• Lack of skills to develop abstraction processes;
• Cognitive biases

Another method that indirectly has human factors is code refactoring, which is the
process of restructuring code without changing functionality or behavior. This technique
can be used to maintain legacy software. Nonetheless, the problem is that the reused code
may have embedded malicious code or some vulnerability due to programming errors.

In the process of software development, two potential problems for cybersecurity
might appear: code smell and antipatterns. Antipatterns are design patterns that are
counterproductive and ineffective in solving, while code smell is associated with bad
practices of software development. Moreover, even the utilization of design patterns could
introduce cybersecurity concerns if they are not appropriately configured.

3.3. The Management of Cybersecurity on Software Development

The integration between systems, applications, and the interconnectivity of physical
objects to the Internet increase the challenges of cybersecurity. A relevant aspect of societal
dynamics is the demand for data sharing. Wu et al. [16] mentions that data sharing increases
the risk of information leakage and data loss and considers the use of data encryption
important. In the context of high interconnectivity and interdependence and the need
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to protect data, developers must take software security into account, regardless of the
technology or programming language used. Inger et al. [17] mentions the need to promote
periodic meetings to evaluate and make decisions about software security. In addition, Inger
mentions that the limitation of Agile software development is that it is not possible to define
prescriptive approaches to software security because most sprint evaluation meetings have
a retrospective approach to evaluate development progress and milestone achievement.
In the same line, Raluca et al. [18] mentions that the origin of software vulnerabilities is
the insufficient attention in the software development life cycle. According to Ardagna
et al. [19], software process certification is widely recognized to increase system reliability
and reduce uncertainty in decision-making. To acquire an adequate level of certification, it
is important to follow the approaches defined by some methodologies and frameworks.
In the context of software security, the following software assessment methods can be
employed:

◦ OWASP DevSecOps Maturity Model (DSOMM),
◦ OWASP Software Assurance Maturity Model (SAMM),
◦ OWASP CLASP (Comprehensive, Lightweight Application Security Process),
◦ Building Security in Maturity Model (BSIMM),
◦ Socratic methodology,
◦ CMMI,
◦ Microsoft trustworthy Computing SDL,
◦ SPICE.

Although some methodologies do not focus exclusively on software security, they are
important for assessing the risk level of potential threats. The following are some of them:

• OCTAVE allows estimating risk based on the analysis of vulnerabilities and potential
threats.

• STRIDE is used for threat modeling to evaluate threats and their associated attacks.
Although it was used for software evaluation in information systems, some work has
allowed its adaptation to blockchain-based systems.

• DREAD is another methodology for threat modeling. It is based on evaluating the
impact of the following threats.

• OSSTMM is a methodology used for security testing.
• Six Sigma is a strategy to improve organizational process that can be used to improve

security processes in software development.

The frameworks that can be considered in the field of software security are the follow-
ing:

• Zachman is a framework that allows the organization of controls according to an
enterprise architecture.

• COBIT is a framework for the governance and management of technologies.
• COSO is a framework for internal control and enterprise risk management.
• SABSA is a methodology for developing an enterprise information security architec-

ture and service management.
• ISO 27034 is a standard that deeply analyzes the security of applications developed in

information technologies [20].
• NIST 800-64 is a guideline for security considerations in the system development life

cycle [21].

Enhancing security sometimes stems from the organization’s initiatives, while in other
instances, it arises from the need for compliance from external sources. This compliance
depends on the vertical in which the software is developed. For example, in the case of
healthcare, an HIPAA compliance is required. Some compliance standards are as follows:

• SoX regulates the presentation of financial documentation.
• BASELII defines a reference framework for financial risk management.
• GLBA focuses on security compliance in the financial sectors.
• HIPPA defines a framework for health records.
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• The DATA protection Act is the implementation of GDPR in the UK which focuses on
controlling the use of personal information by organizations, businesses, or govern-
ment.

• The Computer misuse Act focuses on the protection of personal data held by organiza-
tions against unauthorized access or modification.

Incorporating a security perspective into the software development process can dimin-
ish software vulnerabilities and mitigate the potential risk of security incidents. Proactive
security strategies require continuous monitoring to assess and detect potential vulnerabili-
ties that can be exploited by attackers. For example, Zhou et al. [22] propose a quantum
neural network for software vulnerability detection. The proposal is based on the premise
that the rapid growth of 5G networks increases the scale of unknown vulnerabilities. There-
fore, the proposal is based on training a neural network based on code gadget labels.
Several techniques and tools can be used to evaluate software security. A selection of these
is presented as follows:

• Application Security Testing Orchestration (ASTO),
• Correlation tools,
• Test Coverage Analyzers,
• Mobile Application Security Testing (MAST),
• Interactive Application Security Testing (LAST),
• Static Application Security Testing (SAST),
• Dynamic Application Security Testing (DAST),
• Software Composition Analysis (SCA).

3.4. The Process of Cybersecurity Gathering Requerimetns on Software Development

Elicitation is the process of gathering understanding about the requirements of a
software system. There are several models that can be used to elicit software requirements
in the software development process. A selection of them is presented as follows:

1. Use case model: describes the behavior of a software system from the user’s perspec-
tive, including the interactions between the user and the system.

2. Business process model: describes the processes and workflows of an organization.
It can be used to elicit requirements by identifying the tasks and activities that the
software system needs to support.

3. Data model: it is a graphical representation of the data that the software system man-
ages. It can be used to elicit requirements by identifying the data entities, attributes,
and relationships that are needed to operate it.

4. Object model: it is a graphical representation of the objects and classes that the
software system uses. It can be used to elicit requirements by identifying the objects
and their attributes and relationships.

5. Scenario model: describes the behavior of a software system in response to a particular
scenario or use case. It can be used to elicit requirements by identifying the steps that
the software needs to take to respond to a scenario.

6. State-transition model: describes the states and transitions of a software system. It can
be used to elicit requirements by identifying the conditions under which the software
system transitions from one state to another.

7. User interface model: describes the user interface of the software system. It can
be used to elicit requirements by identifying the user interface elements and their
interactions with the software system.

These techniques are more focused in the process of capturing functional and non-
functional requirements. However, there are several standards, frameworks, and models
that can be used for cybersecurity scenarios in the elicit software process:

1. Misuse case model is a variation of the use case model that focuses on the potential
misuse of a software system. It can be used to identify and document potential abuse
scenarios to ensure that the software system is designed to be secure [23].
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2. Security Quality Requirements Engineering model (SQUARE) is a process-based
model for eliciting, analyzing, and specifying security requirements in software
systems. In the elicit phase, it is possible to identify potential abuse scenarios that the
system might be vulnerable to [24].

3. Threat model is a framework for identifying and addressing security threats in soft-
ware systems. For instance, STRIDE considers that the main attacks could be Spoofing,
Tampering, Repudiation, Information disclosure, Denial of service, and Elevation
of privilege. The framework can be used to develop abuse stories by identifying
potential threats and vulnerabilities in the software system [25].

4. Process for Attack Simulation and Threat Analysis model (PASTA) is a risk-based
approach to security testing and analysis. It can be used to develop abuse stories by
identifying potential attack paths and scenarios that an attacker might use to exploit
vulnerabilities in the software system.

5. NIST Cybersecurity Framework is a set of guidelines and best practices for improving
cybersecurity in organizations. It can be used to develop abuse stories by identifying
potential threats and vulnerabilities in the software system and developing strategies
for mitigating those risks.

6. OWASP Top 10 is a list of the top 10 most critical web application security risks. It
can be used to develop abuse stories by identifying potential vulnerabilities in web
applications and software systems.

Threat modeling could help to define the possible threats that could affect the security
of software products. Some tools to define threat modeling are STRIDE, SQUARE, and
OCTAVE. There are several adaptations to threat models. For instance, Park et al. [26]
proposes a threat modeling and valuation graph to provide a graphical representation
related to the impact that an attack inflicts on an asset in terms of that impact, damage,
recoverability, and likelihood. Gulati et al. [27], characterizes threats according to STRIDE
to help non-technical better stakeholders relate these threats to their needs. Mead et al.
(2005) [28] proposes the use of a methodology for quality requirements based on the
SQUARE Process. This work highlights that define artifacts, business goals, risk assessment
of impact, and the likelihood of threats affecting an organization’s risk tolerance could be
hard to follow for an Agile fast-based environment.

Misuse case is another technique to define negative interactions or behavior with the
software functionalities. According to Whittle et al. (2008) [29], misuse cases are a way of
modeling negative requirements. They can be used to model attacks on a system as well
as the security mechanisms needed to avoid them. There are variants to the use of misuse
cases. Yoo et al. [30] incorporates the goals of attackers, offering more realistic meanings to
security threats, and mentions that any change in or addition of functional requirements
requires the risk of being re-evaluated. Conducting abuse stories for threat modeling could
help to define various abuse scenarios used for bad users or attackers [31,32]. For instance,
in the development of E-Commerce Platforms, abuse stories could define ways in which
the systems working to prevent fraudulent activities, such as phishing scams, fake product
listings and conduct payment fraud.

4. Modelling Abuse Stories in Scrum Methodology

Based on the literature review, we can see that there is a set of methodologies and
practices that have addressed the aspects related to secure software development [33]. An
important aspect of the software development process is the need to cover the compliance
of these methodologies, but it is also important to address aspects such as threat and risk
modeling during the software development process to define the possible control to avoid
cybersecurity attacks. Another important issue is the consideration of the human aspects
in the software development process. Sometimes, the execution of code abstraction or
code refactoring could add problems related to software security due to the replication of
bad code or bugs within the code or vulnerabilities resulting from the misapplication of
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abstraction concepts. Additionally, it is relevant to define a continuous monitoring process
to validate security in software development.

In Figure 4, we propose a software security development process based on four stages:
Governance, Modeling, Construction, and Monitoring. The four components cover the
main aspects obtained for the literature review related to software security:

(a) The use of software development in new environments;
(b) The human factors in software development;
(c) The management of cybersecurity in software development;
(d) The process of cybersecurity gathering requirements in software development.
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In the governance process, the objective is to define the most appropriate method-
ologies for the software development process. In the modeling phase, the definition of
risk or threat modeling methodologies for the establishment of controls is defined. In the
construction phase, the definition of good practices and control in the programming of the
code is established to avoid the introduction of vulnerabilities at the code level. Finally,
in the monitoring phase, a code security evaluation process is established through the
selection of static or dynamic software analysis tools.

The process of eliciting software should inherently consider security factors as im-
perative requirements for any software system. Therefore, the process should include the
four components mentioned in the proposal of the Software Security Development Process
(SSDP). To tackle this concern, one effective approach involves integrating abuse stories
into the software requirements gathering process. These abuse stories can be strategically
developed between the requirements analysis and software design phases, both integral to
the software development life cycle. It is crucial that abuse story cases undergo rigorous
development involving threat assessment and risk analysis processes inherently embedded
within the software design life cycle as well. Most articles accentuate the pronounced
significance of abuse stories within the software elicitation process, underscoring their
role in uncovering latent security vulnerabilities and associated risks tied to the software
(Howard, 2002). A proposal about aspects that should be included in abuse stories in soft-
ware development based on the four components of the Software Security Development
Process are the following:

(a) Governance (Elicitation Techniques for Abuse Stories): Techniques for eliciting abuse
stories, including methods like interviews, brainstorming sessions, misuse cases
and attack trees [34], should be tailored to align with organizational objectives and
compliance.

(b) Modeling (Mitigation of Abuse Scenarios): Abuse stories should primarily concentrate
on establishing the mitigation of abuse scenarios through the implementation of
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security controls and other strategic measures. This proactive approach serves to
pre-emptively thwart or minimize the potential impact of attacks on the software.

(c) Building (Challenges in Eliciting Abuse Stories): Abuse stories should be oriented
towards comprehending the motives of potential attackers, addressing a lack of
domain knowledge, and bridging cross-cultural disparities [31]. Abuse stories should
identify patterns, antipatterns, or bad practices utilized by software developers, which
could be applied in a heuristic manner in the process of software development.

(d) Monitoring (Integration with Software Development Lifecycle): Integrating abuse
stories into the software development lifecycle can aid in identifying and mitigating
potential risks during the early stages of development [32]. Regular security assess-
ments within each sprint can facilitate prompt rectifications in the code development
or refactoring process.

Holistic Approach to Include Abuse Case Stories in Agile Methodologies

In the scrum development process, the product owner is responsible for creating and
prioritizing user stories, including abuse stories. The abuse stories should be created based
on potential security threats and vulnerabilities identified during the requirement elicitation
process. The product owner should prioritize abuse stories based on their potential impact
on the system. The scrum team should include the prioritized abuse stories in the sprint
backlog along with other user stories. The development team should work with the product
owner to ensure that the abuse stories are clearly defined and understood by the team.
Abuse stories can be integrated into the scrum development process in the following way:

1. Implement abuse stories during the sprint: During the sprint, the development
team should work on implementing the abuse stories along with other user stories.
The team should ensure that they understand the security risks associated with the
abuse stories and implement appropriate security controls to mitigate these risks (see
Figure 5).
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Sprint Planning is a component of the Scrum development framework, and abuse
stories can be incorporated into the sprint planning process in Scrum. However, other
Agile methodologies such as Extreme Programming (XP), Kanban, and Lean also have
similar planning phases that could be used to integrate abuse stories. In XP, for example,
there is a planning phase called “Iteration Planning” where the team selects a set of user
stories to implement during the upcoming iteration. Abuse stories could be included in
this planning phase and prioritized along with other user stories based on their impact
on security. In Kanban and Lean, planning is a continuous process where work items are
pulled into the development process as capacity becomes available. Abuse stories could
be added to the Kanban board or included in the Lean value stream mapping process to
ensure that security is considered throughout the development cycle. Overall, the key
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is to ensure that abuse stories are included in the planning and prioritization process of
any Agile development methodology being used. This ensures that security is integrated
into the development process and considered at every stage of the software development
lifecycle. Figure 6 shows an exercise of the use of abuse stories in the eliciting process
using the event storming technique. The exercise was developed for students of software
engineering in a course in software construction. A total of six subgroups were created.
Each subgroup designed the process of abuse stories based on the development of the same
application.
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2. Conduct security testing: Once the abuse stories are implemented, the development
team should conduct security testing to ensure that the system is secure. This can in-
clude techniques such as penetration testing, vulnerability scanning, or code reviews.

Abuse stories could be part of sprint planning meetings which are a key component of
Agile development methodologies. Therefore, development teams can ensure that security
considerations are built into each sprint. Also, considering threat modeling exercises
in the Agile development process could be useful for identifying potential threats in a
timely manner. Then, automated testing tools should focus on the abuse stories which
are tested in the software development process. CI/CD pipelines automate the software
development, testing, and deployment processes. After the integration of abuse stories into
the CI/CD pipeline, security considerations can be built into each stage of the development
process. A possibility is including Test-Driven Development (TDD) methodology to write
test scenarios. One of the key principles of TDD is to write tests before writing the code.
TDD could be used to test positive and negative scenarios. An important aspect of TDD
methodology is that it is built under an Agile approach. Figure 7 shows an exercise of
the use of abuse stories in the eliciting process using the event storming technique. The
exercise was developed for students of software engineering in software quality assurance
course. A total of seven subgroups were created. Each subgroup designed the process of
evaluating the security requirements built in based on the same application proposed to
the first group focus in the construction.

3. Review and adapt: After each sprint, the development team should review the abuse
stories and the results of the security testing. Based on this feedback, the team should
adapt their approach to security and make any necessary changes to the product
backlog or development process. Finally, collaboration and communication in the
Agile development process needs to be prioritized to ensure that abuse stories are
identified, addressed, tested and corrected throughout the development process.
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5. Discussion

Solutions of software could be affected by factors such as short time to strart its
production, training in new languages of programming, and the need to protect sensitive
data and the operation of IT solutions, which is more than just motivation of the technology
department; in some cases, there are strict requirements for third-party regulations such as
other companies or the government. The challenge in software security arises from different
factors (see Figure 8) such as (i) the software development methodology used to build
the application; (ii) cognitive bias, although security tests produced before the production
step, human factors such as the experience of the developer or the possible cognitive
biases by developers may induce software vulnerabilities in the final product [35]; (iii) each
programming language has its own vulnerabilities that can affect the entire system [36],
and therefore, it is important to consider the sensitivity and vulnerability to soft error
when an application is developed; (iv) applications using functionalities or sharing data
with third parties; consequently, one aspect to consider in software development are the
vulnerabilities of third-party components [37]; (v) open-source versus licensed software,
since open-source solutions contain libraries that allow reduction in production time
by a pre-build of components, but that can also introduce vulnerabilities; therefore, it
is important that developers pay attention to aspects such as the revision numbers of
downloaded packages to avoid increasing the risk of security problems [38]; (vi) handling
of sensitive data by applications. In several countries, regulations have been adopted for
the protection of personal data and have generated the need for developers to consider
security practices for data management [39].

These scenarios generate some challenges in software security:

• Timing to remediate code vulnerability;
• Identification of flaws or errors in code;
• Identification of good practices in the software development cycle;
• Protection of data sharing.

Several methodologies for software development have been proposed in recent years
for organizations, and the development of software must consider in its initial stage certain
levels of security. But this is sometimes not fulfilled due to different factors, including
the lack of knowledge from developers regarding cybersecurity assuming that the team
performing the tests can determine security problems in the developed code, failure to
determine possible security issues on the part of the software project manager, or cognitive
bias because generally, from the perspective of a software developer, a more positive vision
is adopted based on how the software should work correctly, and not related with the flaws
it could have. However, the incorporation of an approach to gathering information about
security requirements for the software solutions inside the software development process is
not new. In the elicit phase, it is common that software development teams include abuse
stories and security requirements [40]. Abuse stories are a type of user stories that describe
scenarios in which the software is intentionally misused or exploited. They help to identify
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potential security vulnerabilities and other risks associated with software development
projects.
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Abuse stories can also help in the identification of the security requirements and aid
software development teams in implementing adequate measures to mitigate the risks
associated with potential security vulnerabilities. Some examples of abuse stories include
attempting to access confidential data without authorization, modifying data without
permission, and bypassing security controls. However, other techniques are available; for
instance, attack trees that are more structured and involve breaking down a potential attack
into a hierarchical tree-like structure. They are often used to help analyze and prioritize
potential threats and can be useful for identifying specific steps that an attacker might take
to exploit a vulnerability. One of the main advantages of abuse stories is that they are easy
to understand and communicate to non-technical stakeholders, such as business leaders or
end users.

The conducted experimentation process showed an enhancement in the acquisition
of security requirements and controls that the application should encompass which were
initially overlooked by the students during the software creation process. However, the
main issue observed was that when the abuse stories process was included, the students
required more time as they were unsure of its application. Subsequently, by introducing the
use of color-coded postfixes and employing the event storming technique, the process was
revisited, leading to improved acquisition of security aspects. Lastly, a third exercise was
centered around utilizing UML to visually analyze abuse stories, resulting in a significant
improvement in incorporating attack paths and necessary security mechanisms to mitigate
abuse scenarios. The choice to use UML was based on the students’ familiarity with it,
given its utilization in programming courses. During the testing phase, the second group
of students observed that the security aspects were appropriately addressed, leading to a
satisfactory compliance level in terms of application security.

Abuse stories are just like conventional user stories, except they represent what an
attacker would do in a software product. Therefore, an abuser story could have a similar
syntax to that of the user story; it could help to create more consistent abuser stories for
Agile software teams. Therefore, abuse stories should be included in product backlogs
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working with the product owner, developers, and security experts. Abuse stories are
distinct from misuse cases as they focus on malevolent activities, in contrast to potential
misuse scenarios.

Limitation of Abuse Stories on Software Development

Abuse stories can fail in the elicit software process for several reasons:

1. Lack of domain knowledge: Eliciting abuse stories requires a good understanding of
the domain in which the software system is being developed. If the requirement ana-
lyst does not have sufficient domain knowledge, they may miss important scenarios
that could lead to security vulnerabilities.

2. Incomplete or inaccurate scenarios: If the abuse scenarios are incomplete or inaccurate,
they may fail to identify all potential security vulnerabilities. This could be due to a
lack of understanding of the software system, a failure to consider all possible misuse
cases, or a failure to identify all possible attack vectors.

3. Failure to consider the motivations of attackers: When eliciting abuse stories, it is
important to consider the motivations of potential attackers. If the abuse scenarios
fail to consider the motivations of attackers, they may miss important scenarios that
could lead to security vulnerabilities.

4. Cultural differences: If the software system is intended for use in different cultures, it
is important to consider cultural differences when eliciting abuse stories. Failure to
consider cultural differences could result in the failure to identify potential security
vulnerabilities.

5. Failure to integrate abuse stories into the software development lifecycle: If abuse
stories are not integrated into the software development lifecycle, they may be over-
looked or not considered until later in the development process. This could result
in the failure to identify potential security vulnerabilities early in the development
process, which could be more costly to fix later.

6. Conclusions

From the point of view of security (specifically software security), one of the problems
is that insecure software development is maintained for various reasons, including lack of
experience of software developers in security by design, the TDD test focus on functionality
and not on security in code, lack of use of methodology to develop software security,
errors in code abstraction processes or cognitive biases in software development. Abuse
stories represent a valuable technique within software development, aiding developers in
recognizing malevolent users, attackers, and their potentially harmful interactions with the
software.

Therefore, the problem of software vulnerabilities remains today in various appli-
cations and information systems, and the problem of cyber attacks continues to grow
even when organizations are trying to improve network security or information security.
Software security focuses on the idea of making software secure based on best practices
or methodologies, but also encompasses deep analysis of code errors using static analy-
sis (SATS), dynamic analysis (DAST), or mobile analysis (MAST). Additionality seeks to
focus on programming errors by developers. Therefore, organizations need to consider
software security as an organizational task and consider the software security development
process, methodologies, modeling, software vulnerability detection, and the human factor
for developers. TDD tests the behavior of software systems. This means that unit tests are
written before coding. If some specific code is not present, the test fails; the code should be
developed to run the test again. This could be useful to validate the compliance of security
requirements in the software.

In the elicit software development process, abuse case stories and antipatterns in
software could be used for identifying and addressing potential problems. Abuse case
stories are focused on identifying potential abuse scenarios that could threaten the security
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and integrity of software. By developing abuse stories, development teams can proactively
identify potential security vulnerabilities and take steps to address them.

In some cases, abuse case stories may be used to identify potential antipatterns in
software development. For instance, an abuse story can reveal a potential security vulner-
ability that is being addressed through a common but ineffective solution (antipattern).
The relationship between abuse case stories and antipatterns in software highlights the
importance of taking a proactive and holistic approach to software development. By iden-
tifying and addressing potential issues early in the development process, organizations
can create more secure, efficient, and effective software that meets the needs of users and
stakeholders. Antipatterns in software are common solutions to recurring problems that
are often ineffective and can lead to negative consequences. Identifying and avoiding
antipatterns in software development can avoid common pitfalls and create more effective
and efficient software.

Abuse stories should be developed after user stories are created. Brainstorming is one
approach that can be used to elicit abuse stories in the elicit software process, but it is not
necessarily the best or only approach. There are several other techniques that can be used,
depending on the context and the preferences of the stakeholders involved in the project.
For example, interviews with stakeholders, a review of system requirements and related
documents, and an analysis of historical incidents can also be used to identify potential
abuse scenarios. Additionally, the use of threat modeling techniques, such as attack trees
or misuse cases, can also help to identify potential vulnerabilities and abuse scenarios. In
this context, Williams et al. [32] propose the development of abuse stories based on a list
of keywords from threat modeling, attack patterns, and Common Weakness Enumeration.
The study shows better results when creating abuse stories than using brainstorming.

Thus, it is important to use a variety of techniques to elicit abuse stories, as this can help
to ensure that a wide range of potential scenarios are considered. The specific techniques
used depend on the project’s goals, the stakeholders involved, and the complexity of the
software being developed. Ultimately, the goal is to identify as many potential abuse
scenarios as possible in order to develop a more secure and resilient software system. But
an important point is the fact that functional and security requirements should not be taken
in the same session, because different stakeholders are needed in the elicit process.

Abuse stories implemented correctly within the development of the software process
substantially mitigate errors during the phases of the software development cycle with the
certainty that costs will be reduced because no corrections will be implemented in the code.
The approach adopted by developers and testers must cover a multitude of scenarios from
the perspective of not only the functionality of the software but also an attacker and their
motivations for incurring developed software.
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