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Abstract: With the Internet of Vehicles (IOV), a lot of self-driving vehicles (SDVs) need to handle
a variety of tasks but have very seriously limited computing and storage resources, meaning they
cannot complete intensive tasks timely. In this paper, a joint edge computing and caching based
on a Dueling Double Deep Q Network (D3QN) is proposed to solve the problem of the multi-task
joint edge calculation and caching process. Firstly, the processes of offloading tasks and caching
them to the base station are modeled as optimization problems to maximize system revenues, which
are limited by system latency and energy consumption as well as cache space for computing task
constraints. Moreover, we also take into account the negative impact of the number of unfinished
tasks in relation to the optimization problem—the higher the number of unfinished tasks, the lower
the system revenue. Secondly, we use the D3QN algorithm together with the cache models to solve
the formulated NP-hard problem and select the optimal caching and offloading action by adopting an
e-greedy strategy. Moreover, two cache models are proposed in this paper to cache tasks, namely the
active cache, based on the popularity of the task, and passive cache, based on the D3QN algorithm.
Additionally, tasks which deal with cache space are updated by computing the expulsion value
based on type of popularity. Finally, simulation results show that the proposed algorithm has good
performance in terms of the latency and energy consumption of the system and that it improves
utilization of cache space and reduces the probability of unfinished tasks. Compared to the Deep Q
Network with caching policy, with the Double Deep Q Network with caching policy and Dueling
Deep Q Network with caching policy, the system revenue of the proposed algorithm is improved by
65%, 35% and 66%, respectively. The scenario of the IOV proposed in this article can be expanded
to larger-scale IOV systems by increasing the number of SDVs and base stations, and the content
caching and download functions of the Internet of Things can also be achieved through collaboration
between multiple base stations. However, only the cache model is focused on in this article, and the
design of the replacement model is not good enough, resulting in a low utilization of cache resources.
In future work, we will analyze how to make joint decisions based on multi-agent collaboration
for caching, offloading and replacement in IOV scenarios with multiple heterogeneous services to
support different Vehicle-to-Everything services.

Keywords: edge computing; cache; offloading; revenue; Dueling Double Deep Q Network (D3QN)

1. Introduction

At present, self-driving vehicles (SDVs) in the Internet of Vehicles (IOV) are developing
rapidly, and they use a variety of sensors to work together to support many autonomous
tasks, for example, route planning, automatic obstacle avoidance and so on, which have
greatly eased traffic pressure. The number of tasks that SDVs needs to handle is enormous,
but its own computing and storage resources are limited and cannot support the handling
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of many frequent computing tasks timely; moreover, due to the high speed of the vehicle,
some tasks have high requirements for latency, which SDVs cannot meet, which thus
increases traffic risks. The emergence of mobile edge computing (MEC) provides the
possibility of solving this problem. The migration of processing and storage resources to
the edge of the network near SDVs can not only meet the requirements of low latency
of tasks, but also reduce the pressure of the SDVs’ computing tasks [1,2], leading to the
timely completion of tasks. In traditional MEC, a MEC service handles the task itself, but
computing resources of a single MEC service are limited, so surrounding MEC servers are
needed to help to compute tasks. The traditional caching scheme is that MEC servers and
SDVs cache all computing tasks as much as possible; however, their limited computing
and caching capabilities as well as the possibility of the appearance of repetitive tasks are
considered. In order to alleviate the computing and caching pressure of MEC servers and
SDVs, while meanwhile reducing system latency and energy consumption, some effective
caching schemes must be proposed to cache different task applications and data according
to different cache locations, which in turn would avoid resource waste [3]. The MEC
server can directly send the calculation results to the requesting vehicle if a task is cached;
otherwise, the task is left in the vehicle for local calculation or is offloaded into the MEC for
offloading calculation.

Recently, with the rapid development of mobile communication technology, MEC
caching has received more and more attention. It reduces network burden by pushing
computing or storage resources closer to user devices. Moreover, MEC avoids the long
latency caused by transferring data from mobile devices to the Cloud and is thus able
to support IOV applications that are crucial for latency. Based on the popularity and
freshness of content, [4] proposed a new and original content caching strategy to reduce
latency, demonstrating it could estimate locally. This strategy implements a coordinated
cache in the edge domain and an autonomous cache in the core domain. The popularity
based on Zipf’s Law is used to cache data of the Internet of Things, and freshness is
used to identify and replace (or avoid caching) content that is about to expire. In order
to improve the utilization of storage and computing resources, [5] designed an iterative
algorithm based on Gibbs sampling. Specifically, the authors designed a double iterative
cache update algorithm, with the outer layer designing reasonable conditional probabilities
based on Gibbs sampling, deriving the optimal edge caching strategy, and then iteratively
updating the edge caching strategy. The inner layer optimizes the workload-scheduling
policies. The problem of storage allocation and placement of content is modeled as a
joint optimization problem in [6], where global and local popularity were used to cache
content, and an allocation algorithm based on traffic was proposed to allocate storage
space proportionally. In general, the popularity of content follows the Zipf distribution
in most articles [7,8]. An Agent of Deep Reinforce Learning (DRL) can achieve specific
goals in uncertain environments of the IOV, such as minimizing system latency and energy
consumption [9]. There have been many examples from the literature proposing caching
methods based on DRL. There are two kinds of tasks in [10], edge cache and resource
allocation, which realize the optimal cache and allocation decision of all MEC servers based
on the proposed DRL algorithm. A DRL-based caching strategy was proposed in [11] to
improve the efficiency of the cache content when the content popularity is dynamic and
unknown by using a deep Q neural network to approximate the Q action value function
and optimizing parameters of the network. In order to improve the long-term profit of
MEC and meet the low latency requirements of users, a joint optimization strategy with
offloading calculation and resource allocation based on a DDQN was proposed to improve
service quality in [12]. A distributed algorithm based on long short-term memory, the
Dueling Deep Q Network (D2QN) and the Double Deep Q Network (DDQN) was proposed
in [13] to determine the offloading decision without knowing the task model for minimizing
the long-term average cost of the system. The content popularity prediction algorithm
based on an offline spatial-temporal process was introduced to predict the time-varying
content popularity and consider the relationship between content and time and space
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in [14]. In addition, the strategy involved in the offloading calculation and the caching of
tasks, and even resource allocation, can be optimized by utilizing the DDPG algorithm. An
air-assisted vehicular caching scheme based on a DQN was proposed in [15], which uses
unmanned aerial vehicles to cache content related to vehicle driving safety and with high
request probability. Additionally, the DQN was used to cache and calculate by learning
the historical content of vehicle users. A joint push caching strategy based on hierarchical
reinforcement learning was proposed in [16], which took into account the long-term file
popularity and short-term temporal correlation. The author also proposed five cache
reference schemes. The first scheme is Least recently used (LRU), which replaces the files
that have not been used for the longest time with new files. The second is Least often used
(LFU), which replaces the files that have the least number of requests with new files. The
third is The Most popular (MP) scheme, which calculates the stable request probability for
each file. The fourth is the Local Most Popular (LMP) scheme, which exploits the long-term
popularity and short-term correlation of files to cache the files with the highest request
probability. The fifth is the Threshold Local Most Popular (TLMP) scheme, which uses
the Zipf distribution to cache the most popular files. Most of the scenarios in the above
articles discussed how users receive content from the server through the downlink. To our
knowledge, few articles discuss computing-requested tasks and caching tasks through the
uplink. There are few caching schemes that combine caching models with a Dueling Double
Deep Q Network (D3QN) for multi-objective optimization of offloading and caching in
order to reduce system costs and the latency and energy consumption of IOVs, as well
as improve the utilization of cache resources in MEC systems. Therefore, we propose a
joint edge computing and caching method based on the D3QN in this paper, which uses
an active caching model based on the popularity of the task, passive caching model and
D3QN algorithm to make joint decisions for task caching and offloading. Active caching is
the process of caching tasks that are the most frequently requested by users by calculating
their popularity. Passive caching uses the D3QN to select caching tasks.
The main contributions of this paper are as follows:

1. The distributed MEC is proposed to reduce the average latency and energy consump-
tion of the system through the collaboration of MEC servers and takes full advantage
of the limited computing and caching resources of the system.

2. An active cache and passive cache are added to the MEC system. They use popular
schemes and the D3QN to cache tasks, respectively, which improves the utilization
rate of the cache space.

3. Ajoint edge computing and caching method based on the D3QN is proposed, greatly
improving system latency, energy consumption and revenue.

The structure of the article is as follows. In Section 2, the system model is established,
and the optimization problem is formulated. Section 3 introduces the basics of the D3QN
as well as a joint edge computing and caching method based on the D3QN. The simulation
parameters and results are discussed in Section 4. Section 5 summarizes the work of this

paper.

2. System Model and Problem Formulation

Figure 1 illustrates the caching and offloading MEC system in the IOV, in which
SDVs and roadside units (RSUs) have computing capability, with only RSUs having
caching capability; however, their resources for computing and storage tasks are very
limited. The system includes N SDVs v driving on a straight road, with the SDVs set
asV = {vy,vy,...,un}, v € V; M RSUs are found along the road, and each RSU m is
equipped with a MEC server and has the ability to calculate and store tasks, with the RSUs
setas M = {mq,my,..., mp},m € M. The MEC server that can communicate directly with
SDVs is called an access MEC (aMEC) server, and the MEC server that can communicate
indirectly with SDVs is called a collaborating MEC (aMEC) server [17]. This paper discusses
the caching and offloading of task k in time slot ¢; the time setis T = {t1,t2,...,t7},t € T.
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Figure 1. Multi-task computation offloading and caching of MEC system in the IOV.

Suppose N SDVs generate many assisted driving tasks at slot ¢, with some tasks with
the smaller required computing resources and size of task being kept locally for calculation,
and some tasks with higher required computing resources being offloaded to and calculated
based on the RSUs. In addition, if the request task has already been cached in the RSU, that
is, a cache hit task occurs, the SDV can directly obtain the calculation results of the task,
with the following caching model then needing to be used. Otherwise, SDVs must offload
tasks that are not cached in the RSU to the target RSU for computation using a wireless
channel or a CPU to compute locally; this process requires the following computation and
caching models. Intuitively, collaborative task offloading through the caching mechanism
not only reduces the latency and energy consumption of the system, but also makes full
use of the cache space of the RSU.

2.1. Task Model

Current SDVs can do a lot of things; for example, they can accurately map their
surroundings and monitor the location of nearby vehicles, traffic lights, pedestrians and
lane markings, all in real-time. In general, they need to complete a variety of multi-task
calculations in a very short time.

Suppose that N SDVs generate W tasks k that request the computationinslott € T,
and the task setis setas K = {k1,ky, ..., kw}, k € K, and we assume that there are repetitive
tasks in these W tasks. Each task k € K has four different task characteristic parameters:
T, (in seconds) represents the maximum tolerance delay of the computing task and is
used to constrain the computation latency of the task, and also represents the maximum
time that can be accepted for the completion of the task k in slot ; iy ; represents the
computing resources required for computing task k in slot t. In order to calculate the task,
the computing resources allocated by the SDV or MEC server must be greater than or equal
to it; I ; represents size of the task k in slot t. Assuming that the size of the task k is known
to the MEC server, the MEC server can allocate cache space based on the size of the task;
kiask represents the type of the task k. Assuming that the type of the task is known to the
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MEC server, the MEC server can assign the task to the corresponding type area of the cache
area, and there are L task types.

2.2. Caching Model

Caching tasks can greatly reduce the overall system latency and energy consumption,
meanwhile improving quality of service because cached tasks do not need to be repeatedly
calculated and transmitted. However, based on the popularity and size of each task k, what
kind of task to cache and how to cache it are challenging problems.

Here, two caching models are presented: active caching and passive caching.

Passive cache: The general process is that the D3QN generates caching decisions
based on the state of the system to cache tasks in the appropriate place. By using the
advantage function, the D2QN can estimate the Q value more accurately and select more
firm actions after collecting the data of only one discrete action. The DDQN selects the
target Q value through the action of target Q value selection, so as to eliminate the problem
of overestimation of the Q value. Additionally, the D3QN combines the advantages of the
D2QN and DDQN, which can make better decisions and execute more appropriate actions.

Active cache: It determines whether to cache a task by calculating the popularity
of the task. In general, the most popular tasks are the ones that have the most requests.
Additionally, we not only calculate the popularity of a single task k, but also the class
popularity of task types. We determine whether the tasks belong to the same type, then
treat tasks of the same type as a whole and calculate the entire popularity. The purpose
of computing the popularity of the task type is to reduce the frequency of deletion tasks.
When the cache area is full, if only one task is deleted, and then later tasks are cached in the
cache area, the cache area is likely to fill up again, and the task will continue to be deleted.
In this way, continuously caching and deleting tasks in a slot will increase the load of the
RSU, because the RSU needs to allocate part of the computing resources to calculate and
delete tasks. The tasks of the same type will be deleted based on the popularity of the
task type, so that the remaining cache area space will be increased, making it easier for
subsequent tasks to be cached, which does not cause the task to be deleted many times in a
slot. So, from this point of view, calculating the popularity of the task type is better than
calculating individual task popularity.

In general, the popularity of task k follows the Zipf distribution that is a statistical rule
of thumb and describes the theorem that only a few tasks are used frequently and most
tasks are used infrequently, which is expressed as [17]

. 1

where A € (0,1) is the Zipf slope and controls the degree of deviation from popularity; W
is the number of tasks generated in slot .

Some cached tasks in RSUs need to be updated in real-time due to the limited cache
resources of RSUs, so some deletion rules for tasks need to be set. The expulsion value of a
task type is used for updating tasks of the cache space and it deletes all the tasks falling
into the same type based on the eviction value. Here we present the formula for the class
expulsion value of the task:

YkeK 1k>
Poyp, = argmin| ———A = 2
exp g (q X Pocon (2

where ¢ is the number of tasks belonging to the same type and Ka = {ky,kz, ..., k;} is the
set of tasks in the cache area. This formula implies that the smaller the type of popularity,
the larger the size of the task, and the easier the task is to delete. Pmean is the type of
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popularity that indicates the popularity of the task class and is the average popularity of all

tasks of the same type.

Ykek, Dr
q

where Equation (3) must satisfy L x g < K, which represents that the number of tasks cached
into the cache area cannot exceed the number of tasks requested for computation generated
by SDVs. If the cache resources of the RSU have been exhausted, all corresponding tasks
belonging to the same type will be removed based on the maximum expulsion value
calculated.
There are two related decisions: the caching decision /s and the deletion decision Hy ;.
h = {0, 1} represents the caching decision for task k in slot t.

®)

B mean —

(4)

b — 1,if required task k is cached
kt = 0, otherwise

if hy ¢ = 1, task k will be cached in the RSU; otherwise, it will not be cached. The caching
decision must meet the following condition due to the limited cache resources of RSUs.

Yook Gy =1, < C (5)

where ((e) represents the indicator function; {(e) = 1 if the event e is true, otherwise
{(e) = 0; C indicates size of the cache space in the RSU.
Hy; = {0,1} represents the deletion decision of the task type in slot f.

(6)

o - 1, if task in task type is deleted
kt = 0, otherwise

if the cache area is full and the task type to which task k belongs has the largest expulsion
value, Hy; = 1, all tasks belonging to the same class that correspond to the maximum
expulsion value will be deleted to facilitate new tasks being cached in the cache area.

The caching process for tasks is shown in Figure 2. For the task that requests computa-
tion, its popularity needs to be calculated firstly. If task k is the most popular task, that is it
has the highest popularity, then task k will be cached in the cache area of the RSU. If task k
is not the most popular task, the D3QN algorithm is run. If the agent performs the action of
the caching task, task k will be cached in the cache area of the RSU. Otherwise, the task will
not be cached. Secondly, the type of the task k needs to be judged when the task is cached.
For example, if the type of task k is task typel, it will be cached in the cache area of task
typel. Finally, each time a task is cached, it is determined whether the cache space of the
RSU is full. If the cache space is full, the expulsion value of the task type is calculated, and
the related tasks belonging to the same class with the largest expulsion value are removed
from the cache area.
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Figure 2. Caching and deletion process of tasks.

2.3. Communication Model

Generally, it is assumed that the network topology of IOVs is constant in slot t. For the
available RSU, the SDV transmits task data through the uplink and obtains its calculation
results. Let the transmission rate between SDV v and RSU m in slot f be v;, denoted as [18]

G
vt = bym,tlog, <1 + P é;m,t) ?)
where by, ¢ represents the orthogonal distribution bandwidth between RSU m and SDV v in
slot t, and we assume that by, ; is a constant over a time slot f; p represents the transmitted
power of the SDV; (;‘2 shows the Gaussian white noise power; Gy, ¢ represents the channel
gain between SDV v and RSU m in slot t.

2.4. Computation Model

To determine whether task k has occurred a cache hit when slot ¢ arrives, that is
whether task k can be found in the RSU. If a cache hit occurs, the results of task k will be
transmitted to the SDV. Otherwise, the SDVs will calculate the tasks locally in the vehicle
or offload them to the MEC server for offloading calculation. So, there are three kinds
of calculations: direct transmission result, the computation local and the computation
offloading.

2.4.1. Direct Transmission Result

If the requested task k can match the task in the cache area, then the task does not need
to be computed and transmitted, and only the result needs to be transmitted. Otherwise,
the task k will be offloaded and computed.

zxt = {0,1} represents the matching decision of task k in slot t.

— { 1,if required task k is matched (®)
kit 0, otherwise

if the requested task k can be found in the cache area of the RSU, with z; ; = 1, the SDV can
obtain the processing results of the task directly. Otherwise, z; ; = 0. The energy consumed
by the computing task is actually the amount of computing resources consumed by the SDV
or RSU computing task. Additionally, energy consumed generated through transmission is
the amount of resources consumed by transmitting the task data. Generally, computing
resources required by the task will be smaller than that of the server, otherwise the server
will be unable to process the task. There will be calculation latency and calculation energy
consumption when task k is calculated. If task k needs to be offloaded, there will also
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be transmission latency and transmission energy consumption during the transmission
process. However, unlike computing tasks, transmitting results does not need to transfer
task data and programs, but only the transmission results; therefore, its latency and energy
consumption are very small, and can also be ignored and both set to zero.

If z;; = 0, the task k needs to be computed. This requires an offloading decision;
xrt = {0,1,2} determines where to offload task k for computation in slot t, which represents
the offloading decision.

2, if task k is offloaded to the cMEC server
xx; = § 1, if task k is offloaded to the aMEC server )
0, if task k is computed locally

2.4.2. Computation Local

When the computational resource required  ; of the task k is not very large in slot
t, the computational resource of the SDV is greater than it, and the SDV can complete the
calculation of the task by itself; this is known as local computation.

If x5, = 0, the SDV allocates its own computing resources to compute tasks, also
known as local computation, and its latency can be expressed as

T, = Yt (10)
f ,t
and the corresponding calculation energy consumption is
By = oY an

where ¥, represents the computing resources required for computing task k in slot ¢;
fo,t Tepresents the computing resources allocated by the SDV v to compute task k in slot
t, assuming that all SDVs have the same computing resources; o represents the energy
consumption per unit computing resource.

2.4.3. Computation Offloading

If x;; # 0O, tasks will be offloaded to the RSU for calculation, which is involves
three steps. Firstly, the SDVs offload the data and programs of the tasks to the aMEC
server through the uplink, which generates the transmission latency and transmission
energy consumption. If there are a large number of tasks offloaded to the RSU, aMEC will
allocate some tasks to cMEC for auxiliary calculations. Secondly, the MEC server allocates
computing resources to tasks for computing. This process will generate computational
latency and energy consumption. Thirdly, the MEC server returns the calculation results to
the SDV; because transmission latency and energy consumption are lower, they are ignored.

If x,; = 1, task k is offloaded to the aMEC server that communicates directly to
compute; if x;; = 2, the number of tasks may be too large, and thus the neighboring
MEC server is required to compute the tasks, task k is offloaded to the cMEC server to
compute, and their computation method remains the same, meaning that both go through
the communication and computation processes.

The transmission latency for transferring task data and programs from SDV v to the
MEC server in slot t can be expressed as

Lkt
tra — ’ 12
Kt =, (12)

The corresponding energy consumption generated by transmitting the task data to the
MEC server is
Eii = P(OTeT (13)
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The corresponding calculation latency generated by the MEC server to compute task k is
denoted by
Pk
T = —= 14
k.t ft (14)

The energy consumption generated due to task k being offloaded by the the MEC server in
slot ¢ is given by

Egi" = 0hiy (15)

where Ij ; represents size of task k in slot ¢; v; indicates the transmission rate between SDV v
and RSU m; P(t) means the average transmission rate between SDV v and the MEC server;
fi represents the computing resources assigned to tasks by the MEC server in slot ¢; { ;
denotes the computing resources required for computing task k.

It is worth noting that the transmission rate between the SDV and the directly con-
nected RSU is different from that of the SDV and the neighboring RSU; the former is smaller
than the latter because the distance is smaller. So, the transmission latency and energy
consumption generated by the transmission of the task data and programs from the SDV to
the aMEC server are both less than that of the task data transferred to the cMEC server.

2.5. Problem Formulation

If task k has already been calculated, the latency and energy consumption of the task
are the duration and consumed energy from the generation of task k in achieving the result
is obtained using the SDV. The x; ; and z; ; represent the offloading decision and caching
decision of task k, respectively; therefore, the energy consumption and latency required to
complete task k in slot t, respectively, can be represented in the following forms:

Bkt = {2kt = 1)0+ (2t = 0) [ (e = OB+ L (i # 0) (B + ES™) | (16)

T = (2 = 1)0+ (2 = 0) [(xie = 0T+ Clae £ 0) (TR +T™) | (7)

where ((zi; = 1)0 represents task k matching the task in the cache area, so the latency and
energy consumption of the task during the cache hit are zero. E,I;,t and T,}’t represent the
energy consumption and the latency of the task in slot ¢ through the local computation,
respectively. E,t(r ¢ and T,Erta represent the energy consumption and latency of the transmission
task k in slot ¢, respectively. E§™ and T¢9™ represent the calculation energy consumption
and latency of task k in slot ¢, respectively.

System latency and energy consumption are two critical parts of system cost, and are
the core problems of edge caching. Since there exists a magnitude gap between latency
and energy consumption, we need to set two coefficients, the coefficients of latency and
energy consumption, to eliminate the magnitude gap between them. We chose index form
as the form of a cost function because of Equation (20) in this paper. In general, the lower
the cost, the higher the system revenue, so we need an inverse function to represent the
relationship between the cost and revenue of the system, and the common inverse function
is generally the trigonometric function and exponential function; here, however, we take
an exponential function to calculate the system revenue. Therefore, the cost of computing
task k in slot f can be represented by an exponential form of the weighted sum of delay and
energy consumption; the system cost is denoted by

Ji = ZkeK e~ (WEEg+wrTy) (18)

where wg and wr are the coefficients of energy consumption and latency; Ey ; and Ty are
the total energy consumption and latency required to calculate task k in slot ¢, respectively,
k € K. The cache capacity occupied by all tasks in the cache area of RSU in slot ¢ is

¢t =Y yer Clhe = Dy 19)
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where I s denotes the size of task in cache area in the slot ¢.

From the perspective of cache, the cache capacity occupied by all tasks in the cache
area is also a kind of caching cost, so it is defined as system revenue by making a weighted
sum of the reciprocal of the above system cost and the cache capacity of all cached tasks.
The average system revenue is given by

Pt =E LTILH;EZH (I{ T+ wcct)] (20)
s.t.
hiy = {0,1} 1)
Y =1{0,1,2} (22)
zky = {0,1} (23)
Y e Gl =1L < C (24)
T < Ty (25)
Y ker § (ot = 0) s < Yo (26)
Y er S # 0) s < Yt 27)
Y ek [G(xs = 0) +Z(xp; #0)] <K (28)

where w, represents the coefficient of the cache cost, which is used to eliminate the magni-
tude gap between the system cost and caching cost; ¢, ; indicates the total computation
resource owned by RSU m; ¢, ; represents the total computation resource of SDV v in slot ¢.

The problem of Equation (20) is composed of the calculation cost J; and cache cost ¢;
of the system. Within the constraint range, the smaller J; and the larger c;, the higher the
completion rate of the computing tasks and the optimal offloading and cache decisions of
the tasks. Therefore, the key to minimizing the overall cost of the system is to maximize
the problem of Equation (20). The purpose of this paper is to maximize the average
revenue of the system; in other words, maximize Equation (20), which is however subject to
constraints. Here, Equation (21) represents the offloading decision, which decides where the
task will be offloaded to; Equation (22) represents the caching decision, which determines
whether the task will be cached or not; Equation (23) represents the matching decision,
which determines whether the task is matched. It is noted that /i ; and zj; are binary
variables. Equation (24) means that all tasks cached to the RSU occupy a cache size smaller
than the size of the cache resources of the RSU; Equation (25) shows that the latency of
computation task k is less than its tolerance latency; Equation (26) indicates that the total
computing resources required by the tasks to be offloaded are less than the total computing
resources of the RSU; Equation (27) means that the total computing resource required by
the tasks requiring local computing is less than the total computing resources of the SDV;
Equation (28) indicates that the number of tasks to be calculated is not greater than the total
number of tasks generated by users.

3. Solution Based on the D3QN

From a caching perspective, there are only two possibilities for a task: cache or do not
cache. From the perspective of offloading, there are generally two types: offloading or local.
If a task can be matched, then its energy consumption and latency are zero; if not, then
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there is energy consumption and latency. If a task needs to be computed, there are only two
general scenarios: local computation and offloading computation. In other words, it does
not matter if it’s from the perspective of caching or offloading—the energy consumption
and latency of the task can only be 0 or 1. This 01 program happens to be a special form of
integer programming. The latency and energy consumption of each task depend on the
characteristics of the task itself, and the tasks generated by each time slot are different, so
the latency and energy consumption do not change linearly. For the variable task, it can
only be an integer, so the cost function composed of energy consumption and latency is a
mixed-integer nonlinear function. As for the cache cost, each cached task is different, so
the cache cost is also different. It only changes with the task and the policy. However, the
generation of the task is random, and the generation of the policy is based on learning, so
the cache cost function is a nonlinear function. Only when the ejection value meets the
condition does the cache cost change significantly, such as in the form of a large reduction,
otherwise it simply keeps increasing. Additionally, this increase can only be 1 or 0, so it
increases when /i ; = 1 and it does not increase when x; ; = 0. The cache cost is the sum
of the size of each task, and the number of tasks can only be an integer, so the cache cost
function is also a mixed-integer nonlinear function. So, the optimization problem of these
two combinations is a mixed-integer nonlinear programming problem. The mixed-integer
nonlinear programming problem of Equation (20) has an NP-hard property [19] and is
difficult to solve directly. The problem is addressed by designing an online solution that
allows the agent to interact with the system environment in real-time to make optimal
decisions about caching and offloading. Therefore, we propose a joint edge computing and
caching method based on the D3QN to find a joint optimal strategy for x; and #y rather
than using traditional methods for solving a nondeterministic polynomial problem.

The D3QN introduces the idea of a DDQN based on a D2QN. The action corresponding
to the optimal action value in the next state is obtained by using the evaluation network,
then the target network is used to calculate the action value to obtain the target value.
The problem of overestimation is effectively avoided through the interaction of the two
networks.

3.1. D3QN Algorithm

Reinforcement learning (RL) refers to the guiding behavior where an agent learns a
policy 7 to obtain a reward during its interaction with the environment, with the purpose
of making the agent obtain the maximum reward. Actually, the policy 7t is a process; it
refers to which action is selected to execute in state s; at time step ¢ [20]. After the action is
executed, the agent receives the next state and the immediate reward. RL obtains learning
information and updates model parameters by receiving feedback from the environment
and directing it to the action. State s” at time f + 1 is determined only by the state s; and the
action a; at time f. At each time step ¢, the purpose of the agent is to obtain the maximum
return on future discounts, as shown below [19]:

n .
Ry =) wriy (29)
i=0

where u denotes the discount factor and 7, ; indicates the reward in step ¢ + 1.

Generally, Q-learning is widely applied to small state-action space problems. It will
train an agent to find the action with the best action value function Q*(s, 2). The Behrman
optimality equation is used to express the best action value function in the following
form [21]:

Q*(s,a) = E[r + pmax,Q*(s',a") | sy = s,a; = a] (30)

where 4’ is an action of the next time step t + 1, and its best action value is Q*(s’, '); E[x]
represents the expectation function.

Q-learning is suitable for the low-dimensional state—action space value, but not suitable
for the high state-action space value, therefore, DQN is proposed.
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In the DQN algorithm, at each slot ¢, the environment represented as a four-tuple
e; = (St,at,1¢,51+1) is stored into the experience replay pool D = (e, ey,...,e,). Aftera
period of training, the DQN will randomly sample tuples of batch size B from the replay
memory pool D. These batch tuples are input into the neural network (NN) to train the
agent to approximate the action value function; that is, an action value function is derived
from Q(s, a;6;) to approximate Q*(s, a), where 6; is the training weight of the Q network
in each iteration i. The DQN has two NNs: the target Q network F; and the estimated Q
network F; the former is used to calculate the target Q value Q;, and the latter is used to
estimate the Q value Q, in the current state. They have the same network structure. The
purpose of the DQN is to train appropriate weights to minimize the loss L;(6;) [19] of Q¢
and Q., as shown in Equation (31).

L; (6;) = E{r + umax, Q; (s, a;6)) — Qe(s, a; 01-))2} (31)

where r is the reward in slot ¢ and 6! is the training weight of the target Q network in each
iteration i.

For every | episode, the parameters of F, are used to update the training parameters
of F;. In the update process, only the weight of the estimated network is updated, but
not the weight of the target network. After updating a certain number of times, it is set
as 3000 times in this article, a learning rate <y is introduced and the weighted average
value of the old target network parameters and the new estimated network parameters
are directly assigned to the target network, and then the next batch of updates are carried
out, so that the target network can also be updated. Such updates are called soft updates,
represented by

Or <= Y0e + (1 — )0 (32)

where 6; represents the weight of the target network and 6, represents the weight of the
estimated network. Then, the DOQN optimizes the loss function using stochastic gradient
descent. The agent has two choices of action: selecting random actions with probability e,
or selecting the action with the highest action value.

However, the disadvantage of the DQN and Q-learning is that they select and evaluate
Q-valued functions in each iteration by using the same action values, which sometimes
leads to an overestimation problem. To solve this problem, the DDQN is proposed. Its
advantage is that it selects the action with the highest Q value from F, instead of selecting
the same action value and then calculating Q; in F;, which reduces overestimation to some
extent and makes the Q value closer to the true value, as in the following [22]:

L; (6;) = E{(ymaxu/Qt (s",argmax, Q. (s', a;6;);0}) +7 — Qe(s, a; 9i>>2] (33)

The D2QN uses alternative and complementary methods to reconstruct the network;
that is, the input of the D2QN algorithm is also the state information of the environment,
but its output consists of two branches, which are the state value V (scalar) of the state and
the advantage value A (vector with the same dimension as the action space) of the state.
The advantage function represents the dominance of the average value of an action a over
the average value in state s and is used to normalize the Q value, as follows:

Q*(s,a) = V*(s) + A*(s,a) (34)

where V*(s) represents the best state value function that estimates the importance of the
state to the Q value and A* (s, a) represents the best advantage function that estimates the
importance of the best action to Q value compared to other actions. They are computed
separately.

The features are extracted through a convolutional neural network (CNN) layer, value
function V (s;0, ) and the advantage function; the | A |-dimensional vectors A(s,a;0, )
are output through two Fully Connected Neural network (FCNN) streams, 6 represents the
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St = [kl,trkz,tl ..

parameters of the CNN layer and  and « are the parameters of two flows of the FCNN
layer. The D2QN uses Equation (35) to calculate the Q value [23].

Q(s,a;0,a,B) = V(s;0,B) + |A(s,a3;0,a) — WZA(S,H’;Q,U() (35)

1
|

Because the D2QN has a better network structure, it performs better.

The D3QN integrates the DDQN and D2QN and solves the problems of overestimation,
instability and convergence difficulty well. The only difference between the D3QN and
D20ON algorithm is the method that they use to calculate the target value. In the D3QN
algorithm [24], the method of calculating the target value is

ye =1+ uQ[s’, argmax,Q(s’, ;6. ); 6 (36)

where 7’ represents the reward of the next time step t + 1. We use the D3QN as the basis to
solve the proposed NP-hard problem in this paper.

3.2. Joint Computing and Caching Based on the D3QN

A common model of RL is the standard Markov decision process (MDP), in which the
state information contains previous historical information. Here, we model the proposed
problem as an MDP and solve this MDP problem using a joint computation and caching
algorithm based on the D3QN. The MDP is defined as four-tuple (S, A, R,), where P is
the state transition probability function, S is the state space, A is the action space and R is
the reward function.

3.2.1. States

The system state s; represents the environment information perceived by the agent
and the changes brought by its own action, which can be expressed as a set of information
parameters. System state space S is the basis for the decisions the agent makes and
evaluates their long-term benefits, as well as includes the states of the SDVs and tasks
and the available resources of the RSUs. The agent needs to offload tasks according to
the number of requested tasks; when the number is large, tasks can be offloaded to the
neighboring cMEC for calculation. The popularity of the task also must be cached with the
task as well as the size of the task in order to calculate the cache space occupied by the task,
and deletion of the task is thus performed. Therefore, the system state s; in slot ¢ can be
expressed in the following form:

.
okwi Pri,Pog, oo Pwtzie 2ot o zwe I I oo Iw b CLE Coty - CI A (37)

where k; ; represents i-th task k in slot ¢, P; ; represents the popularity of task k computed
by using Equation (1); I;; represents the data size of i-th task k; z; ; denotes the matching
decision of task k;; c; ; denotes the cache capacity for all tasks that are cached to the RSU;
k; € Kisi-th task,i € {1,2,...,W}.

3.2.2. Action

Based on the observed state s; of the environment, the agent generates a better caching
policy to cache tasks and a better offloading policy to compute tasks. This operation consists
of two issues that need to be resolved: where tasks should be offloaded to compute and
whether tasks should be cached. So, the action 4; in any slot ¢ is

.
ar = [xX16,%08 o Xwr B hoe, oo it (38)

where x;; denotes the offloading decision of i-th task k;; ; ; represents the caching decision
of i-th task k;, k; € K,i € {1,2,...,W}.



Electronics 2023, 12, 2311

14 of 29

3.2.3. Reward

After the environment is set up, the next step is to consider what actions the agent
will take and how we will reward it once it is completed. This requires designing a
reward function that allows the algorithm to understand when the strategy becomes
better, ultimately leading to the desired outcome. Reward r; is a scalar obtained when
an agent takes action 4; based on the s; of the environment. Maximizing the average
system revenue is our goal, which means that actions that result in lower costs should have
higher immediate rewards. Meanwhile, the reward function should be associated with
Equation (20). Here, there are three types of rewards. If latency generated by computing
task k is less than the tolerated latency of task k, the agent will be rewarded with system
revenue; if latency generated by computing task k is greater than the tolerated latency of
task k, the agent will be punished, and the reward is a negative system revenue; if the task
has a cache hit, the reward is the maximum reward value defined.

P, if Ty, < TP
Tt = —D, if Tk,t > Tlg} (39)
m_ reward, if z; = 1

where m_reward is the maximum reward value defined and is equal to 2.

3.2.4. Transition Probability

P(s,s') represents the transition probability that action A of state s of slot ¢ leads to
state s” of slot t + 1 [19].

P(s,s') =P {s(t+1) =s"|s(t) =s,A(t) = A} (40)

Our proposed algorithm is a combination of cache models and the D3QN algorithm.
For each episode, the agent constantly interacts with the MEC-enabled environment in
order to find the action that maximizes the reward value. There are two parts to this
process; if the requested tasks can be matched, then the agent can obtain the maximum
reward directly, so the caching models and D3QN algorithm are not needed; otherwise, the
functions of caching models and the D3QN algorithm are executed.

3.2.5. Cache Model

Two caching models are proposed in this paper, and they implement different caching
strategies based on different parameters of tasks. The first is active cache, which takes
advantage of the popularity of task k in caching the task. There are two parts to this
process: firstly, we determine whether the states’ parameters z; ; are 1. If they are not, this
means that the task has no cache hit. Next, tasks where the popularity Py is the maximum
popularity are cached in the cache space. Otherwise, the calculation result is directly
obtained. Additionally, the tasks are cached in the corresponding type area depending on
the type of task. The second part of the process is passive cache, in which the agent of the
D3ON interacts with the environment to obtain the state information from the SDVs, RSUs
and tasks, so as to cache tasks that are not the most popular. Additionally, the agent uses
the greedy strategy to find the optimal policy and chooses the optimal action to cache the
appropriate task according to the system states that cache the space of the cache area, the
popularity of the task and the size of task, and so on. The cache resource states of the RSU
will be checked in each slot. If the cache resource has been exhausted, the corresponding
tasks that belong to the same type will be deleted according to the maximum expulsion
value calculated by using Equation (2). Otherwise, the cache action will continue to be
executed. More details about the caching and deletion of tasks are shown in Algorithm 1.
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Algorithm 1: Task Caching and Deletion.

e S Ve

19:

Input: K

Initialize the cache space of RSU as well as computing resource of RSU and SDV;
Initialize the actor network and critic network;

for each task k do

compute the popularity Py of each task k by Equation (1);
obtain the caching action of task k by D3QN of Algorithm 2 based on state information of Equation (37);

ifxt =1

task is cached in cache area of RSU;

else:

if the popularity Py of task k is maximum popularity:
task is cached in cache area of RSU;

else:
task is not cached;
end
end
if cache area if full:

compute Pexp of the same type of task in the RSU by Equation (2);
delete tasks belong to the same type corresponding to maximum Pexp;

end

3.2.6. Joint Edge Computing and Caching Based on the D3QN

The specific process is as follows. First, we determine whether the task has encountered
a cache hit; if so, it means that the task has already been cached, the RSU only needs to
transmit the calculation results to the SDV and the agent can directly obtain the maximum
reward value and the next state information. In this case, two caching models and the
D3QN algorithm have no effect, and the computation offloading and caching of tasks will
not be performed. If there is no cache hit, which means that the task cannot be found in the
RSU, then it needs to be calculated and cached. First of all, we calculate the popularity of
the task according to Equation (1), then determine whether the popularity is the maximum
value. If so, the task will be cached in the cache area of the RSU. Secondly, the agent of the
D3QN will generate offloading decisions according to the observed size of the task, the
computing resources required of the task and other environmental information to generate
offloading actions to decide where the task will be offloaded for calculation. After the task
is computed completely, the corresponding results are also cached in the cache area. Finally,
the agent obtains corresponding rewards and the next states. If the popularity of the task
calculated by using Equation (1) is not the maximum value, then the agent will generate
caching and offloading decisions according to the observed popularity and size of the task
as well as the states of the RSU. Based on the action, the agent will choose whether to cache
the task and where to offload the task. After an action is completed, the agent will obtain
the corresponding reward value and next states. The reward, states, action and next states
as four-tuple transformations of each slot are stored in the replay memory pool, when the
number of iterations is greater than the size of the memory pool; the sampling was carried
out using batch conversion for training. Afterwards, key network paameters are updated
by using Equation (32) at regular intervals. The average revenue of the system is calculated
when each step has been performed. More details of the proposed algorithm are shown in
Algorithm 2.
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Algorithm 2: Joint Computing and Caching Based on the D3QN.

1
2
3
4
5:
6
7
8

9.

10:
11:
12:
13:
14:
15:
16:
17:
18:
19:
20:
21:

Initialize system environment and replay memory pool;
Initialize the actor network and critic network;

for each episode do

initialize system state s; according to Equation (37), 7 = 0;
for time step={1,2,..., T} do

while true:
if Zkt = 1:

obtain next state s;,1 and reward r; according to Equations (37) and (39);
update state s; = s;,1;

else:

select caching and offloading action according to Equation (38) based on state information of system;
obtain the next state and reward according to Equation (37) as well as Equation (39);

store the transition (a;, s¢, 1¢, 5¢41) into replay memory;

sample batch transitions from experience replay buffer;

update the actor network and critic network by Equation (33);

update state s; = s;.1;

end
end
end

calculate average revenue of system;

end

4. Simulation Results
4.1. Simulation Parameters

In this section, the performance of the proposed D3QN-based algorithm is introduced
and then their performance with the DQN, DDQN and D2QN with or without the caching
policy are compared. For different algorithms, we set the same training parameters: the
learning rate <y affects the convergence performance and convergence speed of the whole
network, and it was set is set to 0.001; the memory size D was set to 3000; the number
of iterations was set to 30,000; too many iterations easily causes overfitting, and too few
iterations easily make the training parameters not optimal. After continuous attempts, it
was found that a memory size of 3000 had the best effect. The greed index was set to 0.99;
through an extensive literature review, it can be seen that the greed index is generally 0.99,
0.95, 0.995, etc. However, it cannot be equal to 1, which poses a risk of “excessive Q value”.
The batch size B was set to 512; the larger the discount factor, the higher the chance that the
current state value will be affected in the future. When the discount factor y is set to 0.9,
generally, there are more discrete actions, so the value will be larger; otherwise, smaller
values will be selected. In this paper, each task has five discrete states and two discrete
actions; there are fewer discrete actions, so y is smaller. The network is updated every
200 times; both full flow layers are set to 128. Other simulation parameters related to the
system environment are summarized in Table 1.

Table 1. Simulation parameters.

Parameter Value
The number of SDVs N 4
The number of RSUs M 2
The number of tasks W in slot ¢ 30
Delay tolerance of task TI?; (s) 0.1
Size of task I + (KB) 8-10
Total computing resources of SDV ¢, ; (GHZ) 0.4
Total computing resources of MEC server ¢, ; (GHZ) 5

The type of tasks L 4
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4.2. Experimental Results and Analysis

In the experiment, four algorithm models were set up and two environments were
designed to prove the good performance of the proposed algorithm in terms of latency,
energy consumption and reward. Here, maximizing system revenue is the purpose of
this article; the higher the revenue, the better the performance. The latency and energy
consumption of the system, as well as the unfinished rate of tasks and the utilization of
cache resources, are taken as indicators to evaluate algorithm performance.

In Figure 3, we plot the average system revenue for eight scenarios in each episode.
The icon “D3QN—cache” refers to the proposed joint edge computing and caching method
based on the D3QN; icon “D3QN" refers to the D3QN algorithm; icon “D2QN" refers to the
D2QN algorithm; “D2QN —cache” refers to the D2QN algorithm with caching models that
are based on popularity as well as on the D2QN; and so on for the other icons. It can be seen
from Figure 3 that the average revenue of D3QN—cache in each episode is much higher
than that of other DRL algorithms, which means that D3QN—cache can better achieve the
goal of maximizing system revenue. This is because in the D3QN, the RL agent uses double
frame to observe the changed state of the environment and the reward due to the execution
of the action, which makes the Q values more efficient than those of the D2QN, DDQN
and DON. In the D2QN, the RL agent uses the target network to obtain the action values
of all actions in the next state, and then calculates the target value based on the optimal
action value. Due to its maximization operation, there is an overestimation problem in the
algorithm, which affects the accuracy of decision making. In the DDQN, the agent only
cares about the action of updating the Q value function. However, the DON has limited
ability within the high-dimensional state and action space, and it is difficult to explore and
find the optimal joint offload and cache strategy due to its limited capability within the
high-dimensional state and action space. So compared to other DRL algorithms, the agent
of the D3QN can find a better joint offload and cache policy than other DRL algorithms in
accomplishing tasks. From 0 to 6000 times, the average system revenue of the proposed
algorithm tends to decline, which is because the agent is constantly learning, exploring a
good strategy and reaches a stable state about 6000 times. It can be seen that, compared
with other DRL algorithms, the D3QN can converge quickly and reach a steady state more
easily. This is because the passive cache model based on the D3QN is used to cache tasks,
which can use the advantage function and target Q value for choosing a suitable strategy
to execute the action of caching tasks, with the agent thus being prompted to explore a
better strategy and action in order to obtain higher rewards. In order to reduce system
latency and energy consumption, some appropriate tasks can be cached in RSUs, which can
reduce the number of computation and transmission tasks, thus reducing system costs and
improving system revenue. For this reason, the average revenue of a system with a DRL
algorithm caching model is much higher than that of a system without a caching model.
As can be seen from Figure 4, compared with DON—cache, DDQN—cache, D2QN —cache,
DQN, DDQN, D2QN and D3QN, the total average system revenue of D3QN —cache is
increased by 65%, 35%, 66%, 257%, 142%, 312% and 57%, respectively. This shows that the
proposed algorithm is more effective than other DRL algorithms.

An active cache based on the popularity and a passive cache based on the D3QN are
used together; the parallel use of the two caching models enables more tasks to be cached in
the RSU, and its calculation result is also retained. If the requested task can match the task
in the cache area, the task does not produce any computation and transmission latency and
energy consumption; it only generates the transmission latency and energy consumption
of the transmission result. With an active cache, the most popular task will be cached in
the cache area, and this will reduce the calculation of part of the tasks; however, when the
cache area is enough, only caching the most popular task is not enough to maximize the
use of the cache area, so a passive cache is proposed, using the caching policy of the D3QN
to cache tasks that are not the most popular tasks in order to maximize the use of the cache
space.
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Figure 3. Average revenue in each episode with different DRL algorithms.
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Figure 4. Average total revenue with different DRL algorithms.

The latency and energy consumption of the transmission results are very small and
negligible compared to the computation and transmission tasks. Figures 5 and 6 illustrate
that the average latency and energy consumption of the system with caching models are
much lower than those without the caching policy. This is because we use two caching
models to cache tasks together, which increases the probability that tasks will be cached.
Caching as many tasks as possible without exceeding cache resources improves the utiliza-
tion of cache resources and reduces system latency and energy consumption due to the
numbers of computation and offloading tasks being reduced, which proves the necessity
and importance of the caching model in computing tasks. In addition, the proposed algo-
rithm always has much lower average latency and energy consumption than other DRL
algorithms in each episode, and it is easier to reach a steady state. This is because the agent
of the D3QN executes the cache action based on the greedy strategy to select an action that
maximizes the reward and offloads tasks to an appropriate location for calculation based
on the characteristics of the tasks. At the same time, distributed MEC enables nearby MEC
servers to help with computing tasks, which relieves computing pressure. After calculation,
compared with DQN—cache, DDQN—cache, D2QN—cache, DQN, DDQN, D2QN and
D3QN, the total average system latency of the D3QN —cache is reduced by 53%, 42%, 53%,
66%, 59%, 66% and 49%, respectively, and the total average energy consumption of the
system is reduced by 15%, 28%, 22%, 44%, 38%, 37% and 57%, respectively. Therefore, from
what has been discussed above, the proposed algorithm can greatly reduce system latency
and energy consumption.
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In the whole system, we chose to discard the unfinished task, with the agent then
receiving a corresponding negative reward because the task was not completed. In order to
receive a more positive reward, the agent chose an appropriate action to complete the task.

P Yiek ((ugs = 1)
v W

(41)

where Py is probability of unfinished tasks, 1y, = 1 indicates that task k is not completed
and k € K, W is the number of requested tasks in slot ¢.

Figure 7 shows the probability of unfinished tasks under the eight algorithms in each
slot. As can be seen from Figure 7, the probability of unfinished tasks with the D3QN
algorithm is much lower than that with other algorithms. This is because the D3QN not
only uses the effect of the state on the Q value, but also the effect of the action on the Q
value. When the task needs to be cached, the state has a great impact on the Q value. This
is seen with the popularity of the task, the size of the task and other states having a great
impact on the Q value. Additionally, when a task needs to be offloaded, the action has a
great impact on the Q value. The choice of which action produces a greater revenue also
greatly affects the Q value. Combined with the advantages of both, the performance of
the D3QN is improved. In addition, it changes the way that it chooses the target Q value
by using the action of the target Q-value, which eliminates overestimation. Compared
with the D3QN, although the probability of unfinished tasks with D3QN—cache is higher
at the beginning, when the number of iterations increases, the probability of unfinished
tasks with D3QN—cache keeps decreasing, because the agent is constantly exploring better
actions to complete tasks. However, a lower probability of unfinished tasks with D3QN
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is at the cost of high latency, high energy consumption and low profit; in our study, the
agent of the D3QN chose a high-pay, low-return action to complete the task. Additionally,
when the number of iterations increases, the agent in pursuit of a high profit also begins to
explore actions that provide low latency and low energy consumption, so the probability of
unfinished tasks begins to rise. Therefore, considering the latency, energy consumption,
revenue and probability of unfinished tasks, the proposed algorithm is better.
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Figure 7. Probability of unfinished tasks in each episode with different DRL algorithms.

In order to complete tasks as much as possible and obtain maximum system revenue,
it is necessary to make full use of the cache space while not exceeding cache capacity,
completing as many cache tasks as possible in the process. The utilization of cache area
is the ratio of the size of all tasks in the cache area-to-the size of the cache space. The
utilization of the cache area can be calculated as

_ ke Gl = 1) I
C

u (42)
where . ; represents the caching decision of task k in slot ¢, I ; represents the size of task k
in slot t and C represents the size of the cache space. As long as the size of the cache space
is not exceeded, this number should be as large as possible.

Figure 8 shows the average utilization of the cache area under the four algorithms. As
can be seen from Figure 8, compared with DQN—cache, D2QN—cache and DDQN —cache,
D3QN—cache, that is, the proposed algorithm, has the highest average utilization of cache
space, with its average utilization being improved by 28%, 42% and 36%. It makes use
of two caching models, the active cache and passive cache, and not only caches the most
popular tasks, but also uses the D3QN to cache other tasks. The cache difference between
these four algorithms is a result of the different DRL algorithms used in the passive cache.
In the proposed algorithm, the best action is selected to cache more tasks according to the
advantages of the D3QN mentioned above; by doing so, the utilization of the cache space
is improved.

The average utilization of the cache space of D3QN —cache is only 63% because when
cache resources are exhausted, in order to release a large amount of idle cache resources,
some tasks of a certain type in the cache space need to be deleted, which means a large
number of tasks will be deleted, which will lead to a sharp decrease in the number of
tasks in the cache space. In each episode or several episodes, cache resources are released,
which results in a low average utilization of cache resources. However, the advantage of
D3QN-—cache is that the number of task deletions and operational burden on the server are
reduced.
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Figure 8. Average utilization of cache area in each episode with different DRL algorithms.

4.2.1. The Influence of Different Training Parameters in D3QN—Cache

We compared the effects of batch size, memory size, gamma and learning rate (Ir) on
simulation results. The batch size, memory size, gamma and learning rate of D3QN—cache
are 512, 3000, 0.99 and 0.0001, respectively. Using a larger batch size allows the agent to
perform parallel calculations to a greater extent, and less time being required for training
in each period can significantly accelerate model training. However, the larger the batch
size, the slower the reduction of training losses, and the overall training time becomes
longer. The memory records the previous training experience. When similar states occur,
the value function network can be updated based on the previous successful experience,
and the model will learn faster, whereas if there is too little experience stored, some good
experiences will be discarded. If there is too much experience stored, some bad experiences
will be learned. Therefore, to improve profits, it is necessary to choose a suitable memory
size. If the gamma value is not large, only the current reward will be considered, which
means adopting a short-sighted strategy. If we want to balance current and future rewards,
a larger gamma value will be considered, which means that the long-term future reward
will be taken into account in the value generated by the current behavior. However, if the
gamma value is too large, it is considered too long-term, and even beyond the range that
the current behavior can affect, which is obviously unreasonable. The learning rate controls
the learning progress of the model and determines the time when the network obtains
the global optimal solution. The learning rate being set too high can cause the network
to not converge, but the learning rate being set too low can reduce the speed of network
convergence and increase the time taken to find the optimal value. Therefore, in summary,
from Figures 9 and 10, it can be seen that the training parameters of the D3QN are optimal
for the average system revenue.

From Figure 11, it can be seen that the system average latency of D3QN—cache is
much lower than that of other parameters, because a larger batch size can accelerate the
convergence speed of the model through a large number of parallel calculations, and the
memory size is 3000, which means that the empirical data is not too much or too little, and
the agent learns some good behaviors and ignores some bad ones. Additionally, the gamma
is set as 0.99, and this can effectively balance the relationship between current rewards
and future rewards; furthermore, the learning rate of 0.0001 can quickly find the optimal
parameters of the model. Although the average latency of D3QN—cache is the lowest, it
does not mean that the energy consumption is the lowest. From Figure 12, it can be seen
that the average energy consumption of D3QN —cache did not reach the minimum. This is
because D3QN—cache aims to maximize the optimization problem, which involves cache
costs. To reduce cache costs, energy consumption must be sacrificed.
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Figure 12. Average system energy consumption for different training parameters in D3QN—cache.

Figures 13 and 14 compare the probability of unfinished tasks and utilization of cache
space for different training parameters in D3QN—cache, respectively. As the batch size increases,
the speed of processing the same amount of data increases, but the number of epochs required
to achieve the same accuracy increases. Due to the contradiction between the two factors, the
batch size must be increased to a certain value in order to achieve the optimal time. From
Figures 13 and 14, it can be seen that when the batch size is 512, the agent will find the optimal
joint decision of offloading and caching at the fastest speed, resulting in the lowest probability
of unfinished tasks and the highest utilization of cache space. If the memory size is very small,
there will be very little experience, which is not conducive to training. However, if there is too
much experience, which leads to useless experiences being added to the training, it is clearly
not conducive to training. From Figure 13, it can be seen that a memory size of 3000 has the
best effect, but from Figure 14, it can be seen that utilization of cache space with a memory
size of 2000 exceeds D3QN—cache, which indicates that a memory size of 2000 is the most
advantageous for cache decision making. However, we are considering the overall system
revenue, so in order to achieve this goal, some cache costs must be sacrificed. The gamma
being equal to 1 means that the algorithm lacks convergence ability and the agent will consider
possibilities, which will increase complexity. However, when the gamma value is too small, this
means that the agent only focuses on current information and has a poor estimation of action.
Therefore, it can be seen from Figure 13 that the probability of unfinished tasks with gamma
values of 1 and 0.9 is lower, and the utilization of cache space as shown in Figure 14 is also lower.
If the learning rate (lr) is set too high, it will lead to overfitting and a poor convergence effect,
but if it is set too small, the convergence speed will be slow. From Figures 13 and 14, it can be
seen that the probability of unfinished tasks and utilization of cache space with the learning
rates sets as 0.00001 and 0.001 are lower.
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Figure 13. The probability of unfinished tasks for different training parameters in D3QN—cache.
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Figure 14. The utilization of cache space for different training parameters in D3QN —cache.

4.2.2. The Influence of Different Simulation Parameters in D3QN—Cache

We compared the impact number W, size I and type L of tasks on the simulation results. The
number W, size I and type L of tasks for D3QN—cache are 30, 8-10 and 4. From Figures 15 and 16,
it can be seen that the average revenue for D3QN —cache is the highest for the following reasons.
When the number of tasks increases from 10 to 30, the average revenue will greatly increase. This
is because there are more tasks to process, which leads to more revenue. However, when the
number of tasks increases from 30 to 50, the revenue will decrease. This is because with more
tasks, the greater the pressure of the backhaul link and the greater the number of computing
resources required. However, the computing resources of SDVs and RSUs are limited and cannot
handle a large number of tasks. This will result in a decrease in revenue. When the size of the task
decreases from 10-20 KB to 8-10 KB, the average revenue will greatly increase. This is because
the larger the size of the task, the greater the number of resources that are required, making it is
impossible to calculate and store tasks that are too large. When the size of the task decreased
from 8-10 KB to 1-8 KB, the average revenue decreased, but it did not decrease much. This is
because the currently designed resources of SDVs and RSUs are suitable for sizes of between
1-10 KB. Since the deletion rule of the task is type deletion, the type of task will affect the cache
hit rate of each task. When there are very few types of tasks, each type will contain many tasks,
so when performing task deletion, it will cause a large number of tasks to be deleted, resulting
in a decrease in the cache hit rate and average revenue. When there are many types of tasks, it
indicates that the number of same tasks is very small, and the experience data that the agent can
obtain are very small, which can lead to a lower average revenue. Therefore, the average revenue
for L is 4 times higher, and for L it is two and six times higher.
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Figure 15. Average system revenue for different simulation parameters in D3QN—cache.
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Figures 17 and 18 compare the average latency and energy consumption of D3QN—cache
under different simulation parameters. Too many tasks can lead to an increase in action space
and state space, making it more difficult to find the optimal solution, thus resulting in higher
latency and energy consumption. However, if the number of tasks is too small, the agent
cannot obtain a large amount of experience data and cannot make optimal strategies, resulting
in high latency and energy consumption. So, from Figures 17 and 18, it can be seen that the
latency and energy consumption of D3QN—cache are lower than those of W, which are 10
and 50. The size of the task affects latency and energy consumption. The larger the size of the
task, the more offloading latency and computing resources it can occupy, leading to increase in
system latency and energy consumption. So, the latency and energy consumption of tasks with
a size of 1-8 KB are lower than those of the D3QN. The type of task can affect the cache hit rate,
leading to changes in latency and energy consumption. Although the energy consumption
and latency of D3QN —cache are not the lowest, the proposed algorithm focuses on long-term
system revenues rather than the energy consumption and latency per slot, demonstrating the
importance of considering long-term optimization in dynamic networks.
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Figure 17. Average system latency for different simulation parameters in D3QN—cache.
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Figure 18. Average system energy consumption for different simulation parameters in D3QN—cache.

Figures 19 and 20 compare the probability of unfinished tasks and utilization of cache
space of D3QN—cache under different simulation parameters, respectively. If the number
of tasks is too large, it will result in a high demand for resources. However, with limited
computing and storage resources, the probability of not being able to complete tasks will
increase, and the number of tasks cached in the RSUs will also decrease. If the number of
tasks is small, the experience data obtained by the agent will be small, making it difficult
to find the optimal decisions, so the number of cached tasks will also decrease. Therefore,
from Figures 19 and 20, it can be seen that the probability of unfinished tasks with a task
number of 30 is lower than that when W is 10 and 50, and the utilization of the cache space
of D3QN—cache is higher than that when W is 10 and 50. The fewer types of tasks, the
larger the number of tasks of a certain type. Due to the type of deletion rule, there are
fewer tasks in the cache space, resulting in a lower utilization of cache space and cache
hit rates; therefore, the probability of unfinished tasks is high. The fewer task types, the
fewer tasks deleted by the type of deletion rule, and the more tasks in the cache space and
less remaining cache resources, resulting in the delayed caching of subsequent tasks. So,
from Figures 19 and 20, it can be seen that the probability of unfinished tasks with L is 4
times lower, and for L it is two and six times higher. The larger the size of the task, the
greater the likelihood of content delivery failure within a fixed deadline, which can result
in penalty costs. So, the probability of unfinished tasks with a task size of 1-8 KB is the
lowest. However, the larger the size of the task, the larger the cache resources it occupies,
resulting in a higher utilization of cache space.
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Figure 19. The probability of unfinished tasks for different simulation parameters in D3QN—cache.
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Figure 20. The utilization of cache space for different simulation parameters in D3QN—cache.

As can be seen from the simulation results in Section 4.2.1, the training parameters
we selected perform well in several evaluation indexes, such as average reward. Although
the effects of some evaluation indexes are not very good, they do not affect the overall
effect of the system. It can be seen from Section 4.2.2 that the simulation parameters we
designed are appropriate. If the malleability of the proposed algorithm is to be expanded,
the number of RSUs can be increased to enhance the auxiliary computing capacity between
them.

5. Conclusions

In this paper, we introduced a MEC-enabled caching and offloading system, where
RSUs with caching and computing capabilities serve SDVs collaboratively to compute tasks.
In order to address the raised problem of joint edge computing offloading and caching
in multi-task function of the IOV, a joint edge computing and caching method based on
the D3QN is proposed. First, through the computational offloading and caching of tasks,
we model a joint optimization problem for maximization of system revenue, which is
constrained by system latency and energy consumption as well as the cache space of the
RSU, in addition to also being affected by the probability of task uncompletion. Secondly;
an active cache and passive cache are proposed, with the former based on the popularity
of the cache tasks, and the latter based on the D3QN cache tasks. The parallel use of the
two cache models solves the proposed NP-hard problem. Additionally, the expulsion
value based on the type of popularity is used to update the tasks of the cache space. In
addition, according to the state of the system, the optimal action of the offloading task
is determined using the e-greedy strategy. Finally, the simulation results show that the
proposed algorithm has verified good performance in the aspects of system delay, energy
consumption and average revenue. Additionally, the utilization of cache space of the RSU
is improved greatly due to the simultaneous application of the active cache and passive
cache, and the probability of incomplete tasks is reduced due to the better decisions of the
D3QN. Compared with DQN—cache, DDQN—cache, D2QN—cache, DQN, DDQN, D2QN
and D3QN, the proposed algorithm improves the average revenue of the system by 65%,
35%, 66%, 257%, 142%, 312% and 57%, respectively.

This article only discusses the case of a small number of vehicles and RSUs, but the
results can be extended to larger IOV scenarios by replacing RSUs with edge nodes and
increasing the number of vehicles. The tasks generated by vehicles within the coverage
range of each edge node are treated as a set of tasks, and edge nodes that can communicate
with each other are treated as set of cMECs. This allows multiple servers to collaborate
with each other to achieve large-scale caching and offloading functions. The results of this
article are not only applicable to computing tasks of the IOV, but also to content data such
as text or video within the Internet of Things. Content requests sent by user terminals can
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also be cached and processed. Through multi-agent collaboration, content can be cached to
different base stations or edge nodes, thereby reducing user request costs and improving
user service quality. The caching and offloading of computing tasks in the IOV are only
discussed in this article, other forms of user requests are not considered. In addition, two
reactive caching models are only designed to perform caching operations when tasks arrive,
whereas a proactive caching model is not designed for cache tasks in advance. Therefore,
in our future work, we will analyze how to make decisions that combine proactive caching
and reactive caching in more complex network scenarios with multiple heterogeneous
services to support different Vehicle-to-Everything services.
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