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Abstract

:

One of the most time-consuming activities in higher education is reviewing and grading student evaluations. Rapid and effective feedback of evaluations, along with an appropriate assessment strategy, can significantly improve students’ performance. Furthermore, academic dishonesty is a major issue in higher education that has been aggravated by the limitations derived from the COVID-19 pandemic. One of the possible ways to mitigate this issue is to give different evaluations to each student, with the negative cost of increasing reviewing time. In this work, an open-source system developed in Python to automatically create and correct evaluations is presented. Using Jupyter Notebook as the graphical user interface, the system allows the creation of individual student question sheets, with the same structure and different parameter values, to send them to students, grade them, and send the final score back to the students. The proposed system requires little programming knowledge for the instructors to use it. The system was applied in Civil Engineering and Geological Engineering programs at the Universidad Católica de la Santísima Concepción, drastically reducing grading time while improving students’ performance.
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1. Introduction


The assessment of what students have learned during the semester for a particular course is one of the main responsibilities of instructors in higher education. Although the main objective of exams, assignments, and projects is to assess students’ progress in the course, an appropriate design of evaluation strategies throughout the course can help students to obtain a functional and meaningful learning experience. Designing a course with shorter and more frequent evaluations improves students’ study progress in the course [1,2]. Furthermore, proper and rapid feedback of the evaluations also helps students in their progress in the course [2,3,4]. Although project-based learning is gaining popularity in engineering education [5,6,7] and the evaluation of some courses currently relies solely on group projects [8], individual assessments are still a common means of evaluation in undergraduate programs. The possibility of increasing the number of evaluations done in a course is heavily conditioned by the evaluation reviewing time.



Another aspect to consider when designing an evaluation strategy is the possibility of students committing academic dishonesty during the evaluation, commonly known as cheating. Academic dishonesty is frequent and it has become a major problem in higher education in general and in engineering education in particular [9]. There are numerous studies in the literature on why students cheat [9,10,11,12] and how they do it depending on the typology of the examination activity [12,13,14]. Passow et al. [12] reported that students admitting this type of behavior at least once during their college education doubled from 1963 to 1993, from 26% to 52%. More recently, in 2006, Carpenter et al. [9] reported that this number had risen to 80% among US students. Although harsher institutional policies and rules can reduce the incidence of academic dishonesty [15], the existence of rigid honor codes is reported to have little effect on the students’ perception of cheating [16].



It must be noted that all data summarized above were obtained from face-to-face learning and in-class exams. In the last two years, the majority of higher education institutions around the world were forced to implement online distance teaching and assessment as a consequence of the restrictions derived from the COVID-19 pandemic. Although there is not much data available concerning the changes that this has produced in assessment, a review study by Montenegro-Rueda et al. [17] concludes that, due to the restrictions of online evaluations, assessment in higher education has become more qualitative compared to when evaluations were carried out in presential written format. The authors also state that a total redesign of the exams is needed to replace a face-to-face assessment with a virtual one. Furthermore, based on both the perception of teachers and students, some studies indicate that cheating during an online evaluation is easier [14]. A possible way to prevent cheating in an online evaluation is to have different test instructions, questions, and results for each student [18]. On the downside, preparing and grading an individual evaluation for each student also results in a substantial increase in reviewing time.



A common way to reduce reviewing time is the usage of computed-graded evaluation tools. Unfortunately, the available tools in commonly used Learning Management Systems (LMS), such as Moodle [19], Canvas [20], or Blackboard [21], only have built-in tools to create multiple choice evaluations or activities that allow students to submit written assignments for the instructor to grade manually. There are a number of systems to computer-grade complex assignments for programming-related assignments in a variety of programming languages [22,23,24,25,26,27]. Similarly, there are systems available for the creation of online assignments, such as Webassign [28] (proprietary) and WeBWork [29] (open-source). These alternatives are unfortunately limited to basic math, and their usage limits the complexity of the problems that can be proposed. In addition, both applications are actually online tools, and the students are required to be connected to the internet during the whole length of the test. This can be a problem for students with poor internet connections.



An open-source project allows access to its source code and its free redistribution under certain conditions. Among the different licenses available under the open-source movement, some are more permissive regarding the creation of derivate products and others are more restrictive. However, source code modification is allowed for people different from the original project owners in all cases. This software distribution paradigm introduces several advantages to software development. From the end user point of view, the allowance of creating derivate products makes it possible to introduce modifications to the code to adapt it to particular needs, without the intervention of the original development team. Moreover, being able to inspect the code allows users to help in the development of the original project and ensure that there are no malicious codes. Finally, code inspection is a valuable source in computer programming learning.



Among the different programming languages used in open-source projects, Python has gained growing interest in the last decade, both in industry and academia. It is widely used by researchers in different engineering fields, such as machine learning [30], electronics [31,32], and coastal engineering [33], to name a few. It has become one the most popular programming languages to teach introductory computer science courses, above all, in non-computer-related programs. Moreover, Python is free to use, open-source, and cross-platform, making it a perfect candidate for small open-source projects such as the one described in this article.



This document describes the implementation of a system to create and computer-grade assignments for Civil Engineering education based on the Python programming language [34] and with Jupyter Notebooks [35] as a user interface. All students in the course are assigned a different set of instructions, and thus, the correct solution is also different for each student. Instructions and grades are quickly and automatically sent to students using an Office 365 account.



The rest of this document is structured as follows. In Section 2, an overview of the system is presented, with special emphasis on the structure of the developed module and the user interface. Section 3 describes the suggested workflow of the system and typical usage instructions. Two different experiences using the system in Civil and Geological Engineering education are described in Section 4. Finally, the main conclusions of the present study are presented.




2. System Overview


The main purpose of this developed open-source system is to generate and computer-grade personalized assignments for students using the same template document with random parameter values. This approach allows students to be graded by checking whether their answers to each question are within the established tolerance from the correct solution, considering that the answers of every student are different and depend on the randomly generated parameter values of the evaluation.



There are several tools already available to generate and computer-grade assignments, but their usage in engineering education is limited. To solve the problems typically set out in engineering evaluations, it is usually necessary to use specialized toolboxes or advanced calculation techniques currently unavailable in those common systems. Furthermore, in some engineering problems, a change in the value of a given initial parameter can change the way the problem is solved, and thus, it is required to implement advanced logic to address all possible scenarios. With these two limitations in mind, the present work describes a newly created, publicly available, open-source system based on the Python programming language [34] that addresses the issues found in current tools to generate and computer-grade traditional engineering assignments.



In addition, civil engineering problems are usually complex to describe and often need schematics to provide data. Using the systems currently available also limits the complexity of both the instructions and the questions. Lastly, the system is designed to provide an almost indistinguishable experience to the students compared to traditional exams and assignments.



The system is designed to work in all major platforms (Mac, Windows, and Linux) and requires little computing power to run correctly. It can work on any system capable of running Jupyter Notebooks. However, it is important to consider that the data are stored without any kind of encryption, and thus caution needs to be taken on the access to the computer where they are stored.



2.1. Assignment Package


The open-source system is totally programmed in Python using packages commonly used in data science and engineering, such as Pandas [36,37] and NumPy [38], and uses Jupyter Notebooks [35] as a graphical user interface. The system is built around the class Assignment, which contains several Pandas DataFrames to store the data generated along the assignment creation process, student question sheet (henceforth, the term “sheet” will be used when referring to the student question sheet or questionnaire) sending, grading, and results sending. All DataFrames are stored on disk in a .xlsx workbook for convenience and interoperability with other systems. Lists with instance variables and the main methods of the class Assignment are shown in Table 1 and Table 2, respectively. The open-source system can be used with little experience in Python programming but can be further customizable by a user with programming capabilities. Some of the methods contained in the class Assignment provide interactivity using ipywidgets [39] and ipysheet [40] with Jupyter Notebooks, and thus can only be used in a Jupyter Notebook-compatible environment (Table 2). An example of the outcome of this type of method is shown in Figure 1.



Along with the main Python file containing the class Assignment definition, there are three companion modules to handle different actions. Figure 2 shows the structure of the assignments package. The module generate_pdf.py handles the creation and encryption of the individual pdf files containing the instructions and questions for every student from a single pdf file containing the generated sheet for every student. Furthermore, the gui.py module uses the package PyQt5 [41] to create dialog windows when other parts of the system request a file from the user. Finally, office_365_mail.py is used to send emails to students using the package O365 [42]. Office 365 was chosen as it is the institutional email provider of our university. However, all email functionalities have been encapsulated in a separate module to facilitate the adaptation of the system for other email service providers. All dependencies can be easily installed using common Python package installers, such as pip [43] or conda [44], and are free and open-source.




2.2. Structure


The user interface is based on Jupyter Notebooks. The code necessary to execute all the steps has been divided into seven notebooks to make the system more usable. It should be noted that most of the logic used in the process is contained in the assignments package described above. Figure 3 shows the structure of the main folder of the system.



Along with the seven notebooks and the folder with the assignments package described in Section 2.1, in the root directory of the system, there are four sub-directories used to store different components that are needed or are produced in the process. The folder complements contains an __init__.py file in order to act as a package. All the additional Python modules needed for solving the problem should be placed in this folder. This design keeps the structure of the system simple and easy to maintain. The folder gen is used to store all generated data within the system and outside of it. The sheets folder is used to store the generated individual pdf files with the instructions and questions for each student prior to being sent. Lastly, in the folder resources, configuration files are stored. In the sub-folder templates, HyperText Markup Language (HTML) templates for the email messages are stored.





3. System Usage


Before using the system, some configurations need to be made to the computer where it will be running. Using a Python virtual environment is highly recommended. The file assignments_conda_environment.yaml (contained in resources folder) can be used to create a new environment using conda [44] directly, both using the terminal version and the graphical user interface Anaconda-Navigator [45]. The file contains a list with all the dependencies of the project and the version used in development. All the packages are included in PyPi [43] and can also be installed using pip on another virtual environment system or directly on the main Python installation.



Once the Python environment is configured, an Azure [46] app must be created to handle email sending. The O365 package [42] is used to connect to Office 365 services. An updated tutorial on how to configure the Azure app necessary to use the package is available on the readme in the O365 GitHub repository.



The system workflow is divided into seven Jupyter Notebooks, numbered from 0 to 6. The suggested workflow in an assignment is shown in Figure 4, and details on the usage of the notebooks are included in the notebooks themselves. In the figure, the procedures that must be performed using external applications are outlined in orange.



The first external action is to create the Azure app. Once the app is created, notebook 0_system_configuration manages the creation of the Office 365 configuration file (credentials.json) and stores it in the resources folder. This file needs to be created only once as long as the configuration of the Azure app remains constant. To reuse the file in a different set of notebooks, simply copy the file to the resources folder.



Notebook 01_variable_creation handles the importing of the student list and creates a set of random values of the problem variables for each student in the list. Notebook 02_solution_generator is used to compute the correct solution for every generated variable set. In the notebook, a function called solver() must be defined. This function’s task is to compute the solution for a single student. This design approach was preferred to a vectorized function to compute the solution of every variable set in order to make coding the function easier.



With the student list imported and formatted, and variable values available, creating a pdf document containing the instructions and questions sheets for every student is necessary. This is typically achieved using word-processing software and the mail merge utility included in most of them. The information to populate the sheets is contained in the variable sheet of the Excel workbook data.xlsx placed in the gen folder. Once the pdf file with all sheets is generated, the notebook 3_pdf_generator is used to create the individual sheet for every student and store them in the sheets folder. The system allows the encryption of the sheets with a password. The sheet generation process is schematized in Figure 5. Notebook 04_send_emails is used to send the pdf files generated in the previous notebook to the corresponding student.



Answers are typically collected using Google Forms or similar. The system accepts the answers in Comma Separated Values (CSV) format and stores them in data.xlsx.



The notebook 05_grader is used to automatically calculate the score and the final grade obtained for each student. Grading is done by comparing the answer provided by the student with the correct solution computed previously. The system assigns a full score if the answers are within the tolerance indicated for each question. Finally, notebook 06_grade_sender is used to send an email to students with the answers registered in the system and the correct solution for each question, along with their scores and final grade. Typically, a document describing how to solve the problem is uploaded to the course’s Learning Management System (LMS) page to improve feedback.




4. Experiences Using the System


Several versions of the system developed in different programming languages have been used in Civil Engineering and Geological Engineering programs at the Universidad Católica de la Santísima Concepción (UCSC) in Chile since 2015. In the past two years, with the changes in higher education caused by the COVID-19 pandemic, the need for a comprehensive system for assignment and test generation with the capability to automatically generate, send, and grade evaluations has arisen. This section describes two approaches or case studies taken in different areas for both programs, along with the benefits for both students and instructors.



4.1. Solid Mechanics


The first contact with the evaluation system described in this work for both programs is in the first course on the mechanical behavior of materials, called “Strength of Materials” and “Solid Mechanics” in the Civil Engineering and Geological Engineering programs, respectively. Both courses have similar content and learning objectives and the instructors for the courses belong to the same faculty group. Thus, essentially the same methodology has been applied in both courses. Within the curriculum of both programs, Strength of Materials is programmed in the fifth semester of Civil Engineering and Solid Mechanics in the fourth semester for Geological Engineering.



The methodology described in this work has been used in both courses since 2015. The initial adoption of the system was motivated by the increasing number of students enrolled in the courses, and the need to create individual assignments with different parameter values and hence different answers, to prevent students from cheating during exams. Initially, the methodology was used for classroom-based exams. In this scenario, each exam sheet was assigned with an ID number that identified the set of parameter values and correct answers and was handed out to students in the class randomly. Along with instructions and questions, each exam sheet included a table for the students to write down their answers. These answers were then introduced in the system manually by teaching assistants and graded automatically using a previous version of the system, developed in Visual Basic for Applications (VBA) with Microsoft Excel as the user interface. The system used fundamentally worked in the same way as the system described in this work. The adoption of this assessment methodology drastically reduced the copying of answers between students, as all answers are different. It also reduced the time spent by instructors and teaching assistants to review the exams and assign grades. Furthermore, from the instructors’ point of view, the methodology makes it necessary for the students to better understand the fundamental concepts learned by reducing the possibility of ambiguous answers.



The usage of the methodology also allowed the redesign of the assessment strategy, allowing the creation of a second step in which students can try to solve the problem again at home to improve their grades. Currently, evaluations are conducted in two stages. In the first stage, students solve their exams independently with a strict time limit, usually around 120 min. This stage can be done in class or remotely, especially in the last four semesters with the limitations derived from the COVID-19 pandemic, but in both cases, the students are not allowed to receive any external assistance to answer their questions. When the test is done remotely, students upload their answers using an online form, usually Google Forms. In the second stage, students are allowed to take their exams home and try to solve them again. In this stage, students are encouraged to work together, as the main objective is to improve the students’ abilities and help them fill any gap they could have in their initial knowledge. This stage usually spans several days, and students upload their answers directly to an online form.



The final grade of the first part is calculated by adding the score obtained for each question, which is then converted to a scale of 1 to 7. To make it attractive for students to develop the second stage, only if the answer to a question is correct, the final score of that question is calculated using Equation (1).


  S c o r  e  s t a g  e 1  + s t a g e _ 2   = 0.85 · S c o r  e  s a t a g  e 1    + 0.15 · S c o r  e  s t a g  e 2     



(1)







Similarly, the final grade is calculated by adding the stage 1 and stage 2 scores of each question, which is then converted to a scale of 1 to 7. If the answer to the question in stage 2 is incorrect, the score assigned in stage 1 is maintained. With this strategy, the final grade is usually 0.1 to 0.4 higher than the grade obtained in stage 1.



The platform to upload answers is open for the whole length of the assignments, and students are allowed to modify their answers within that time frame, but the system only keeps the last answer provided. After the time limit is reached, the platform stops accepting answers and the instructors can download students’ answers in CSV format, which can be read directly with the developed system.



Finally, the assessment system and the reduction in reviewing time associated with it make it possible to increase the number of evaluations during the semester and the realization of a recuperative exam for all students. This type of recuperative exam is usually offered only to students that could not take the exam for medical reasons, but the usage of the system allows it to be offered to all students, as increasing the number of students taking the exam does not translate into additional reviewing time.




4.2. Soil Mechanics


The system is also used in Soil Mechanics courses in the same programs discussed above. The objective of these courses is for the students to learn the basics of saturated soil mechanics. The learning outcomes of both courses are eminently applied and designed to help the students understand the behavior of soils. The knowledge gained in these courses can be applied directly in professional practice and is the basis of subsequent courses on geotechnical works and foundations. In Civil Engineering, only the Soil Mechanics course belongs to the minimal curriculum in this area, and it is delivered in the seventh semester. On the other hand, in Geological Engineering, two courses related to the area are mandatory and are offered in the fifth (Soil Mechanics) and seventh (Geotechnics) semesters. As previously described for the Strength of Materials and Solid Mechanics courses, the high number of students enrolled in the courses required an intensive use of time to review and grade evaluations and assignments, and thus, the number of student evaluations was limited.



The methodology described in this work was first introduced in the courses for the last test of the second semester of 2019, when the teaching mode in the university changed to an online modality. This first implementation was considered successful, and all evaluations have used the methodology since the first semester of 2020. The system has allowed the assessment strategy to be redesigned. In this case, the number of term exams has been raised from two to four. Additionally, prior to each exam, an assignment is sent to the students to help them prepare for the exam. These assignments are implemented as a formative evaluation, and thus, their main objective is not to provide instructors with information about students’ performance but rather to help students have real feedback on their knowledge. The system allows the assignments to be reviewed rapidly and provides feedback to students within minutes to help them prepare for their exams. The assignments have a developing time of around four to seven days, and students are encouraged to work together in order to solve their individually generated problems. A week after each assignment is turned in, the same learning objectives are evaluated using traditional exams. These exams are meant to be solved individually and have a duration between 60 and 120 min. To obtain the course’s final grade, the average grade of the assignments and the average grade of the exams are weighted, and the final grade (excluding laboratory assessments) is obtained using Equation (2).


  G r a d  e  c o u r s e   = 0.08 · G r a d  e  a s i g n m e n t s   + 0.92 · G r a d  e  e x a m s    



(2)







The answers for all the activities are collected using Google Forms. Students can submit an unlimited number of answers; however, only the last is considered for grading. A CSV file with the answers submitted by the students is downloaded and fed to the system to obtain students’ grades.



The impact of the methodology on students’ performance has been evaluated based on the evolution of the percentage passing and the mean grade of students in the last eight semesters in the course Soil Mechanics in the Civil Engineering program, as this course has the highest student enrollment. Figure 6 shows the pass and fail percentage for the Soil Mechanics course in the last eight semesters, and Figure 7 shows the average grade in the same periods. It should be noted that grades in the Chilean system range from one to seven, and the passing grade is usually established at four.



The percentage of passing students has increased from around 20% before the change in the methodology to around 50% on average for the last three semesters, with no significant variation in the difficulty of the proposed exams and with minor changes in teaching methodology. Regarding average grades, while the mean grade of the students that pass the course has not changed noticeably, the general average grade has increased significantly in the last three semesters.



To assess the statistical significance of the assessment strategy change, two datasets have been created from the original data, one for the grades with the traditional assessment approach (Old) and another with the grades obtained by students after the implementation of the new assessment (New). In the first dataset (labeled Old), all the grades of the semesters in which the proposed system and the new assessment strategy were not applied are included. There are a total of 278 records for this period, which spans five semesters, from the first semester of 2018 to the first semester of 2020. On the other hand, in the second dataset (labeled New), there are fewer records (190) as it only spans the last three semesters, from the second semester of 2020 to the second semester of 2021. It bears mentioning that the grade data have been anonymized before data analysis, and thus each record corresponds with the final grade of a student in the corresponding semester. Basic descriptive statistics for both datasets are shown in Table 3, while Figure 8 shows boxplots of the two datasets.



Both boxplots shown in Figure 8 indicate that the data distribution is not Gaussian. To corroborate this, Shapiro–Wilks’s normality tests were applied to both datasets, obtaining values of p of 2.361 × 10−8 and 4.403 × 10−5 for the Old and New datasets, respectively. The Mann–Whitney U rank test is an alternative to the t-tests when sample distribution is not normal, and variances can be considered equal, as is the case in the studied data. A Mann–Whitney U test was conducted on the available data, consisting of a total of 468 records grouped based on the assessment strategy. The obtained mean ranks and sum of ranks for both datasets are shown in Table 4, while the Mann–Whitney U test statistics are summarized in Table 5.



The values of the mean rank and the U and W statistics depend on the number of records in the datasets analyzed; thus, to determine the statistical independence of large datasets (  N ≥ 30  ), the values of the Z and p statistics must be analyzed, whose values do not depend on the amount of data analyzed. In the case of the Z statistic, it is considered that the null hypothesis can be rejected and, therefore, that the samples come from different populations if the absolute value of that statistic is greater than 2.58 (for a 99% confidence interval). The analyzed data yield a Z value of −7.939, so it can be concluded that the samples are statistically independent. On the other hand, the value of the p parameter obtained is less than 0.001 (  p - value = 1.0235 ×   10   − 5    ); therefore, based on the value of this statistic, it can be assured with a confidence level of 99% that the two samples can be considered to belong to two non-identical populations.





5. Conclusions


This document describes an open-source system developed to generate and computer-grade assignments in engineering education. The creation of individual assignments reduces the possibility of academic dishonesty during the evaluations while also drastically reducing the grading time.



The system has been used successfully in several engineering courses at the Universidad Católica de la Santísima Concepción, Chile, both for presential evaluations and online distance modality. The system allows the evaluation strategy to be redesigned, significantly improving the number of students that succeed in the courses.



Currently, the main limitation of the system is that only problems with an exact and unique solution can be graded. This can be a problem in advanced design courses, where multiple solutions can be achieved depending on the technical decisions made during the design process. However, the system is ready to be used in most science and engineering courses with the current approach. The system is still under development, and more features will be added and made public as they are considered production-safe. Development is currently focused on an improved variable creation process and adapting the system to work as a web application instead of using Jupyter Notebooks.



The implementation of the system in two courses in the Civil Engineering and Geological Engineering programs in the Universidad Católica de la Santísima Concepción has made it possible to redesign the assessment strategy of the courses, with a significant impact on students’ performance.



The described software source code is available at a public repository under MIT license.
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Figure 1. Example of interactivity using Jupyter Notebook, ipywidgets, and ipysheets. 
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Figure 2. Assignments package folder structure. 
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Figure 3. System main folder structure and contents. 
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Figure 4. Suggested workflow. 
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Figure 5. Individual sheet creation scheme. 
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Figure 6. Pass and fail percentage per semester in Soil Mechanics for the last eight semesters. 
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Figure 7. Average grades in Soil Mechanics for the last eight semesters. 
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Figure 8. Boxplots of grades with Old and New assessment strategies. 
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Table 1. Instance variable name list in the class Assignment.
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	Name
	Description





	config
	Stores the main configuration of the assignment, such as professor, course name, assignment name, etc.



	student_list
	Stores a standardized list with student name, ID, and email address.



	var_config
	Stores the data needed to create random variables.



	variables
	Stores the values of the generated variables.



	solutions
	Stores the correct answers for the questions in the assignment.



	answers
	Stores students’ answers to the questions in the assignment.



	grading_config
	Stores the tolerance on correction and the points assigned to each assignment question.



	grades
	Stores the point per question and the final grade for each student.
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Table 2. Main methods of the class Assignment.
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	Name
	Description





	configure() 1
	Allows the user to set the assignment’s basic parameters and stores them in the config.



	load_students() 2
	Asks for student list, formats it, and stores it in student_list instance variable.



	config_variables() 1
	Allows the user to set the ranges and steps of the randomly generated variables and stores them in var_config.



	generate_variables()
	Generates random variables with the configuration stored in var_config and stores the result in variables instance variable.



	generate_solutions(solver)
	Accepts a function that loads the necessary variables from variables, computes solutions, and stores them in solutions.



	load_answers() 2
	Asks for answers collected in a form in Comma Separated Values (CSV) format and stores them in answers.



	config_grading() 1
	Allows the user to set the score assigned to every question and the accepted tolerance for the student’s answers to be considered correct.



	grade()
	Grades assignments and stores partial and total grades in grades.







1 Methods with Jupyter Notebook interactivity. 2 Methods using PyQt5 for dialog creation.
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Table 3. Descriptive statistics of grades with Old and New assessment strategies.
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	Assessment Strategy
	Count

(N)
	Mean

  (  x ¯  )  
	Variance

   (  s 2  )   
	Q1

(25%)
	Median

(50%)
	Q3

(75%)





	Old
	278
	2.9
	1.569
	1.9
	2.6
	4.0



	New
	190
	3.9
	1.567
	2.9
	4.1
	4.9
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Table 4. Mann–Whitney U test ranks.
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	Assessment Strategy
	N
	Mean Rank
	Sum of Ranks





	Old
	278
	193.48
	53,788.50



	New
	190
	294.51
	55,957.50
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Table 5. Mann–Whitney U test statistics summary.
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	Grade 1





	Mann–Whitney U
	15,007.500



	Wilcoxon W
	53,788.500



	Z
	−7.939



	Asymptotic Significance (2-tailed)

p-value
	1.0235 × 10−5







1 Grouping variable: Assessment strategy.
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