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#### Abstract

We present a three-dimensional (3D) intersection traffic management platform for small autonomous Unmanned Aerial Vehicles (UAVs), particularly quadcopters, in urban airspace. Assuming many autonomous UAVs are approaching a shared airspace, where UAVs have varying sources and destinations, we propose a system model for a 3D intersection that aims to provide safe and systematic management of UAVs. We also devised a scheduling scheme to ensure that the intersection is efficiently utilized and that there are no collisions among the UAVs in the intersection. The scheduling scheme applies the reservation-based approach, which is sensitive to the sequence of the UAVs in scheduling, thus genetic algorithm is used to determine the best sequence of the UAVs. Simulations were performed to evaluate the efficiency of the system. We also show through the simulations that our scheduling scheme reduces the UAVs' average time in the system by 27 percent compared with when the UAVs are scheduled in a first-come, first-served manner for the highly crowded intersection.
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## 1. Introduction

UAVs have been gaining interest due to their applications in various areas such as weather monitoring, law enforcement, agriculture, search and rescue, and communication networks [1,2]. The increasing use of UAVs calls for a system that will ensure safety and efficiency in the airspace [3]. Some laws and regulations for the Unmanned Aircraft System Traffic Management (UTM) framework have been established to improve the safety, security, and efficiency of small UAVs [4].

In the ground transportation system, rules and conventions such as roads, stop signs, traffic signals, intersections, etc. are implemented to provide a proper level of organization to various vehicles. Inspired by this, we proposed an intersection structure in the sky where multiple UAVs can travel across an intersection safely. Our work can be used on applications that require the use of quadcopters such as delivery, surveillance, search and rescue, etc.

The scope of our system includes the management of the UAVs' flights from when they approach until they exit the intersection. The UAVs are instructed to follow given rules to be able to travel the intersection safely. The paths of the UAVs in the intersection are centrally managed and cooperatively planned. An intersection manager plans the paths and entrance times of the UAVs in the intersection. Genetic algorithm and modified A* search are used to plan the paths of the UAVs that will minimize their travel times. A reservation-based scheduling approach is used to find the collision-free path in the intersection.

The study in [5] introduced the reservation-based scheduling approach to ensure safety in the intersection, which we applied in our scheduling scheme. In [5], the intersection is
divided into multiple sections called cells. When a vehicle travels along the intersection, it will occupy certain cells for a certain time. To avoid collision among the vehicles in the intersection, a cell can be reserved to only one vehicle at a time. There is an intersection manager that has complete information on the reservations of every cell. Before a vehicle enters the intersection, it will send its request to occupy some cells in the intersection to the intersection manager. The intersection manager will check the cells and times they are requested to be occupied and will make the reservation. In our proposed scheme, the intersection space is divided into 3D sections called cubes, and the UAVs reserve the cubes.

Our contribution in this work is that we devised a 3D intersection traffic management system to regulate multiple small autonomous quadcopter-type UAVs in shared airspace. To the best of our knowledge, there is no other proposed 3D intersection traffic management systems for autonomous UAVs with the same system model as ours. In particular, we designed a system model that describes the intersection area. We devised a scheme to guarantee that there will be no collisions among UAVs while they approach the intersection. We defined the allowed movements of the UAVs in the 3D intersection. To guarantee collision avoidance in the intersection, we implement the reservation-based scheduling introduced in [5]. We used Genetic algorithm to optimize the scheduling sequence. Since there are multiple possible paths in the intersection across different layers, path-finding is used to find the fastest path in the intersection. In our path-finding implementation, already checked nodes sometimes need to be checked again later. So, we developed a new path-finding algorithm based on the $\mathrm{A}^{*}$ search and applied it to our scheduling algorithm.

This paper is organized as follows: Section 2 introduces the related works on path planning of multiple UAVs; Section 3 discusses the system model, which includes the intersection structure and the overview of how the system works; Section 4 explains how the UAVs should move before they enter the intersection; Section 5 describes the allowed trajectories of the UAVs in the intersection; Section 6 discusses the scheduling scheme; Section 7 includes the analysis of the scheduling scheme; Section 8 discusses the simulation results; Finally, Section 9 concludes the paper.

## 2. Related Work

The problem of UAVs' integration into the urban airspace was also addressed in papers in [6-9]. A framework consisting of a decentralized approach is implemented in $[6,7]$. In $[8,9]$, a structure for the low-altitude airspace com of airways and nodes was proposed, where the UAVs travel along the airways and the airways are connected by the nodes. The UAVs decide which airways to take according to their objectives. The main difference between their approach with ours is that our approach is focused on the intersection level. In their proposal, they assume only one swarm of UAVs, with the same source and destination, can occupy a node at the same time. In our proposal, there can be multiple UAVs, with different sources and destinations, traveling across the intersection at a time.

Consequently, there have been many studies on the path-planning of UAVs. Among these studies, the common considerations are collision avoidance, kinematic constraints of the UAVs, and optimization of various criteria such as minimizing the path length and energy or fuel consumption. Collision avoidance is crucial for the safer integration of UAVs in the airspace. A comprehensive survey on recent collision avoidance approaches is in [10]. In this study, collision avoidance techniques are categorized into deliberative and reactive planning. In deliberative planning, a collision-free path is searched for in a known updated map of the environment and the found path is executed while in reactive planning, the UAVs gather information about the surroundings in real-time using sensors, and the UAVs react based on the obtained sensor information.

When planning a path in an unknown environment, sampling-based algorithms are used to generate a path from the starting position of the UAV to its destination. In a sampling-based approach, points in the environment are sampled and the points are added to the map if there is a collision-free path between the points [11]. Some of the
sampling-based approaches are rapidly exploring random trees [12,13], probabilistic road map [14,15], and Voronoi graphs [16]. To consider the feasibility of the paths based on the kinematic constraints of the UAVs, the paths are generated using Dubins curve in [13,17,18]. Dubins curve provides the fastest and shortest path for non-holonomic vehicles. In [19,20], Pythagorean hodograph curve is used while B-spline curve is used in [21-24], and Bezier curve is used in [25] to consider the minimum curvature, minimum torsion, and maximum climb angle of the UAV.

A path-searching algorithm is used to find the fastest path among the set of possible points on the map. In [26], they compared different path searching algorithms such as Dijkstra's algorithm, Bellman Ford's algorithm, Floyd-Warshall's algorithm, and A* algorithm, which is also used in [15,27,28]. In [14], probabilistic road map is used to plan the initial path of the UAV, then $\mathrm{D}^{*}$ lite is used to remove the unnecessary points in the path. $\mathrm{D}^{*}$ lite is a heuristic search algorithm introduced in [29]. In [16], the problem is target assignment and path planning of multiple UAVs that attack ground targets. K -shortest path is used to find the path among the candidate paths generated using Voronoi diagrams. In [30-32], the environment is known and the paths of the UAVs considering static obstacles are planned offline and then online re-planning is implemented to change their trajectories when dynamic obstacles are detected. In [33], an enhanced artificial potential field approach, which aims to overcome the limitation of the conventional artificial potential field, is introduced to select the optimal collision-free path.

In relation to reactive online path planning, the works in [34-40] use an online collision avoidance algorithm that relies on the sensors of the UAVs to detect the obstacles. In [34], when an obstacle is detected, an escape point algorithm is used to find a waypoint that will avoid the obstacle, and then the UAV will move towards the goal again after reaching the waypoint. To detect obstacles in [35], a total field sensing approach is used that uses magnetic sensors to detect other UAVs. In [36], a decentralized reactive algorithm was proposed. The concept of velocity obstacle is used in [37] to find a path away from the detected obstacle. In [38], a decentralized cooperative control scheme was devised. UAV heartbeat messages are used to enable cooperative communication and velocity obstacle is used to avoid obstacles. In [39], a geometrical intersection method is used to estimate a collision risk and new direction commands are generated for every UAV at risk for collision. An interval geometric formulation is used in [40] for collision avoidance with multiple dynamic obstacles.

Many path planning approaches also use optimization methods such as particle swarm optimization [19,41], ant colony optimization [42,43], genetic algorithm [16,18,25,43-45], evolutionary algorithms [22-24], and MILP [46-48] to find optimal paths. In [43], ant colony and genetic algorithm are used to find a path considering sensing, energy, time, and risk constraints. In [16], genetic algorithm is used to minimize the total time to finish the tasks. In [18], the objective is to generate the shortest Dubins path. Communication among multiple UAVs for search and rescue missions is one of the objectives in [45]. In [22-24], an evolutionary algorithm is used to find a path that considers the feasibility, length, and safety of the path. On the other hand, since there is a tradeoff between the optimality of the paths and the speed of the computation [49], the optimality of the trajectories is not considered in [36]. Instead of planning the paths of the UAVs in advance, they prioritize safety and low computational overhead, which can be applied in a large-scale harsh outdoor environment. In [46-48], they used MILP to find a collision-free path with minimal total time spent by the UAV.

A common approach in coordinating multiple UAVs is swarm formation [6,10]. In a UAV swarm, multiple UAVs work together to achieve a common mission. Swarm formation of UAVs is usually used in search and rescue missions, tracking, surveillance, and object detection [50]. Communication is crucial in UAV swarm control [51]. The work in [52] controls a swarm of UAVs using mean field game framework to reduce the necessity of communication between UAVs. In [53], a leader-follower based strategy was used to control
the swarm formation. A swarm of UAVs was also used in [54] to implement a search and rescue mission. Limited communication range is considered in their model.

## 3. System Model

Considering a situation where there are many flying UAVs with different destinations in shared airspace, an intersection system model is developed to regulate the flights of UAVs. We assume UAVs travel in urban airspace that is free of obstacles and other aircraft. We consider a 3D intersection with three layers. Connected to the intersection are entrance lanes and exit lanes from four different directions. The UAVs travel along the lanes and move towards the intersection. The lanes are connected to the middle layer of the intersection, thus UAVs can only enter and exit the intersection through the middle layer, but they can change layers while in the intersection. This model can be used for any number of lanes and can be extended to more layers.

The UAVs in consideration are small quadcopters, which have the ability to hover [55], to move upward, downward, leftward, and rightward in a curved motion smoothly. In this paper, a UAV is represented as a sphere. It can be of any diameter smaller than the width of the lane. Since it is impractical to assume that all UAVs move at a constant speed, we have a speed allowance and a UAV's speed can be any value within [ $s_{\min }, s_{\max }$ ]. The UAVs must be able to follow the rules, and we assume they can communicate with the UAVs ahead and with the intersection manager without communication delay and there are no transmission errors. A UAV must communicate with the UAV ahead so that it can accordingly plan its speed that will avoid collision with the UAV ahead.

The paths of the UAVs in the intersection are scheduled by the intersection manager. While a UAV is approaching the intersection, it needs to prepare for its entrance to the intersection and it needs to control its speed so that it will enter the intersection as scheduled. To give time for a UAV to prepare for its entrance to the intersection, a section of the lane near the intersection, defined as approaching area, is partitioned into zones, namely, the reservation zone, queueing zone, and acceleration zone. A UAV must send its reservation request once it enters the reservation zone and it must receive its schedule before it enters the next zone, the queueing zone. In the queueing zone, it must slow down when it needs to delay its entrance to the intersection to be able to follow its schedule. It must stop before the entrance of the acceleration zone in case it needs to stop and wait before it can enter the intersection. It can enter the acceleration zone such that it will enter the intersection as scheduled. Figure 1 shows the 3D intersection model.


Figure 1. 3D intersection model.

The time is discretized using time interval $\Delta t$. At every time instant $t_{j}$ where $t_{j}-t_{j-1}=\Delta t$, the UAVs on the lane decide the acceleration or deceleration rates that they will respectively use at $t_{j+1}$, such that they will not collide with a UAV ahead and they will enter the intersection as scheduled, if they are already scheduled. The requests of the UAVs are processed by the intersection manager at every time interval $k \Delta t$ where $k$ is some positive integer and the scheduling time instant is synchronized with the discretized time. At scheduling time instant $t_{i}$, the requests processed by the intersection manager are the requests received at $\left(t_{i}-k \Delta t, t_{i}\right)$. After scheduling, the intersection manager sends responses to the UAVs that sent requests. A response to a UAV includes a UAV's scheduled entrance time to the intersection and the path of the UAV in the intersection. The scheduling and responses to all scheduled UAVs must be completed within $k \Delta t$.

A UAV in the approaching area is expected to follow the following rules:

- It cannot change lanes
- It cannot overtake a UAV ahead
- It must travel at constant altitude
- It must maintain its speed within [ $s_{\min }, s_{\max }$ ], unless it needs to slow down to avoid collision with UAV ahead or delay its entrance to the intersection. We will discuss in Section 4 how a UAV will decide its speed such that it can avoid collision with a UAV ahead and enter the intersection as scheduled.
- It must send reservation request to the intersection manager as soon as it enters the reservation zone. A reservation request message contains the UAV ID, time the request was sent, UAV's position when it sent the request, UAV's lane, and UAV's size.
- It enters the acceleration zone such that it can enter the intersection as scheduled.

Details on the length of the zones in the approaching area are described as follows:

- Reservation zone

A UAV must send its reservation request to the intersection manager as soon as it enters this zone. After it has sent its request, it should receive its schedule before it enters the next zone. Since the intersection manager processes the requests every $k \Delta t$, up to one $k \Delta t$ can be spent before its request can be processed and another $k \Delta t$ is needed for the scheduling. Hence, it will wait up to $2 k \Delta t$ before it receives its schedule. If the UAV moves at the fastest speed possible, $s_{\max }$, then it will travel up to $2 k \Delta t s_{\max }$ before it receives its request. Thus, to make sure that a UAV traveling at $s_{\max }$ will receive its schedule before it enters the next zone, the length of the reservation zone, $l_{r z}$, should be at least

$$
\begin{equation*}
l_{r z} \geq 2 k \Delta t s_{\max } \tag{1}
\end{equation*}
$$

- Queueing zone

After the reservation zone, UAVs will enter the queueing zone. It is expected that a UAV has already been scheduled by the time it enters this zone. In this zone, it must adjust its speed to be able to enter the intersection as scheduled. It will either maintain its speed, speed up, slow down, or stop and wait for some time before entering the next zone, the acceleration zone.

Assume a UAV entered this zone at the speed of $s_{\max }$, there is no UAV ahead, and it must stop for some time before it enters the next zone to be able to follow its schedule. Then, it will travel a distance of

$$
\begin{equation*}
d_{s t o p}=\frac{s_{\max }^{2}}{-2 r_{\min }} \tag{2}
\end{equation*}
$$

where $r_{\min }$ is the fastest possible negative acceleration rate of all UAVs. Thus, to make sure that the UAV can stop before it reaches the entrance of the acceleration zone, the length of the queueing zone, $l_{q z}$ must be at least

$$
\begin{equation*}
l_{q z} \geq \frac{s_{\max }{ }^{2}}{-2 r_{\min }} \tag{3}
\end{equation*}
$$

In case a UAV did not receive a response by the time it enters the queueing zone, then it is assumed that the message is lost. When this happens, it will resend a new request message while slowing down to stop at entrance of the acceleration zone. Then, it waits for its new schedule and will enter the acceleration zone as scheduled. Since this UAV causes the UAVs behind it to stop, the UAVs behind must also send requests again.

- Acceleration zone

A UAV can enter the acceleration zone only when it can enter the intersection at the scheduled time. If a UAV's speed is not in the allowed speed range when it enters this zone, then it must adjust its speed until it reaches the allowed minimum speed in the intersection.

Assume a UAV stopped before the entrance of the acceleration zone, then to be able to reach the speed requirement before it enters the intersection, the length of the acceleration zone, $l_{a z}$, must be at least

$$
\begin{equation*}
l_{a z} \geq \frac{s_{\max }^{2}}{2 r_{\max }} \tag{4}
\end{equation*}
$$

where $r_{\text {max }}$ is the fastest possible positive acceleration rate of all UAVs.

## 4. UAV's Behavior in the Approaching Area

Consider a UAV, $U A V_{B}$, and a UAV ahead of $U A V_{B}$, which is $U A V_{A}$. In this section, we discuss how a $U A V_{B}$ should control its speed while travelling in the approaching area such that it can avoid a collision with a $U A V_{A}$ and such that it can enter the intersection at the scheduled time. This depends on the locations of both $U A V_{B}$ and $U A V_{B}$ in the approaching area. The different scenarios to be considered based on their locations and how $U A V_{B}$ should behave in each scenario are listed below. Table 1 lists the symbols used in this section.
(1) $U A V_{B}$ is in the reservation zone

When $U A V_{B}$ is in the reservation zone, it may or may not have been scheduled yet to enter the intersection because the latest time it can be scheduled is when it reaches the queueing zone. Hence, when $U A V_{B}$ is in the queueing zone, it just needs to avoid collision with a UAV ahead, if there is any. In case there is no UAV ahead, then $U A V_{B}$ maintains its speed.

Listed below are different scenarios on how to avoid collision with $U A V_{A}$ depending on its location.
(a) $U A V_{A}$ is in the reservation zone or queueing zone

In this case, $U A V_{B}$ must avoid collision with $U A V_{A}$. How to avoid collision with a UAV ahead will be discussed in Section 4.1.
(b) $U A V_{A}$ is in the acceleration zone

Since $U A V_{B}$ is still in the reservation zone, it has enough distance from $U A V_{A}$. Hence, $U A V_{B}$ maintains its speed until it reaches the queueing zone.
(2) $U A V_{B}$ is in the queueing zone
(a) $U A V_{\mathrm{A}}$ is in the queueing zone

Since $U A V_{\mathrm{A}}$ is still in the queueing zone, $U A V_{B}$ must avoid collision with $U A V_{A}$, which will be discussed in Section 4.1.
(b) $U A V_{\mathrm{A}}$ is in the acceleration zone
$U A V_{B}$ is in the queueing zone, which means it was already scheduled. There is no UAV ahead in the queueing zone, hence it must adjust its speed such that it can enter the intersection as scheduled. How to enter the intersection as scheduled will be discussed in Section 4.2.
(3) $U A V_{B}$ is in acceleration zone

In the acceleration zone, $U A V_{B}$ will accelerate at the rate of $r_{\text {max }}$ until its speed reaches $s_{\max }$. Afterwards, it must maintain its speed.

Table 1. List of symbols used in this section.

| Symbol | Definition |
| :---: | :---: |
| $\Delta t$ | Time is discretized every $\Delta t$ |
| $r_{\text {min }}$ | Fastest possible negative deceleration rate of all UAVs |
| $r_{\text {max }}$ | Fastest possible positive acceleration rate of all UAVs |
| $d_{\text {min }}$ | Minimum allowed distance between two UAVs |
| $d r_{\text {max }}$ | Absolute value of $r_{\text {min }}$ |
| $s_{B, j}$ | Speed of $U A V_{B}$ at $t_{j}$ |
| $r_{B, j}$ | Acceleration/deceleration rate of $U A V_{B}$ from $t_{j}$ to $t_{j+1}$ |
| $d_{B, j}$ | Distance $U A V_{B}$ travels from $t_{j}$ to $t_{j+1}$ |
| $d_{A, B, j}$ | Distance between $U A V_{A}$ and $U A V_{B}$ at $t_{j}$. |
| $d_{A, B}^{s t o p}$ | Distance between $U A V_{A}$ and $U A V_{B}$ when both have stopped in the lane |
| $r_{B, j+1}^{d_{\text {min }}}$ | Value of $r_{B, j+1}$ such that $d_{A, B}^{\text {stop }}$ is equal to $d_{\text {min }}$ |
| $r_{B, j+1}^{S_{\text {max }}}$ | Value of $r_{B, j+1}$ such that $s_{B, j+2}$ is equal to $s_{\max }$ |
| $d_{A, j+1}^{s t o p}$ | Distance $U A V_{A}$ travels from $t_{j+1}$ until it stops |
| $t_{B, j}^{\text {sched }}$ | Time $U A V_{B}$ is scheduled to enter the intersection from $t_{j}$ |
| $t_{B, j}^{\text {inter }}$ | Time $U A V_{B}$ spends from $t_{j}$ until it enters the intersection |
| $r_{B, j+1}^{q z}$ | Constant acceleration/deceleration rate $U A V_{B}$ uses from $t_{j+1}$ until it reaches the exit of the queueing zone |
| $t_{B, j}^{q z}$ | Time $U A V_{B}$ spends in the queueing zone from $t_{j}$ |
| $t_{B}^{\text {wiait }}$ | Time $U A V_{B}$ spends waiting at the entrance of the acceleration zone |
| $t_{B}^{a z}$ | Time $U A V_{B}$ spends in the acceleration zone |
| $r_{B, j+1}^{\text {stop }}$ | Deceleration rate $U A V_{B}$ uses from $t_{j+1}$ such that its speed at the entrance of the acceleration zone equal to zero |
| $t_{B, j}^{* i n t e r}$ | Value of $t_{B, j}^{\text {inter }}$ when $t_{B}^{\text {wait }}$ is set to zero and $r_{B, j+1}^{q z}$ is set to $r_{B, j+1}^{\text {stop }}$ |
| $s_{B}^{\text {azen }}$ | Speed of $U A V_{B}$ when it reaches the entrance of the acceleration zone |
| $t_{B}^{a c c}$ | Time $U A V_{B}$ spends to accelerate from $s_{B}^{a z e n}$ to $s_{\text {max }}$ in the acceleration zone |
| $d_{B}^{a c c}$ | Distance $U A V_{B}$ travels while accelerating from $s_{B}^{a z e n}$ to $s_{\text {max }}$. |
| $t_{B}^{\text {maintain }}$ | Time $U A V_{B}$ spends to reach the exit of the acceleration zone while maintaining its speed after reaching $s_{\text {max }}$ |

### 4.1. Avoiding Collision with a UAV Ahead

For $U A V_{B}$ to avoid collision with $U A V_{A}, U A V_{B}$ should control its speed such that its distance from $U A V_{A}$ is always greater than or equal to the minimum allowed distance between UAVs, $d_{\text {min }}$. To control its speed, $U A V_{B}$ determines $r_{B, j+1}$ at $t_{j}$ such that its distance from $U A V_{A}$ is always at least $d_{\text {min }}$, where $r_{\text {min }} \leq r_{B, j+1} \leq r_{\text {max }}$.

In order to determine $r_{B, j+1}$ such that the distance between $U A V_{B}$ and $U A V_{A}$ is always at least $d_{\min }$ until $U A V_{A}$ enters the intersection, $U A V_{B}$ should know the rates that $U A V_{A}$ will use from $t_{j+1}$ until it enters the intersection. However, $U A V_{B}$ cannot obtain this information since $U A V_{A}$ determines the acceleration rate it will use only one $\Delta t$ in
advance, just like $U A V_{B}$. This means, $U A V_{A}$ determines $r_{A, j+1}$ at $t_{j}$. Hence, at $t_{j}, U A V_{B}$ only knows $r_{A, j-1}$.

To address this problem, we assume that $U A V_{A}$ decelerates at the fastest possible rate, $d r_{\text {max }}$, from $t_{j+1}$ until its stops. We assume this case since the distance between them at any time in the future will be greater than $d_{\min }$ when $U A V_{A}$ either accelerates or decelerates at a rate smaller than $d r_{\text {max }}$.

Now we will explain how to determine $r_{B, j+1}$. At $t_{j}$, the available parameters are $s_{A, j}, s_{B, j}, d_{A, B, j}, r_{A, j}, r_{B, j}$. From those values, we can get $s_{A, j+1}, s_{B, j+1}$, and $d_{A, B, j+1}$. As an example, consider the values of $r_{A, j}, r_{B, j}$, and $d_{A, B, j+1}$ shown in Figure 2 and set $d_{\text {min }}$ as 1 m . The blue dashed lines represent the distance travelled by $U A V_{A}$ from $t_{j+1}$ assuming it will slow down using $d r_{\max }$ until it stops. A dashed line in the figure means the UAV decelerates at $d r_{\max }$. Since we assume that $U A V_{A}$ will slow down at $d r_{\text {max }}$ until it stops, $U A V_{B}$ should also slow down until it stops to avoid collision with $U A V_{A}$. One approach is to make $U A V_{B}$ slow down using $d r_{\max }$ from $t_{j+1}$ until it stops, as shown by the yellow dashed lines in the figure. While this makes the distance between them always at least $d_{\text {min }}$, we do not want $U A V_{B}$ to slow down at rate $d r_{\text {max }}$ when it can use a smaller deceleration rate that will still maintain the minimum distance from $U A V_{A}$. In this approach, as can be seen from the figure, the shortest distance between them, which is when both UAVs have stopped, is twice the value of $d_{\text {min }}$. This means $U A V_{B}$ can use a smaller deceleration rate than $d r_{\text {max }}$ and still maintain $d_{\text {min }}$. Moreover, the distance between them will be greater than the value in the example when $U A V_{A}$ does not actually slow down using $d r_{\text {max }}$ from $t_{j+1}$. Hence, to avoid this scenario, we assume that $U A V_{B}$ will slow down using $d r_{\text {max }}$ at $t_{j+2}$, as shown by the red dashed lines. Then, we get $r_{B, j+1}^{d_{\text {min }}}$, the value of $r_{B, j+1}$ such that the distance when both have stopped, $d_{A, B}^{\text {stop }}$, is equal to $d_{\text {min }}$.


Figure 2. Distance between $U A V_{A}$ and $U A V_{B}$ on different acceleration rates. The lines represent the acceleration rates of $U A V_{A}$ and $U A V_{B}$ at different time steps. A dashed line in the figure means the UAV decelerates at $d r_{\text {max }}$. The blue lines represent the acceleration rates of $U A V_{A}$, slowing down from $t_{j+1}$ until it stops. The yellow lines represent the acceleration rates of $U A V_{B}$, slowing down from $t_{j+1}$ until it stops. The red lines represent the acceleration rates of $U A V_{B}$, slowing down starting at $t_{j+2}$ until it stops. The value of $d_{A, B}^{\text {stop }}$ is equal to $d_{\text {min }}$ when $U A V_{A}$ and $U A V_{B}$ follow the acceleration rates represented by the blue and yellow lines respectively. The green lines represent the acceleration rate of $U A V_{B}$ when $r_{B, j+1}$ is equal to $r_{\text {max }}$ and then it decelerates using $d r_{\text {max }}$ at $t_{j+2}$. In this case, $U A V_{B}$ collides with $U A V_{A}$ before $t_{j+3}$.

We also show another scenario, as shown by the green solid line, wherein the distance travelled by $U A V_{B}$ when $r_{B, j+1}$ is equal to $r_{\text {max }}$ to show that there can be collision even when $d_{A, B, j+2}$ is greater than $d_{\min }$. In this scenario, even though $d_{A, B, j+2}$ is greater than $d_{\text {min }}$, $U A V_{B}$ will collide with $U A V_{A}$ before $t_{j+3}$ even when $U A V_{B}$ will decelerate using $d r_{\text {max }}$ at $t_{j+2}$. This happens when $s_{B, j+2}$ is greater than $s_{A, j+2}$ because this makes $d_{B, j+2}$ greater than $d_{A, j+2}$. Hence, we must make sure that distance between them is always at least $d_{\min }$ until they both have stopped.

Therefore, $U A V_{B}$ should use a rate less than or equal to $r_{B, j+1}^{d_{m i n}}$ for the distance between them to be always at least $d_{\min }$. However, $U A V_{B}$ cannot just use any rate less than or equal to $r_{B, j+1}^{d_{\text {min }}}$. The speed of $U A V_{B}$ at $t_{j+2}$ should not exceed $s_{\max }$ and the rate must not exceed $r_{\text {max }}$. Considering this, let $r_{B, j+1}^{s_{\max }}$ be the rate that will make $s_{B, j+2}$ equal to $s_{\max }$. Then, the rate that $U A V_{B}$ will use at $t_{j+1}$ is

$$
\begin{equation*}
r_{B, j+1}=\min \left(r_{B, j+1}^{s_{\max }}, r_{B, j+1}^{d_{\text {min }}}, r_{\text {max }}\right) \tag{5}
\end{equation*}
$$

Note that this is to be done by $U A V_{B}$ every $\Delta t$ as long as there is a UAV ahead. Hence, if there is still UAV ahead at the next discrete time instant, then $U A V_{B}$ determines $r_{B, j+1}$ again using the same approach and the new values of $s_{A, j}, s_{B, j}, d_{A, B, j}, r_{A, j}$, and $r_{B, j}$.

We now show how to determine $r_{B, j+1}^{d_{\text {min }}}$. Let $d_{A, j+1}^{\text {stop }}$ be the distance $U A V_{A}$ will travel from $t_{j+1}$ until it stops and let $d_{B, j+2}^{\text {stop }}$ be the distance $U A V_{B}$ will travel from $t_{j+2}$ until it stops. Then,

$$
\begin{equation*}
d_{A, B}^{\text {stop }}=d_{A, B, j+1}+d_{A, j+1}^{\text {stop }}-\left(d_{B, j+1}+d_{B, j+2}^{\text {stop }}\right) \tag{6}
\end{equation*}
$$

From the equations of velocity, the values of $d_{A, j}$ and $d_{B, j}$ are obtained by

$$
\begin{equation*}
d_{U, j}=s_{U, j} \Delta t+\frac{r_{U, j} \Delta t^{2}}{2} \tag{7}
\end{equation*}
$$

From Equations (6) and (7),

$$
\begin{gather*}
d_{\text {min }}=d_{A, B, j+1}+d_{A, j+1}^{s t o p}-s_{B, j+1} \Delta t-\frac{r_{B, j+1}^{d_{\text {min }}} \Delta t^{2}}{2}-d_{B, j+2}^{s t o p}  \tag{8}\\
r_{B, j+1}^{d_{\text {min }}}=\frac{-b+\sqrt{b^{2}-4 a c}}{2 a} \tag{9}
\end{gather*}
$$

where

$$
\begin{gather*}
a=\Delta t^{2},  \tag{10}\\
b=\Delta t^{2} a r_{\text {min }}+2 s_{B, j+1} \Delta t  \tag{11}\\
c=2 d r_{\max }\left(d_{A, B, j+1}+d_{A, j+1}^{s t o p}-d_{\min }-s_{B, j+1} \Delta t\right)+s_{B, j+1}{ }^{2} . \tag{12}
\end{gather*}
$$

### 4.2. Entering the Intersection as Scheduled

When $U A V_{B}$ is in the queueing zone and there is no UAV ahead in the queueing zone, $U A V_{B}$ must adjust its speed such that it can enter the intersection at the scheduled time. The time it will spend from $t_{j}$ until it enters the intersection, $t_{B, j}^{i n t e r}$, must be equal to $t_{B, j}^{s c h e d}$, the time it is scheduled to enter the intersection from $t_{j}$. The value of $t_{B, j}^{\text {inter }}$ depends on the speed of $U A V_{B}$ in the queueing zone and acceleration zone. In short, $U A V_{B}$ uses a constant rate from $t_{j+1}$ until it reaches the exit of the queueing zone, $r_{B, j+1}^{q z}$ where $r_{\min } \leq r_{B, j+1}^{q z} \leq r_{\max }$. Afterwards, it may spend some time waiting at the entrance of the acceleration zone. After it enters the acceleration zone, it accelerates at rate $r_{\max }$ until its speed reaches $s_{\max }$. Then, it maintains its speed at $s_{\max }$ until it reaches the intersection. To be more specific, the
different scenarios on how $U A V_{B}$ will behave at the queueing zone and acceleration zone based on $r_{B, j+1}^{q z}$ are listed below.

- Scenarios for which $r_{B, j+1}^{q z}$ is less than zero
- Scenario 1: $U A V_{B}$ slows down at rate $r_{B, j+1}^{q z}$ from $t_{j+1}$ until it reaches the entrance of the acceleration zone. It reaches the entrance of acceleration zone with speed equal to zero. Then, it waits for some time before it enters the acceleration zone. In the acceleration zone, it accelerates at rate $r_{\max }$ until its speed reaches $s_{\max }$. Then, it maintains its speed until it enters the intersection.
- Scenario 2: $U A V_{B}$ slows down at rate $r_{B, j+1}^{q z}$ from $t_{j+1}$ until it reaches the entrance of the acceleration zone with speed equal to zero. Then, it immediately enters the acceleration zone and then accelerates at rate $r_{\max }$ until its speed reaches $s_{\max }$. Then, it maintains its speed until it enters the intersection.
- $\quad$ Scenario 3: $U A V_{B}$ slows down at rate $r_{B, j+1}^{q z}$ from $t_{j+1}$ until it reaches the entrance of the acceleration zone. It reaches the entrance of acceleration zone with speed greater than zero. Then, it enters the acceleration zone and accelerates at rate $r_{\max }$ until its speed reaches $s_{\max }$. Then, it maintains its speed until it enters the intersection.
- Scenarios for which $r_{B, j+1}^{q z}$ is equal to zero
- Scenario 4: $U A V_{B}$ maintains its speed in the queueing zone, which is less than $s_{\max }$. Then, it enters the acceleration zone and accelerates at rate $r_{\max }$ until its speed reaches $s_{\max }$. Then, it maintains its speed until it enters the intersection.
- Scenario 5: $U A V_{B}$ maintains its speed in the queueing zone, which is equal to $s_{\max }$. Then, it enters the acceleration zone and maintains its speed until it enters the intersection.
- Scenarios for which $r_{B, j+1}^{q z}$ is greater than zero
- Scenario 6: $U A V_{B}$ accelerates at rate $r_{B, j+1}^{q z}$ from $t_{j+1}$ until it reaches the entrance of the acceleration zone. It reaches the entrance of the acceleration zone with speed less than $s_{\max }$. In the acceleration zone, it accelerates at rate $r_{\max }$ until its speed reaches $s_{\max }$. Then, it maintains its speed until it enters the intersection.
- Scenario 7: $U A V_{B}$ accelerates in the queueing zone at rate $r_{B, j+1}^{q z}$ from $t_{j+1}$ until it reaches the entrance of the acceleration zone with speed equal to $s_{\max }$. Then, it maintains its speed until it enters the intersection.
Let $t_{B, j}^{q z}$ be the time $U A V_{B}$ will spend in the queueing zone from $t_{j}$. Let $t_{B}^{\text {wait }}$ be the time it will spend waiting at the entrance of the acceleration zone. Let $t_{B}^{a z}$ be the time it will spend in the acceleration zone. Thus,

$$
\begin{equation*}
t_{B, j}^{\text {inter }}=t_{B, j}^{q z}+t_{B}^{w a i t}+t_{B}^{a z} . \tag{13}
\end{equation*}
$$

Note that $t_{B}^{w w i t}$ can be greater than zero only when its speed at the entrance of the acceleration zone is zero, as described in Scenario 1. For $U A V_{B}$ to enter the intersection as scheduled, $U A V_{B}$ needs to determine $t_{B}^{\text {wait }}$ and $r_{B, j+1}^{q z}$ such that $t_{B, j}^{s c h e d}$ is equal to $t_{B, j}^{\text {inter }}$. For this, we first determine if $U A V_{B}$ should slow down until it stops at the entrance of the acceleration zone as described in Scenario 1 and Scenario 2. To do this, we get $t_{B, j}^{* i n t e r}$, the value of $t_{B, j}^{\text {inter }}$ when $t_{B}^{\text {wait }}=0$ and $r_{B, j+1}^{q z}=r_{B, j+1}^{\text {stop }}$, where $r_{B, j+1}^{\text {stop }}$ is the negative acceleration rate that will make the speed of $U A V_{B}$ at the entrance of the acceleration zone equal to zero.

In the queueing zone, $U A V_{B}$ will change its speed from $s_{B, j+1}$ to $s_{B}^{a z e n}$, the speed of $U A V_{B}$ when it reaches the entrance of the acceleration zone. Hence,

$$
\begin{equation*}
t_{B, j}^{q z}=\Delta t+\frac{s_{B}^{a z e n}-s_{B, j+1}}{r_{B, j+1}^{q z}} \tag{14}
\end{equation*}
$$

Let $t_{B}^{a c c}$ be the time it will take to accelerate from $s_{B}^{a z e n}$ to $s_{\max }$ in the acceleration zone. Let $d_{B}^{a c c}$ be the distance it will travel while accelerating from $s_{B}^{\text {azen }}$ to $s_{\max }$. Let $t_{B}^{\text {maintain }}$ be the time it will take to reach the exit of the acceleration zone while maintaining its speed after reaching $s_{\max }$. Then,

$$
\begin{align*}
& t_{B}^{a c c}=\frac{s_{\max }-s_{B}^{a z e n}}{r_{\max }}  \tag{15}\\
& d_{B}^{a c c}=\frac{s_{\max }^{2}-s_{B}^{a z e n} 2}{2 r_{\max }}  \tag{16}\\
& t_{B}^{\text {maintain }}=\frac{l_{a z}-d_{B}^{a c c}}{s_{\max }}  \tag{17}\\
& t_{B}^{a z}=t_{B}^{a c c}+t_{B}^{\text {maintain }} \tag{18}
\end{align*}
$$

We now show how to determine $r_{B, j+1}^{q z}$ and $t_{B}^{w a i t}$ based on the value of $t_{B, j}^{* i n t e r}$. For this we consider three cases as listed below.
(1) $t_{B, j}^{* \text { inter }}<t_{B, j}^{\text {sched }}$

If $t_{B, j}^{* i n t e r}<t_{B, j}^{\text {sched }}$, then this means $U A V_{B}$ will enter the intersection earlier than scheduled when it will slow down until stop and then immediately enters the acceleration zone. Thus, it must spend some time at the entrance of the acceleration zone, as described in Scenario 1. Hence, $r_{B, j+1}^{q z}=r_{B, j+1}^{\text {stop }}$ and $t_{B}^{\text {wait }}$ is obtained by

$$
\begin{equation*}
t_{B}^{w a i t}=t_{B, j}^{s c h e d}-t_{B, j}^{q z}-t_{B}^{a z} \tag{19}
\end{equation*}
$$

(2) $t_{B, j}^{* i n t e r}=t_{B, j}^{\text {sched }}$

If $t_{B, j}^{* i n t e r}=t_{B, j}^{s c h e d}$, then it will enter the intersection as scheduled when it will use rate of $r_{B, j+1}^{\text {stop }}$ and enter the acceleration zone immediately, as described in Scenario 2. Hence, $r_{B, j+1}^{q z}=r_{B, j+1}^{\text {stop }}$ and $t_{B}^{w a i t}=0$.
(3) $t_{B, j}^{* \text { inter }}>t_{B, j}^{\text {sched }}$

If $t_{B, j}^{* i n t e r}>t_{B, j}^{s c h e d}$, then this means $U A V_{B}$ will enter the intersection at a later time than scheduled when it will use a rate of $r_{B, j+1}^{\text {stop }}$. Hence, $U A V_{B}$ must enter the acceleration zone at an earlier time and should use a rate higher than $r_{B, j+1}^{\text {stop }}$. Using a rate higher than $r_{B, j+1}^{\text {stop }}$ will make the speed of $U A V_{B}$ at the entrance of the acceleration zone greater than zero, thus $t_{B}^{w a i t}=0$. From Equations (13) and (14), the value of $r_{B, j+1}^{q z}$ that will make $t_{B, j}^{s c h e d}$ equal to $t_{B, j}^{\text {inter }}$ is

$$
\begin{equation*}
r_{B, j+1}^{q z}=\frac{s_{B}^{a z e n}-s_{B, j+1}}{t_{B, j}^{s c h e d}-t_{B}^{a z}-\Delta t} \tag{20}
\end{equation*}
$$

If $r_{B, j+1}^{q z}<0$, then $U A V_{B}$ will behave as described in Scenario 3. If $r_{B, j+1}^{q z}=0$, then it will behave as described in Scenario 4 when $s_{B, j+1}<s_{\max }$, while it will behave as described in Scenario 5 when $s_{B, j+1}=s_{\max }$. If $r_{B, j+1}^{q z}>0$, then it will behave as described in Scenario 6 when $s_{B}^{a z e n}<s_{\max }$, while it will behave as described in Scenario 7 when $s_{B}^{a z e n}=s_{\max }$.

## 5. Paths of a UAV in the Intersection

We define the allowed movements in the intersection to reduce the avoidable complexity in the trajectories of the UAVs. Figure 3 shows the UAVs' allowed paths in the intersection in two-dimensional (2D) view based on their entrance lanes. If a UAV is to turn left, it should enter the intersection only through the two left-most entrance lanes. If it is to move straight, it will take the middle or second to the right-most lane. If it is to turn right, it will only take the right-most lane. UAVs can only enter and exit the intersection through the middle layer. This rule is applied to all the entrance ways.


Figure 3. Allowed paths of UAVs based on entrance lane.
The allowed movements in the 3D intersection are shown in Figure 4. The allowed movements are left turn, move forward, right turn, move downward then turn left, move downward then forward, move upward then turn left, and move upward then forward. The movements in Figure 4 are for UAVs entering the south way. Similar movements are to be followed by UAVs entering from other ways.

From the allowed paths shown in Figure 3, some movements will not be allowed for a UAV based on its entrance lane. For example, if a UAV is at the left most lane, then it cannot turn right in the intersection. Also, note that a UAV that will turn right can only enter the intersection from the right most lane, thus it will exit the intersection immediately and it can only move as shown in Figure 4c.

To define the positions of the UAVs while moving in the intersection, the intersection is divided into blocks, and we define one waypoint at the center of each side of every block. The waypoints of the blocks are the black circles in the Figure 4. A block's length and width are equal to the lane's width while its height is equal to the layer's height. For simplicity, we assume a block has equal dimensions. When a UAV moves in the intersection, a movement should start with the UAV's center at the waypoint of a block and end with the UAV's center at the waypoint of the next block in the path. However, there is an exception that is, when the block is connected to the exit lane, then the UAV will not enter another block, but instead it will exit the intersection. For example, if a UAV is to turn left, as shown in Figure 4a, it will enter the waypoint at the back side of the current block. Then, it will turn to the left while maintaining its altitude until it reaches the waypoint at the right side of the next block in the path.


Figure 4. Possible movements of a UAV in the intersection (a) Turn left on the same layer (b) Move forward on the same layer (c) Turn right on the same layer (d) Move down then turn left (e) Move down then forward (f) Move up then turn left (g) Move up then forward.

The turning movements in Figure $4 \mathrm{a}, \mathrm{c}$ follow the arc of a circle with radius equal to the half of the block's width and angle of 90 degrees. The turning movements in Figure $4 \mathrm{~d}-\mathrm{g}$ follow the arc of a circle with radius equal to the half of the height of the block and angle of 90 degrees.

## 6. Scheduling Scheme

Scheduling a UAV means planning for a UAV's path and entrance time in the intersection. There are multiple possible paths that a UAV can take since the intersection is multi-layered. For that reason, the goal is to find a path such that the UAV can exit the intersection the fastest.

In path finding, a graph represents the environment where the path is searched. A graph consists of a set of nodes and edges that connect them, while a path is a sequence of nodes from the start node to the end node.

In our scheduling scheme, we find a path in a graph where the nodes are the waypoints of the blocks, and the edges are the movements of the UAV in the intersection. For example, when a UAV is to move left and will enter the left-most lane, the graph where a path is to be searched is shown in Figure 5. The black circles represent the nodes, the blue lines represent the edge from a node to another node in a lower layer, the red lines represent the edge from one node to a node in a higher layer, and the green lines represent the edge from one node to another node in the same layer. The start node is the node at the entrance of the intersection, while the end node is the node at the exit of the intersection. To show the graph more closely, we show its y-z view in Figure 6.


Figure 5. 3D view of graph to be searched for a UAV entering from the left-most entrance lane.


Figure 6. y-z view of Figure 5.
Along with path finding, we implement the reservation-based scheduling approach to allow multiple UAVs to be scheduled in the intersection at the same time without collision. In this approach, multiple UAVs can be in the intersection without collision by reserving a space in the intersection to one UAV at a time. Thus, we divide the intersection into cubes to discretize the space in the intersection that will be reserved by the UAVs. Note that in this paper, the cubes are not the same with the blocks and a block can contain multiple cubes.

To explain how reservation-based scheduling is implemented along with pathfinding, suppose we are finding a path for a UAV, let node ${ }_{n}$ be the node currently visited and let node $_{s}$ be the successor node of noden. A successor node of noden is a node that can be directly visited from node ${ }_{n}$. Before node $_{s}$ can be included in the path finding, the cubes that the UAV will pass through when it will travel from node $e_{n}$ to node $e_{s}$ must not be reserved by other UAVs. We will discuss the scheduling scheme in detail in Section 6.3.

To keep track of which cubes are reserved by which UAVs and at the times they are reserved, we use red-black trees [56] to store the reservations at each cube. Each cube has a red-black tree that contains the reservations on the cube. An example of a red-black tree is shown in Figure 7. One node of the red-black tree represents a reservation of a UAV. A node contains the reserved arrival and departure times of a UAV on that cube with respect to the current simulation time.


Figure 7. Example red-black tree of a cube.
If there are multiple UAVs to be scheduled, the UAVs are scheduled in sequence. It is important to note that the sequence of the UAVs has an effect on the UAVs' schedules. For example, we schedule $\left\{U A V_{1}, U A V_{2}, U A V_{3}\right\}$ in order. Since $U A V_{1}$ is scheduled first, the available cubes that $U A V_{2}$ can reserve depends on the reserved cubes by $U A V_{1}$. Likewise, the available cubes to $U A V_{3}$ depends on the reservations of $U A V_{1}$ and $U A V_{2}$. Therefore, we implement genetic algorithm to decide the scheduling sequence that will be used. The implementation of genetic algorithm will be discussed in the next subsection.

### 6.1. Using Genetic Algorithm to Decide the Scheduling Sequence

Genetic algorithm is used to decide the sequence of UAVs in scheduling. To apply the genetic algorithm, one UAV is represented as a gene and one chromosome represents a sequence of the UAVs in scheduling. Hence, the size of a chromosome is equal to the number of UAVs to be scheduled.

For the first generation, we generate $C$ chromosomes to create different sequences of UAVs. We have a condition when generating a chromosome that for UAVs that are in the same lane, the UAV ahead should appear first in the chromosome so that it will be scheduled first. Then, the UAVs are temporarily scheduled according to their order in the chromosome. We will discuss how we schedule a UAV in Section 6.3. We temporarily schedule the UAVs since the final schedule will be based on the best chromosome. After scheduling all UAVs in a chromosome, we compute the chromosome's fitness value based on the objective function. The objective is to minimize

$$
\begin{equation*}
\sum_{U=1}^{m} t_{\text {travel }_{U}} \tag{21}
\end{equation*}
$$

where $t_{\text {travel }}$ is the travel time of $U A V_{U}$ from the time it sent request until it exits the intersection and $m$ is the total number of UAVs scheduled in the current scheduling instant.

Then, we select the chromosomes with the top fifty percent highest fitness values. From the chosen top chromosomes, we perform crossovers and mutations to generate new chromosomes and complete the population of $C$ chromosomes for the next generation. These processes are performed repeatedly to improve the fitness values of the chromosomes. The genetic algorithm is terminated when it reaches Gth generation. The final scheduling sequence of the UAVs will be based on the best chromosome of the Gth generation.

### 6.2. Tasks of the Intersection Manager

In summary, the tasks of the intersection manager at every scheduling epoch are to schedule the UAVs, to send the responses to the UAVs, and to update the times of the saved reservations for the next scheduling epoch. A response to a UAV includes its scheduled time to enter the intersection and the path in the intersection that it must follow.

The scheduling scheme implements a genetic algorithm to find the best scheduling sequence. After choosing the best sequence, the intersection manager finalizes the reservations for the best sequence by saving the reservations to the respective cubes' red-black trees. Then, the intersection manager sends responses to the UAVs. The stored reservation times are relative to the current scheduling epoch, thus to prepare for the next scheduling epoch, we update the stored reservation times by decreasing their values by $k \Delta t$. Also, a UAV's reservation to a cube will be deleted if the reserved departure time of the UAV is less than or equal to zero, which means the UAV has already passed through that cube. The summary of the scheduling done at every $k \Delta t$ is shown in Figure 8.


Figure 8. Summary of the tasks of the intersection manager every $k \Delta t$.

### 6.3. Scheduling a UAV

When scheduling a UAV, the intersection manager decides the time that the UAV will enter the intersection and the path of the UAV in the intersection. Denote $t_{e}$ as the earliest time that the UAV can reach the entrance of the intersection, then the UAV can be scheduled to enter the intersection any time from $t_{e}$ as long as its path in the intersection does not conflict with other UAVs. The paths without conflict depend on the time the UAV will enter
the intersection because the reserved cubes of the other UAVs change over time. Hence, to decide the time that the UAV will enter the intersection, we plan the path of the UAV on different intersection entrance times and choose the path with the fastest intersection exit time.

Specifically, we plan the path of the UAV in the intersection given the entrance time to the intersection $t_{\text {inter }}$, where $t_{\text {inter }}^{l b} \leq t_{\text {inter }} \leq t_{\text {inter }}^{u b} . t_{\text {inter }}^{l b}$ is the earliest time that the UAV can enter the intersection and $t_{\text {inter }}^{u b}$ is the latest time that the UAV can enter the intersection such that it is possible to find the fastest path in the intersection. If there is a UAV ahead, then it can enter the intersection only after the UAV ahead has entered the intersection. Otherwise, then it can enter the intersection at the time it will arrive at the entrance of the intersection given that it will not experience delay from the time it sent its request. Thus,

$$
\begin{equation*}
t_{\text {inter }}^{l b}=\max \left(t_{a}, t_{e}\right) \tag{22}
\end{equation*}
$$

where $t_{a}$ is the reserved departure time of the UAV ahead from the first cube it will occupy in the intersection and $t_{e}$ is the earliest time that the UAV can reach the entrance of the intersection, assuming that it will not experience delay from the time it sent its request.

The pseudocode of the algorithm for scheduling a UAV is in Algorithm 1. In Algorithm 1, we initially set $t_{\text {inter }}$ to $t_{\text {inter }}^{l b}$, set $t_{\text {inter }}^{u b}$ to null and set path $P$ as an empty set where $P$ will contain the nodes of the path that the UAV will use. Then, we find a path given that the UAV will enter the intersection at $t_{\text {inter }}$ through the function findfastestpath. Details on findfastestpath will be discussed in the next subsection. In the algorithm, we find a path iteratively until $t_{\text {inter }}$ reaches the upper bound $t_{i n t e r}^{u b}$. The value of $t_{\text {inter }}$ is increased by $\Delta t$ at each iteration. At each iteration, if a new path newP is found and the newP's exit time is faster than the exit time of current $P$, set the new $P$ as $P$ and assign

$$
\begin{equation*}
t_{i n t e r}^{u b}=t_{\text {exit }}^{P}-t_{m l} . \tag{23}
\end{equation*}
$$

where $t_{\text {exit }}^{P}$ is $P^{\prime}$ s time to exit the intersection and $t_{m l}$ is the travel time in the intersection when the path passes only across the middle layer. After finding the fastest path, we reserve the cubes that the UAV will occupy in $P$. A UAV is reserved to a cube by inserting an associated node to the red-black tree of the cube.

```
Algorithm 1 Scheduling a UAV
    scheduleUAV (UAV ID, UAV's size, UAV's lane, time the request was sent)
    Get \(t_{\text {inter }}^{l b}\)
    \(t_{\text {inter }}=t_{\text {inter }}^{l b}\)
    Set \(P\) as empty set
    Set \(t_{i n t e r}^{u b}\) as null
    while \(t_{\text {inter }}^{u b}\) is null or \(t_{\text {inter }}<t_{\text {inter }}^{u b}\)
        new \(P \leftarrow\) findfastestpath \(\left(t_{\text {inter }}, \mathrm{UAV}^{\prime}\right.\) s size, \(\mathrm{UAV}^{\prime}\) s lane \()\)
        if \(P\) is null or new \(P^{\prime}\) s exit time \(<P^{\prime}\) s exit time then
                \(P \leftarrow\) new \(P\)
                \(t_{\text {inter }}^{u b}=t_{\text {exit }}^{P}-t_{m l}\)
        end if
        \(t_{\text {inter }}=t_{\text {inter }}+\Delta t\)
    end while
    reserve the cubes the UAV will occupy in \(P\)
```

To explain the value assigned to $t_{i n t e r}^{u b}$ in Equation (23), let $t_{i n t e r, i}$ be the value of $t_{\text {inter }}$ on the $i$ th iteration of findfastestpath, while let $t_{\text {path, } i}$ and $t_{\text {exit, } i}$ be the travel time in the intersection and the exit time from the intersection of the path found in $i$ th iteration, respectively. Then,

$$
\begin{equation*}
t_{\text {exit }, i}=t_{\text {inter }, i}+t_{\text {path }, i} . \tag{24}
\end{equation*}
$$

At $j$ th iteration where $j>i$, even though the UAV will enter the intersection at a later time than $t_{\text {inter, } i}$, the value of $t_{\text {exit, } j}$ will still be smaller than $t_{\text {exit, } i}$ when $t_{\text {inter }, j}+t_{\text {path }, j}<t_{\text {exit, },}$, which is when $t_{\text {inter }, j}<t_{\text {exit }, i}-t_{\text {path }, j}$. In other words, assuming we found a faster path at the $i$ th iteration and we set this path as $P$ and set $P^{\prime}$ s time to exit the intersection as $t_{\text {exit }}^{P}$, then a path found in the later iteration $j$ is faster than $t_{\text {exit }}^{P}$ only when $t_{\text {inter }, j}<t_{\text {exit }}^{P}-t_{\text {path, }, j}$. We know that the path that passes only across the middle layer is the path with the fastest travel time in the intersection, hence the smallest possible value of $t_{\text {path, } j}$ is $t_{m l}$. Thus, we only need to find path while $t_{\text {inter }}<t_{e x i t}^{P}-t_{m l}$. For that reason, we set new value to $t_{i n t e r}^{u b}$ using Equation (23) every time a new faster path is found.

- Finding the fastest path in the intersection: findfastestpath

Given UAV's size, UAV's entrance lane, and $t_{\text {inter }}$, the function findfastestpath, finds the path that will make the UAV exit the intersection the fastest. To start the path finding, we define the graph where a path will be searched based on the UAV's entrance lane (e.g., Figure 5). Then from the graph, we find a path from the start node to the end node with the fastest travel time in the intersection given that the UAV will enter the intersection at $t_{\text {inter }}$.

The path finding is done using modified $\mathrm{A}^{*}$ search. $\mathrm{A}^{*}$ search is a path finding algorithm that finds the path from the start to the end node with the smallest cost (e.g., shortest time or shortest distance). Suppose node $e_{n}$ is the currently visited node in A* search, the next node to be visited is the successor node, node ${ }_{s}$, with the smallest cost

$$
\begin{equation*}
f(s)=g(s)+h(s) \tag{25}
\end{equation*}
$$

where $g(s)$ is the length of the path from start node to nodes and $h(s)$ is the Manhattan distance from $n^{n o d e}$ s to end node. In addition, there is an open list and a closed list in A* search to keep track of the visited nodes. The nodes that are yet to be visited are in the open list, while the nodes that were already visited are in the closed list. The nodes in the closed list will not be visited anymore.

In our path finding algorithm, even though there is an edge between node ${ }_{n}$ and node ${ }_{s}$, a path can be made from node $_{n}$ to node $_{s}$ only when the UAV can travel from node $e_{n}$ to node $e_{s}$ without conflict with other reservations. This depends on the time the UAV will arrive at node $_{n}$ which depends on $t_{\text {inter }}$ and the previously visited nodes from start node to node ${ }_{n}$. Also, in our approach, even if node $_{n}$ was already previously visited, it can still be visited later if the nodes in the path from the start node to node $_{n}$ are different. Hence, we do not need to maintain a closed list since previously visited nodes can still be visited again. Note that the complexity of our algorithm is worse than $\mathrm{A}^{*}$, since a node can be visited more than once. The complexity will be further discussed in Section 7.1. The similarity of our algorithm with the $\mathrm{A}^{*}$ is that among the successor nodes of node ${ }_{n}$, the next node to be visited is the node with minimum value of $f(s)$ as defined in Equation (25).

Now we will explain our path finding approach. First, we add the start node to the open list. While open list is not empty, set node $n_{n}$ as the node from the open list with minimum $f(n)$. For each successor nodes of node $e_{n}$, we check if the path from node ${ }_{n}$ to node ${ }_{s}$ does not conflict with other UAVs by calling the function checkPathtoSuccessor. It will return true if UAV can go from node $_{n}$ to nodes without conflict. Otherwise, it will return false. Details on checkPathtoSuccessor will be discussed in the next subsection. If there is no conflict, then the UAV can move from node $_{n}$ to node ${ }_{s}$, so we assign values to $h(s), g(s), f(s)$, and set node ${ }_{n}$ as the parent of nodes. Then, we add node $e_{s}$ to the open list. The nodes are repeatedly visited in this way until the end node is reached or when the open list is empty, which means no path is found. If the end node is reached, we obtain the path from start node to end node by backtracking the parents of the nodes starting from the end node until start node. The returned value $P$ is the set of nodes from start node to end node. In summary, the pseudocode of the path finding algorithm is in Algorithm 2.

```
Algorithm 2 Finding the fastest path from start node to end node given the UAV will enter the
intersection at \(t_{\text {inter }}\)
findfastestpath( inter, \(\mathrm{UAV}^{\prime}\) s size, UAV's lane)
    open list \(=\{\) start node \(\}\)
    while open list is not emtpy
        set \(n o d e_{n}\) as node from open list with minimum \(f(n)\)
        remove node \({ }_{n}\) from open list
        for each noden \(_{n}\) 's successor node \(_{s}\)
            noConflict \(\leftarrow\) checkPathtoSuccessor (node \({ }_{n}\), node \(_{s}, t_{\text {inter }}, g(n)\), UAV size \()\)
            if noConflict is true then
            \(g(s)=g(n)+\) length of the path from node \(n\) to node \(_{s}\)
            \(h(s)=\) manhattan distance from node \(_{s}\) to end node
            \(f(s)=g(s)+h(s)\)
            set node \(_{n}\) as parent of nodes
            if node \(_{s}\) is end node then stop search
            else add node \(_{s}\) to open list
            end if
        end if
        end for
    end while
    if end node is reached then
        get path \(P\) from start node to end node
        return \(P\)
end if
```

- Checking the path between nodes: checkPathToSuccessor

Before nodes $_{s}$ can be included in the path finding, we need to check if the path from currently visited node $e_{n}$ to nodes does not conflict with other reservations. This means all of the cubes that the UAV will pass through from node $_{n}$ to node ${ }_{s}$ must not be reserved by other UAVs at the time the UAV being scheduled will occupy them. Let $r c$ be the set of cubes that it will occupy when it travels from node $_{n}$ to node ${ }_{s}$, let $r t a$ be the set containing the earliest possible arrival times to each cube in $r c$ and let $r t d$ be set containing the latest possible departure times from each cube in $r c$. How to determine the values of $r c, r t a$, and $r t d$ will be explained in the next subsection.

The times in $r t a$ and $r t d$ are relative from the time the UAV is at node $e_{n}$. Hence, the values in $r t a$ and $r t d$ must be adjusted by adding the time the UAV will arrive at node ${ }_{n}$. The time the UAV will arrive at node ${ }_{n}$ is equal to the time it will enter the intersection, $t_{i n t e r}$, plus the time it will spend traveling from the start node until node ${ }_{n}$. The time it will spend traveling from the start node to node $_{n}$ depends on the length of the path from start node to $\operatorname{mode}_{n}$ and the speed of the UAV in the intersection. Recall that UAVs can travel at any speed within $\left[s_{\text {min }}, s_{\max }\right.$ ]. If the UAV moves at $s_{\max }$ in the intersection, then it will arrive and depart from node $_{n}$ at the earliest time possible while if it moves at $s_{\text {min }}$, then it will arrive and depart from node $_{n}$ at the latest time possible. To guarantee collision avoidance on any speed that UAV might take between the allowed speed range, we reserve the cube to the UAV from the earliest possible time it will arrive at the cube until the latest possible time it will depart the cube. Thus, we get $t_{n}^{s_{\max }}$, the time the UAV will reach node ${ }_{n}$ if it will travel at $s_{\max }$ in the intersection and we also get $t_{n}^{s_{\min }}$ the time the UAV will reach node $e_{n}$ if it will travel at $s_{\min }$ in the intersection. The value of $t_{n}^{s_{\max }}$ is added to every value in $r t a$, while is $t_{n}^{s_{\text {min }}}$ added to every value in $r t d$.

$$
\begin{align*}
& t_{n}^{s_{\text {max }}}=t_{\text {inter }}+\frac{g(n)}{s_{\max }}  \tag{26}\\
& t_{n}^{s_{\text {min }}}=t_{\text {inter }}+\frac{g(n)}{s_{\min }} \tag{27}
\end{align*}
$$

After updating the values in $r t a$ and $r t d$, we will now check the availability of the cubes. For each cube $k$ in $r c$, we check $r c_{k}$ 's red-black tree if there are no other reservations that will conflict from $r t a_{k}$ to $r t d_{k}$ where $r t a_{k}$ is the earliest possible arrival time to $r c_{k}$ and $r t d_{k}$ is the latest possible departure time from $r c_{k}$. Note that a conflict does not mean that there will be sure collision. However, to make sure there will be no collision on any speed the UAV might take within $\left[s_{\min }, s_{\max }\right.$ ], then there must be no conflict to all of the cubes in $r c$ for the UAV to be able to travel from node $_{n}$ to node $_{s}$. If at least one cube has conflict, then we stop checking for the other cubes in $r c$.

To check for conflict at cube $r c_{k}$, the red-black tree of $r c_{k}$ is traversed to check the arrival and departure times of the current reservations at $r c_{k}$. The current reservations' arrival and departure times must not overlap with $\left[r t a_{k}, r t d_{k}\right]$. To explain this in detail, let $T$ be the red-black tree of $r c_{k}$, let $x$ be a node in $T$, let $x_{t a}$ be the arrival time of node $x$, let $x_{t d}$ be the departure time of node $x$, let $x_{l}$ be the left node $x$, and let $x_{r}$ be the right node $x$. We traverse the nodes of $T$ until there is conflict or until the end of the tree has been reached. First, we set $x$ to the root of $T$. If $r t d_{k} \leq x_{t a}$, we go to the left of $x$ hence $x=x_{l}$. However, if $r t a_{k} \geq x_{t d}$, we go to the right of $x$ hence $x=x_{r}$. Otherwise, it means there is an overlap with $\left[r t a_{k}, r t d_{k}\right]$, so the cube is not available. Algorithm 3 shows the pseudocode of checkPathtoSuccessor function.

```
Algorithm 3 Checking if the cubes the UAV will occupy from node \(_{n}\) to node \(e_{s}\) do not conflict with
other reservations
checkPathToSuccessor ( node \(_{n}\), node \(_{s}, t_{\text {inter }}, g(n)\), UAV size)
\(r c \leftarrow r c\left(\right.\) node \(_{n}\), node \(_{s}\), UAV size \()\)
\(r t a \leftarrow r t a\left(\right.\) node \(_{n}\), node \(_{s}\), UAV size \()\)
\(r t d \leftarrow r t d\left(\right.\) node \(_{n}\), node \(_{s}\), UAV size \()\)
compute \(t_{n}^{s_{\text {max }}}\)
compute \(t_{n}^{s_{\text {min }}}\)
cellAvailable \(\leftarrow\) true
for each cube \(k\) of \(r c\)
    \(r t a_{k}=r t a_{k}+t_{n}^{s_{\text {max }}}\)
    \(r t d_{k}=r t d_{k}+t_{n}^{s_{\text {min }}}\)
    \(T=k\) 's Red-Black Tree
    node \(x=\operatorname{root}\) of \(T\)
    while \(x!=\) null and cell Available is true
        if \(r t d_{k} \leq x_{t a}\) then \(x=x_{l}\)
        else if \(r t a_{k} \geq x_{t d}\) then \(x=x_{r}\)
        else cellAvailable \(\leftarrow\) false
        end if
    end while
    if cell Available is false then
        break the for loop
    end if
end for
return cell Available
```

As an example, consider the red-black tree $T$ shown in Figure 7 and consider a case where the cube is not available. The cube is not available when $r t a_{k}=15$ and $r t d_{k}=20$ since it will conflict with the values in node $e_{D}$. First, we set $x$ to the root of $T$ thus $x=$ node $_{A}$. $r t a_{k}>x_{t d}$ thus $x=x_{r}=$ node $_{C}$. Then $r t d_{k}=x_{t a}$ hence $x=x_{l}=$ node $_{D}$. Then $r t d_{k}>x_{t a}$ and $r t a_{k}<x_{t d}$, which means there is an overlap between $[15,20]$ and $[13,16]$, thus the cube is not available. Another example in which the cube is available is when $r t a_{k}=3$ and $r t d_{k}=5$. In this example, first, set $x=$ node $_{A} . r t d_{k}=x_{t a}$ hence $x=x_{l}=$ node $_{B} . r t a_{k}=x_{t d}$ hence $x=x_{r}=$ null, thus cube is available.

- Determining the cubes a UAV will occupy between nodes

We need to determine the cubes that a UAV will occupy when it travels from node ${ }_{n}$ to node $_{s}$ and the time duration it will reserve them to know which cubes should be checked
and if there will be conflict with other reservations. To determine the cubes and the time the UAV will occupy them, we simulate the movement of the UAV from node ${ }_{n}$ to node $e_{s}$ every $\Delta t$ and we get the cubes it will occupy.

Recall that UAVs can move at any speed within $\left[s_{\min }, s_{\max }\right.$ ]. If UAV moves at $s_{\max }$, then it will arrive and depart from the cubes at the earliest time possible. If it moves at $s_{\text {min }}$, then it will arrive and depart at the latest time possible. Thus, we reserve the cubes from the earliest possible arrival time until the latest departure time. Hence, the simulation is done twice. One simulation for the UAV moving at $s_{\max }$ to get the earliest arrival time, and another simulation for the UAV moving at $s_{\min }$ to get the latest departure time.

The smoothness of the UAV's movement in the simulation depends on the granularity of $\Delta t$. We get the change in position of the UAV every $\Delta t$, thus using smaller $\Delta t$, results to smoother movement of the UAV in the simulation. Consequently, we cannot capture the exact times on when a UAV arrives and departs at each cube. To deal with the accuracy error in the times the UAV will occupy the cubes, we subtract one $\Delta t$ from the arrival time to the cube and add one $\Delta t$ to the departure time from the cube. In addition, to make sure that all cubes that the UAV will pass through are obtained in the simulation when it travels at $s_{\max }$, we assign an upper bound limit to $\Delta t$ that is

$$
\begin{equation*}
\Delta t<\frac{\mathrm{UAV} \text { diameter }}{s_{\max }} \tag{28}
\end{equation*}
$$

We will now explain the implementation of the simulation. Let $r c$ be the set containing the cubes that the UAV will occupy when it travels from node $e_{n}$ to nodes. Let $r$ ta be the set containing the arrival times to each cube in $r c$ and let $r t d$ be the set containing the departure times from each cube in $r c$. Before the start of the simulation, $r c, r t a, r t d$ are initialized as empty sets, then we populate them as we do the simulation. We start the simulation with the UAV's center positioned at node $_{n}$ and set the simulation time $t_{s}$ to zero. The UAV will move with distance of $d_{\text {sim }}$ at every $\Delta t$ where

$$
d_{\text {sim }}=\left\{\begin{array}{c}
\Delta t s_{\max }, 1 \text { st simulation }  \tag{29}\\
\Delta t s_{\text {min }}, 2 \text { nd simulation }
\end{array} .\right.
$$

The cubes that the UAV occupies at the current simulation time are the cubes that intersects the UAV. For each cube that the UAV occupies at the current simulation time that is not in $r c$, we do the following: insert the cube to $r c$, insert $t_{s}-\Delta t$ to $r t a$, and insert $t_{s}+\Delta t$ to $r t d$. If the cube is already in $r c$, meaning the cube was already occupied in the previous time step, then we update its $r t d$ to the current simulation time by updating its $r t d$ to $t_{s}+\Delta t$. After getting the cubes it occupies at the current simulation time, we add $\Delta t$ to $t_{s}$ for the next time step. These steps are repeated, and the simulation ends when UAV's center has already reached nodes. The summary of the simulation algorithm is in Algorithm 4.

```
Algorithm 4 Simulation to determine the cubes a UAV will occupy when it travels from node \(_{n}\) to
nodes
getCubesToOccupy(node \({ }_{n}\), node \(_{s}, \mathrm{UAV}^{\prime}\) s size)
initialize \(r c\) as empty set
initialize \(r t a\) as empty set
initialize \(r t d\) as empty set
set simulation iteration \(i=1\)
while \(i \leq 2\)
    \(t_{s}=0\)
    if \(i\) is equal to 1 then \(d_{\text {sim }}=\Delta t s_{\text {max }}\)
    else \(d_{\text {sim }}=\Delta t s_{\text {min }}\)
    end if
    position the UAV at node \(n_{n}\)
    while UAV has not yet reached node \(_{S}\)
        move UAV by \(d_{\text {sim }}\)
        get the cubes that UAV occupies at current position
        for each cube it occupies
            if cube is not in \(r c\) then
                    insert cube to \(r c\)
                    insert \(t_{s}-\Delta t\) to \(r t a\)
                    insert \(t_{s}+\Delta t\) to \(r t d\)
                else set \(r t d\) of cube to \(t_{s}+\Delta t\)
            end if
        end for
        \(t_{s}=t_{s}+\Delta t\)
    end while
    \(i=i+1\)
end while
store \(r c\left(\right.\) node \(_{n}\), node \(_{s}\), UAV size) \(^{\text {r }}\) rta(node \({ }_{n}\), node \(_{s}\), UAV size),
rtd(node \({ }_{n}\), node \(e_{s}\), UAVsize)
```

The simulations are performed offline and in advance for every UAV size and pair of adjacent nodes in the intersection. The values in $r c, r t a$, and $r t d$ for a given pair of nodes and UAV's size are stored so that when finding a path for a UAV, the intersection manager already knows the cubes the UAV will occupy given node $_{n}$, node $_{s}$, and the UAV's size.

## 7. Discussion of the Scheduling Algorithm

### 7.1. Complexity of the Scheduling Algorithm

In this section, we will discuss the overall complexity of the scheduling algorithm as shown in Algorithm 1. First, we will discuss the complexity of findfastestpath, which is called inside Algorithm 1. In findfastestpath, suppose $L$ is the maximum number of iterations of the while loop. Then, the value of $L$ is equal to the total number of edges of all the possible paths from the start node to end node. Let node $e_{e}$ be the end node of a graph where Algorithm 1 is applied and let Edges(node $e_{e}$ ) be the total number of edges of all possible paths from start node to node $_{e}$. Hence, $L=E d g e s\left(\right.$ node $\left._{e}\right)$. For a given node node $_{n}$ where node $e_{n}$ is any node in the graph except the start node, Edges $\left(\right.$ node $\left._{n}\right)$ is given recursively as shown below.

$$
\operatorname{Edges}\left(\text { node }_{n}\right)=\left\{\begin{array}{lr}
1, & c \text { is a successor of the start node }  \tag{30}\\
|S|+\sum_{\text {node }_{s} \in S} \operatorname{Edges}\left(\text { node }_{s}\right), & \text { otherwise }
\end{array}\right.
$$

where $S$ is a set of the successors of node $_{n}$.
To explain Equation (30), let us consider a simpler graph shown in Figure 9. It is easy to see that the total number of edges of all the possible paths from start node to node $A_{A}$ is 1 since it is a successor of the start node hence, Edges $\left(\right.$ node $\left._{A}\right)=1$. Similarly, Edges $\left(\right.$ node $\left._{B}\right)=1$ and Edges $\left(\right.$ node $\left._{C}\right)=1$. For node $e_{D}$, it can be reached from node $A_{A}$, node $_{B}$, and node $e_{C}$. Hence, Edges $\left(\right.$ node $\left._{D}\right)$ is the summation of Edges $\left(\right.$ node $\left._{A}\right)$, Edges (node $\left.{ }_{B}\right)$, and Edges (node $e_{C}$ ) plus
the number of edges from node $_{A}$ to node $_{D}$, node $_{B}$ to node $_{D}$, and node $e_{C}$ to node $e_{D}$. Therefore, Edges $\left(\right.$ node $\left._{D}\right)=6$.


Figure 9. Example graph to illustrate computation of Edges (node ${ }_{D}$ ).
Inside findfastestpath, checkpathtosuccessor is implemented. In checkpathtosuccessor, each cube in $r c$ is checked for conflict. Checking for conflict of one cube is $O\left(\log _{2} n\right)$ since it is a standard searching operation in red-black tree where $n$ is the number of UAVs reserved in the cube. Let $c^{\max }$ be the maximum number of cubes to be checked between two nodes. Then the complexity of checkpathtosuccessor is $O\left(c^{\max } \log _{2} n\right)$. Since checkpathtosuccessor is called in the while loop of findfastestpath, the complexity of findfastestpath is $O\left(L c^{\max } \log _{2} n\right)$.

As shown in Algorithm 1, findfastestpath is called iteratively in a while loop. It is called iteratively until we know that the current path found is the fastest time that the UAV can exit the intersection from the time it arrived at the reservation zone. Suppose $I^{\max }$ is the maximum number of iterations of findfastestpath. Thus, the complexity of the while loop in Algorithm 1 is $O\left(I^{\max } L c^{\max } \log _{2} n\right)$.

After finding the path, the cubes will be reserved to the UAV as shown in the last line of Algorithm 1. Reserving a cube is an insertion operation in a red-black tree with complexity of $O\left(\log _{2} n\right)$. Since $c^{\max }$ is the maximum number of cubes to be checked between two nodes, the total number of cubes to be reserved in the path from start to end node is $c^{\max } e$, where $e$ is the number of edges in the found path. Thus, the complexity of reserving the cubes is $O\left(c^{\max } \operatorname{elog}_{2} n\right)$. Therefore, the complexity of Algorithm 1 is $O\left(I^{\max } \operatorname{Lc}^{\max } \log _{2} n+c^{\max } \operatorname{elog}_{2} n\right)$.

Even though $L$ is a constant value, its value is the largest compared to the other variables. In our intersection model, the maximum value of $L$ is 128,101 , which is when we find a path for a UAV that will enter the intersection at the second left-most lane, while the maximum value of $e$ is 13 . Thus, the overall complexity of scheduling a UAV is $O\left(I^{\max } L c^{\max } \log _{2} n\right)$. To make the scheduling faster, we will show how to reduce the complexity of the scheduling algorithm in the next subsection.

### 7.2. Reducing the Complexity of the Scheduling Algorithm

Using the same scheduling algorithm, we propose another mode to improve the computational complexity of the scheduling algorithm, specifically the complexity of the function findfastestpath. In this new mode, we minimize the number of possible paths to be searched by only allowing the UAVs to change layers at the beginning and end of their paths. For example, considering a UAV that will enter the intersection from the left-most lane, same with the example shown in Figure 5, we reduce the number of allowed paths the UAV can take in the new mode as shown in Figure 10. To show the paths clearer, Figure 11 shows Figure 10 in y-z plane. For the remainder of this paper, we will call mode 1 as the
mode where a UAV can change layer anywhere in the intersection and mode 2 as the mode where a UAV can change layer only at the beginning and end of the path in the intersection.


Figure 10. 3D view of the graph to be searched for a UAV entering from the left-most entrance on mode 2 where UAV can change layer only at the start and end of the intersection.


Figure 11. y-z view of Figure 10.
In mode 2 , using the same scheduling algorithm findfastestpath, a node will only be visited once since there is only one edge connected to each node (except the start and end node). Thus, the worst-case complexity of findfastestpath is reduced to $O\left(E c^{\max } \log _{2} n\right)$ where $E$ is the total number of edges in the graph and the maximum value of $E$ is 39 , which is much faster compared to the value of $L$ in mode 1 which is 128,101 . In Section 8.1, we will show the performance of the system on mode 1 and mode 2.

### 7.3. Effect of the Cube Size to the Efficiency in the Intersection

As discussed in the complexity analysis of the scheduling algorithm, the complexity of the scheduling increases as the size of the cube decreases. However, there is an advantage to using smaller cube size. For example, in Figure 12a, the size of each cube is 2.5 m and there are two UAVs with radius of 1 m . Since there can be only one UAV in a cube at a time, the minimum distance between them is the size of the cube, which is 2.5 m . On the other hand, if the size of each cube is 1 m , as shown in Figure 12b, then the minimum distance between the UAVs becomes 1 m . Hence, as we decrease the cube size, more UAVs can be in the intersection, thus increasing the efficiency in the intersection. Therefore, there is a
tradeoff between the effect of the cube size to the scheduling run time and the efficiency in the intersection.


Figure 12. Top view of the intersection showing the minimum distance between UAVs on different cube sizes. (a) Size of a cube is 2.5 m . (b) Size of a cube is 1 m .

## 8. Simulation Results

### 8.1. Performance of the System in Mode 1 and Mode 2

To compare the performance of the system in mode 1 and mode 2 , simulations were run using both modes and the parameters in Tables 2 and 3. The parameters of the intersection model are listed in Table 2, while the scheduling parameters, including the parameters of the Genetic Algorithm are listed in Table 3.

Table 2. Intersection parameters.

```
Intersection Parameters
\(s_{\text {min }}=17 \mathrm{~m} / \mathrm{s}\)
\(s_{\text {max }}=19 \mathrm{~m} / \mathrm{s}\)
\(r_{\text {min }}=-3.5 \mathrm{~m} / \mathrm{s}^{2}\)
\(r_{\text {max }}=4 \mathrm{~m} / \mathrm{s}^{2}\)
UAV diameter is randomly assigned between 1 to 4 m
\(l_{r z}=190 \mathrm{~m}\)
\(l_{q z}=52 \mathrm{~m}\)
\(l_{a z}=46 \mathrm{~m}\)
5 lanes per way
Lane width \(=5 \mathrm{~m}\)
Intersection layer height \(=5 \mathrm{~m}\)
Intersection size \(=50 \mathrm{~m} \times 50 \mathrm{~m}\)
Cube size \(=1 \mathrm{~m}\)
```

Table 3. Scheduling parameters.

```
Scheduling Parameters
    \(\Delta t=0.05 \mathrm{~s}\)
    \(k \Delta t=5 \mathrm{~s}\)
    GA's population size per generation \(=100\)
    GA's number of generations \(=50\)
    GA's mutation rate \(=10 \%\)
```

As listed in Table 2, there are five lanes per way in a four-way intersection. In each mode, simulations were run on different arrival rates per direction and the arrival rates are
identical for all ways. The UAVs are generated with exponentially distributed inter-arrival time. The values of $s_{\min }, s_{\max }, r_{\min }$, and $r_{\max }$ are arbitrarily chosen based on the capabilities of the UAVs nowadays. Since the UAVs in the system can be of different sizes, the sizes of the UAVs in the simulations are randomly assigned between 1 to 4 m . Consequently, since a UAV can be as big as 4 m in diameter, the width of the lane and height of a layer are set to 5 m to allot a minimum space of 0.5 m to each side of the UAVs. The lengths of the reservation zone, queueing zone, and acceleration zone are assigned based on Equations (1), (3) and (4), respectively. A cube size of 1 m is used since the scheduling run time will be longer than $k \Delta t$ if smaller cube size is used. The actual scheduling run time in the simulations will be shown in the future subsection.

For the parameters of the Genetic Algorithm, the GA population size is 100, i.e., a total of 100 chromosomes (sequences of UAVs) are evaluated per generation. The chromosomes are evaluated using the objective function in Equation (21). From the population, the top $50 \%$ are selected as the parent chromosomes. Then, crossover is performed to the selected parent chromosomes to create new offspring chromosomes. After generating offspring chromosomes, mutation operation is performed to a chromosome with probability of $10 \%$. Mutation is performed by swapping random UAVs in a chromosome. The algorithm terminates after 50 generations and the top- 1 chromosome of the final generation is used as the sequence of UAVs in scheduling. GA is implemented every $k \Delta t$, which is 5 s in the simulation.

The values used for the GA parameters are determined empirically over different simulations. From the simulations, it has been observed that using a larger population size and a larger number of generations gives better results, but also increases the scheduling run time. Thus, the values of these parameters are chosen such that the scheduling run time can be completed before the next scheduling starts. In Sections 8.3.1 and 8.3.2, we provide more results showing the effect of the number of generations on the performance of the system.

The performance of the system in Mode and Mode 2 are compared by the average time spent in the system of the UAVs. The time spent in the system of a UAV is the time spent from a UAV's arrival at the entrance of the reservation zone until it exits the intersection. From the given values of $s_{\min }, s_{\max }$, length of the zones in the approaching area, and the intersection size listed in Table 2, the average time in the system of UAVs when they do not experience delay is 20 s . The delay is the additional time a UAV spent in the approaching area due to the queue of UAVs ahead and the time spent waiting at the entrance of the acceleration zone to follow its scheduled time to enter the intersection. For each mode and arrival rate, we ran five simulations and the average of the five simulations are shown in Figure 13.


Figure 13. UAVs' average time spent in the system in mode 1 and mode 2.

Figure 13 shows that the average time spent in the system of the UAVs in both modes is 20 s when the arrival rate is at most 60 UAVs per minute. This means there is no delay in the intersection when arrival late is at most 60 UAVs per minute. When the arrival rate is higher than 60 UAV s per minute, the average time spent in the system of the UAVs in mode 2 is always shorter than mode 1.

For the remaining part of this subsection, we illustrate why mode 2 performs better than mode 1 . Consider scheduling 20 UAVs at the scheduling instant $t_{i}$ where one UAV is located at each lane and there are no other reservations in the intersection. The resulting trajectories of the UAVs using mode 1 are shown in Figure 14a, while the resulting trajectories using mode 2 are shown in Figure 14b. The spheres in the figure represent the center position of the UAVs. One UAV is represented by one color and UAVs coming from the same way have the same color. Note that the time is not reflected in the figure hence there are no collisions, even though there are more than one UAV at the same space in the figure.


Figure 14. Trajectories of the UAVs scheduled at $t_{i}$ in (a) mode 1 and (b) mode 2. One UAV is represented by one color and UAVs coming from the same way have the same color.

Since there are no other reservations in the intersection at $t_{i}$, all the UAVs will not experience delay in mode 1 and mode 2. Also, the same UAVs will change layer once both in mode 1 and mode 2. Hence, the total time in the system of the UAVs is the same in both modes. The trajectories of the UAVs that will change layer are different between mode 1 and mode 2. Figure 15a shows the trajectories of the UAVs that will change layer in Figures 14a and 15b shows the trajectories of the UAVs that will change layer in Figure 14b. As expected in mode 2, shown in Figure 15b, the UAVs only changed layers at the start and end of the intersection.

At the next scheduling instant $t_{i+1}$, suppose there are new 20 UAVs to be scheduled and there is one UAV coming from every entrance lane. The UAVs scheduled at $t_{i}$ are still in the intersection at the time the UAVs to be scheduled at $t_{i+1}$ will enter the intersection. Thus, the trajectories of the UAVs scheduled at $t_{i}$ will affect the availability of the cubes for the UAVs to be scheduled at $t_{i+1}$.

The trajectories of all the UAVs scheduled at $t_{i+1}$ are shown in Figure 16a,b for mode 1 and mode 2 , respectively. As a result of the scheduling at $t_{i+1}$, ten UAVs will change layer in mode 1 while six UAVs will change layer in mode 2 to avoid collision with other UAVs. To show the trajectories of the UAVs that will change layer clearer, the trajectories of UAVs that will change layer at $t_{i+1}$ in mode 1 are shown in Figure 17a, while the trajectories of the UAVs that will change layer at $t_{i+1}$ in mode 2 are shown in Figure 17b.


Figure 15. Trajectories of the UAVs scheduled at $t_{i}$ that will change layer in (a) mode 1 and (b) mode 2. One UAV is represented by one color and UAVs coming from the same way have the same color.


Figure 16. Trajectories of the UAVs scheduled at $t_{i+1}$ in (a) mode 1 and (b) mode 2. One UAV is represented by one color and UAVs coming from the same way have the same color.

From Figure 17, we can see that lesser number of UAVs will change layer in mode 2 at $t_{i+1}$. This is because the trajectories of the UAVs that will change layer at $t_{i}$, as shown in Figure 15b, allow more UAVs scheduled at $t_{i+1}$ to travel in the intersection without needing to change layers.

The travel time in the intersection of a UAV increases as the number of times it changes layer increases. Consequently, the total time in the system of the UAVs increases as the number of UAVs that change layers increases. Therefore, the total time spent in the intersection of the UAVs scheduled at $t_{i+1}$ using mode 1 is longer than mode 2 since more UAVs will change layer in mode 1.

Since the objective of the scheduling is to minimize the total time spent in the system of the UAVs being scheduled, UAVs can change layer anywhere in the intersection in mode 1 as long as the total travel time is minimized. However, it can be observed that it is better for a UAV to change layer at the start and end of its path in the intersection because this gives higher chance for other UAVs that will be scheduled at a later scheduling time to travel in the intersection without changing layer, thereby, decreasing the total travel time of the UAVs in the next scheduling time. Therefore, instead of only minimizing the total travel time of the UAVs being scheduled, minimizing the possible conflicts of their trajectories
with UAVs that will be scheduled at a later scheduling time must also be considered. In conclusion, it is better to schedule the UAVs using mode 2 compared to mode 1 since mode 2 improves the complexity of the scheduling and utilizes the intersection more efficiently.


Figure 17. Trajectories of the UAVs scheduled at $t_{i+1}$ that will change layer in (a) mode 1 and (b) mode 2. One UAV is represented by one color and UAVs coming from the same way have the same color.

### 8.2. Sample Trajectories of $U A V$ s

From the simulations, all UAVs were able to find paths and travel across the intersection without colliding with other UAVs. To show the trajectories of the UAVs, a simulation was run using mode 2, the parameters in Tables 2 and 3, and the arrival rate of 100 UAVs per minute per direction. Figure 18 shows the combined trajectories of UAVs entering the intersection within an arbitrarily chosen 5 s time window in the simulation. Similar to Figures 14-17, the size of the spheres in Figure 18 is smaller than the actual size of the UAVs for clearer illustration of the trajectories. One UAV is represented by one color and UAVs coming from the same way have the same color. The time is not reflected in the figure, hence there is no collision between the UAVs, even though there are colliding spheres in the figure.


Figure 18. Sample trajectories of the selected UAVs in the simulation. One UAV is represented by one color and UAVs coming from the same way have the same color.

### 8.3. Evaluation of the Scheduling Sequence

### 8.3.1. Comparison of our Proposed System with FCFS Scheduling

To show the performance of our proposed system to the total travel time of the UAVs in the intersection, we compared the performance of our scheduling scheme with First Come First Serve (FCFS) scheduling. In FCFS scheduling, the UAVs are scheduled in the order their requests are received by the intersection manager. This is different with our scheduling that uses genetic algorithm where the UAVs are scheduled based on the best sequence obtained using the objective function. We compared their performances through the average time in the system of the UAVs. We used mode 2 and the parameters in Tables 2 and 3 except for the number of generations, $G$, used in genetic algorithm. We ran simulations on two values of $G$, which are 50 and 80 . As previously mentioned, the average time in the system of UAVs when they do not experience delay is 20 s when the parameters in Table 2 are used.

The results of the simulations are shown in Figure 19. We can see that our scheduling scheme that uses genetic algorithm (GA) always performs better than FCFS. It also shows that the average time in system decreases when bigger value of $G$ is used. However, there is no significant improvement in the performance when the value of $G$ is higher than 80 using the simulation parameters in Tables 2 and 3, thus we only showed results when values of $G$ are 50 and 80 . Compared to FCFS, our scheduling scheme decreases the average time in the system by $27 \%$ when $G=80$ and the arrival rate is 100 UAVs per direction.


Figure 19. UAVs' average time in the system using our proposed system and using FCFS scheduling.
As shown in Figure 19, the increase in the average time in the system is higher in FCFS when arrival rate is higher than 70 UAVs per minute. A problem with FCFS is the intersection is not efficiently utilized when the traffic is heavy since the UAVs from different ways cross the intersection in the order of their arrivals. This causes more interruptions to the flow of traffic in the intersection and thus increases the average time spent of the UAVs in the system and decreases the throughput in the intersection. On the other hand, our scheduling scheme that uses genetic algorithm processes multiple UAVs in scheduling and it allows the UAVs to enter the intersection by group resulting to less interruptions to the paths of the UAVs.

### 8.3.2. Run Time of the Scheduling Algorithm

The run time of our scheduling algorithm using mode 2 and the parameters in Tables 2 and 3 on a CPU with Intel Core i5-10210U at 1.60 GHz clock speed is shown in Figure 20. As discussed in the complexity analysis of our scheduling algorithm, the complexity of the algorithm increases as the cube size decreases and as the arrival rate increases. When the arrival rate is high, i.e., 100 UAVs per minute per direction, the run time of the scheduling
algorithm is 2 s when $G=50$ and 3.53 s when $G=80$. Since $k \Delta t$ is set to 5 s , there is enough time to schedule the UAVs even when arrival rate is high and $G=80$.


Figure 20. Average scheduling run time of UAVs every $k \Delta t$ using mode 2.

### 8.3.3. Maximum Time Spent per Lane of the UAVs

To better understand and interpret the results of the scheduling, we provide more results showing the maximum time spent of the UAVs per lane and the number of UAVs that crossed the intersection per lane.

The maximum time in system per lane when $G=80$ and using mode 2 and parameters in Tables 2 and 3 is shown in Figure 21. Let lane 1 be the left-most lane, let lane 2 be the second left-most lane, let lane 3 be the middle lane, let lane 4 be the second right-most lane, and let lane 5 be the right-most lane. Referring to Figure 3, UAVs that will turn left in the intersection can take either lane 1 or lane 2 while UAVs that will move straight in the intersection can take either lane 3 or lane 4 , and UAVs that will turn right must take lane 5.


Figure 21. Maximum time in system of UAVs per lane using mode 2 and $G=80$.
As shown in Figure 21, UAVs in lane 1 and lane 2 mostly experience longer maximum time in the system compared to the UAVs in other lanes. Aside from the reason that the trajectories of the UAVs in lane 1 and lane 2 are longer since they are left-turning UAVs,
they also have higher possibility of conflict in the intersection compared to the straight moving and right turning UAVs, resulting in longer waiting time before they can enter the intersection. Consequently, the UAVs in lane 1 and lane 2 mainly contribute to the increase in the average time in the system as the arrival rate increases.

### 8.3.4. Number of UAVs That Crossed the Intersection per Lane

From the same simulations in Figure 21, we also obtained the number of UAVs that crossed the intersection per lane within a randomly chosen 1-min time window in the simulation. As shown in Figure 22, we can see that highest number of UAVs entered from lane 5. This is because there is no conflict with UAVs from other ways for right turning UAVs. Hence, UAVs in lane 5 can enter the intersection as soon as there is no conflict with the UAV ahead. On the other hand, UAVs in lane 1 to 4 should avoid possible collisions with UAVs entering from the other ways. Moreover, we can also see that UAVs from lanes 1 to 4 were also able to cross the intersection without significant differences in the number of UAVs, which indicates that there is no starvation experienced by UAVs from any of the lanes.


Figure 22. Number of UAVs that crossed the intersection per lane within 1 min using mode 2 and $G=80$.

### 8.4. Comparison of Our Proposed System with the 2D Optimal Static Traffic Light Intersection System

We also compared the performance of our system with an optimal static traffic light system in 2D roads. In the statically optimal traffic light system, the time durations of the green, yellow, and red lights of a traffic signal are fixed and optimized based on the average arrival rates of the vehicles. Their performances are compared using the queueing delay and the average number of UAVs in the intersection. Queueing delay is measured as the additional time spent in the system due to queue of UAVs. In addition, we evaluated their performances on two scenarios. In Scenario 1, all UAVs move straight in the intersection, while in Scenario 2 a UAV can turn left, move straight, or turn right in the intersection with equal probabilities.

To show a fair comparison with the 2D optimal static traffic light system, we applied our scheduling scheme to a 2D intersection model. In the 2D intersection model, there are three lanes per way. Figure 23a shows the intersection model for Scenario 1 and Figure 23b shows the intersection model for Scenario 2. In Scenario 1, since all UAVs move straight,
a UAV can travel on any lane. The blue arrows represent the paths of the UAVs from the north and south ways, while the black arrows represent the paths from the east and west ways. In Scenario 2, left turning UAVs can only travel along the left-most lane, straight moving UAVs can travel on the middle lane or right-most lane, and right turning UAVs can travel on the right-most lane. This is applied to all ways.


Figure 23. 2D intersection model of (a) Scenario 1: when all UAVs move straight and (b) Scenario 2: when UAVs can turn left, move straight, or turn right. The blue arrows represent the paths of the UAVs from the north and south ways, while the black arrows represent the paths from the east and west ways.

In the statically optimal traffic light system, a phase indicates the traffic signals that have the same cycle start time and cycle length. In Scenario 1, since all UAVs move straight, there is one traffic signal for each way and there are two phases as shown in Figure 24a. In phase 1 of Figure 24a, the UAVs from the west and east ways are allowed to enter the intersection while in phase 2 of Figure 24a, the UAVs from the north and south ways are allowed to enter the intersection. In Scenario 2, there are two traffic signals for each way because there are left turning UAVs. For each way, one traffic signal is used for the left-most lane while another traffic signal is used for both the middle and right-most lane. Figure 24b shows the four phases of Scenario 2.

(a)

Figure 24. Cont.

(b)

Figure 24. Traffic phases of the traffic light system of (a) Scenario 1: when all UAVs move straight and (b) Scenario 2: when UAVs can turn left, move straight, or turn right.

The traffic light system simulations are implemented using Table 4 and our proposed system is implemented using the simulation parameters in Tables 4 and 5. In our system, the intersection is divided into 2D sections which we will denote as cells instead of cubes. Also, the UAVs can only travel at a constant speed in the intersection to be fair with the traffic light system.

Table 4. Intersection parameters used in traffic light system and in our proposed system.

## Intersection Parameters

$s_{\min }=15 \mathrm{~m} / \mathrm{s}$
$s_{\text {max }}=15 \mathrm{~m} / \mathrm{s}$
UAV diameter $=3 \mathrm{~m}$
Lane width $=5 \mathrm{~m}$
3 lanes per way
Intersection size $=30 \mathrm{~m} \times 30 \mathrm{~m}$

Scenario 1: All UAVs move straight in the intersection
The queueing delays on this scenario are shown in Figure 25. In the traffic light system, there is a delay even when traffic is low because UAVs cannot enter the intersection, even when there are no UAVs traveling in the intersection from the other ways, when the traffic light on their lanes are yellow or red. For example, when the arrival rate is low, that is six UAVs per minute, every traffic light has a green time duration of 4 s and a yellow time duration of 5 s . Thus, when a UAV is the first in the queue to enter the intersection, then it can wait up to 9 s before it enters the intersection. While when a UAV is in queue and there
are UAVs ahead, its queueing delay is the delay of the UAV ahead plus the time it will take to reach the entrance of the intersection.

Table 5. Parameters used in our proposed system.

## Intersection Parameters

$a r_{\text {min }}=-3.5 \mathrm{~m} / \mathrm{s}^{2}$
$a r_{\text {max }}=4 \mathrm{~m} / \mathrm{s}^{2}$
$l_{r z}=150 \mathrm{~m}$
$l_{q z}=33 \mathrm{~m}$
$l_{a z}=29 \mathrm{~m}$
Cell size $=1 \mathrm{~m}$
$\Delta t=0.05$ s
$k \Delta t=5 \mathrm{~s}$
GA population size per generation $=100$
GA termination $=80$ generations
GA mutation rate $=10 \%$


Figure 25. Average queueing delay of the UAVs using 2D optimal static traffic light and using our proposed system in 2D intersection on Scenario 1.

In our scheduling scheme, when traffic is low, UAVs can enter the intersection without stopping if there is no conflict with the paths of the UAVs in the intersection. As shown in the figure, even when traffic is high, our system performs better than traffic light system on this scenario.

The average number of UAVs in the intersection on this scenario are shown in Figure 26. As shown in the figure, the number of UAVs in the intersection using our system is always greater than the traffic light. The difference in the number of UAVs in the intersection is between one to three UAVs. The maximum of average number of UAVs in the intersection is 33 UAVs for the traffic light and 36 UAVs for our system.


Figure 26. Average number of UAVs in the intersection using 2D optimal static traffic light and using our proposed system in 2D intersection on Scenario 1.

To understand better how both system works, we obtained the number of UAVs in the intersection every 1 s for the traffic light system and every 0.2 s in our system. The results are shown in Figure 27. We ran five simulations for each system. The arrival rate is 200 UAVs per minute per direction in each simulation. We started obtaining the number of UAVs for 25 s after the simulation has been running for 2 min , which is when the simulation is already in a steady state. We can see from the figure that in the traffic light system, there are at maximum 60 UAVs in the intersection. The number of UAVs mostly remained at 60 UAVs. Then, it decreased when the traffic light turned yellow, and the number of UAVs started to increase again to 60 UAVs after the light of the next phase turned green. In our system, the number of UAVs in the intersection changes between 19 UAVs and 60 UAVs. This graph reflects the average number of UAVs when arrival rate is 200 UAVs, as shown in Figure 26.


Figure 27. Number of UAVs in the intersection for Scenario 1 when arrival rate is 200 UAVs per minute.
Scenario 2: UAVs can turn left, move straight, or turn right in the intersection The queueing delays on this scenario are shown in Figure 28. Similar with the previous scenario, UAVs experience delay in the traffic light system even when the traffic is low, since UAVs must wait for the traffic light to be green before they can enter the intersection. In this scenario, when the arrival rate is six UAVs per minute, every traffic light has a green
time duration of 5 s and a yellow time duration of 5 s . Since there are four phases in this scenario, a UAV at the start of a queue can wait up to 30 s before it can enter the intersection on this arrival rate. As shown in Figure 28, our system performs better than traffic light system on low and medium traffic for the same reason with Scenario 1. However, when the arrival rate is greater than 40 UAVs per direction per minute, the delay of the UAVs in the left most lanes contribute to the increase in the average delay of the UAVs. The UAVs turning left experience greater delay than the straight moving UAVs since the trajectories of left turning UAVs experience more conflicts in the intersection. Similar trends will be observed when the arrival rate is higher than 50 UAVs per minute. Meanwhile, in the traffic light system, the duration of the green time is fixed, hence the delays experienced by all lanes are equally distributed.


Figure 28. Average queueing delay of the UAVs using 2D optimal static traffic light and using our proposed system in 2D intersection on Scenario 2.

The comparison of the average number of UAVs in the intersection on this scenario is shown in Figure 29. There is no difference using our system and the optimal traffic light system when the arrival rate is less than or equal to 40 UAVs per minute. While when the arrival rate is 50 UAVs per minute, the average number of UAVs in the intersection using the traffic light is greater by one UAV compared to our system. The maximum of average number of UAVs in the intersection is 16 UAVs for the traffic light and 14 UAVs for our system.

Similar to the previous scenario, we also obtained the number of UAVs in the intersection every 1 s for the traffic light system and every 0.2 s in our system, as shown in Figure 30. The arrival rate in each simulation is 50 UAVs per minute per direction. We started obtaining the number of UAVs for 25 s after the simulation has been running for 2 min . Looking at the traffic light system, there are mostly 60 UAVs for the first 3 s , then it decreased after the traffic light turned yellow. The number of UAVs started to increase again when the light of the next phase turned green. However, the maximum number of UAVs during the next phase only reached 20. This is because the green light is assigned to phase 3, as shown in Figure 24b. On phase 3, the UAVs entering the intersection are from the left-most lanes. In our system, the maximum number of UAVs is 29, while the minimum is four UAVs. This also reflects the average number of UAVs when arrival rate is 50 UAVs, as shown in Figure 29.


Figure 29. Average number of UAVs in the intersection using 2D optimal static traffic light and using our proposed system in 2D intersection on Scenario 2.


Figure 30. Number of UAVs in the intersection for Scenario 2 when arrival rate is 50 UAVs per minute.

### 8.5. Efficiency of Our System on Different Values of the Allowed Speed Range in the Intersection

We obtain the efficiency in the intersection on different values of the allowed speed range by getting the maximum number of UAVs in the intersection at a time for the whole simulation time when arrival rate is high, that is 110 UAVs per direction per minute. We used mode 2 and the simulation parameters in Tables 2 and 3 , except for the values of $s_{\text {min }}$ and $G=80$. We used fixed value of $s_{\max }=19 \mathrm{~m} / \mathrm{s}$ and different values of $s_{\min }$ to show the effect of the speed range $\left[s_{\text {min }}, s_{\max }\right.$ ] to the efficiency. The results are shown in Figure 31. It can be seen from the figure that the efficiency decreases as the speed range increases. The maximum number of UAVs in the intersection is highest at 72 UAVs when the value of $s_{\min }$ is equal to $s_{\max }$. Decreasing the value of $s_{\min }$ increases the reservation time duration of the UAVs in the cubes resulting to longer distances between UAVs and less UAVs in the
intersection. Even though a UAV moves at $s_{\max }$, the cubes are reserved such that the UAV can occupy the cubes when it travels at any speed from $s_{\min }$ to $s_{\max }$.


Figure 31. Maximum number of UAVs in the intersection when $s_{\max }=19 \mathrm{~m} / \mathrm{s}$ for different values of $s_{\text {min }}$.

In addition, to visualize how congested the intersection is when there are 72 UAVs in the intersection, which happened when $s_{\min }$ and $s_{\max }$ are both $19 \mathrm{~m} / \mathrm{s}$, a snapshot of the intersection showing the positions of the 72 UAVs is shown in Figure 32.


Figure 32. Snapshot of the intersection when there are 72 UAVs in the intersection in (a) 3D view and in (b) $x-y$ view. One UAV is represented by one color and UAVs coming from the same way have the same color.

## 9. Conclusions

We proposed a 3D intersection model for UAV traffic in the sky above an urban area. Our intersection model consists of a 3D intersection and approaching areas. We were able to define the behavior of the UAVs in the approaching areas and make the UAVs cross the
intersection as quickly as possible. For this work, we assumed that the UAVs behave as instructed by the intersection manager and communication is assumed to be highly reliable.

To take into account the possible disturbances to the speed, we introduced a range of speed for the UAVs. We think that the speed range, to a certain extent, can reflect the effect of the variance of the actual speed. The speed range can easily be changed in our model and the effect of different speed ranges to the system's efficiency are shown in the simulation results. We think that the UAVs may move at the allowed speed range since current UAVs have the capability to follow the instructions very accurately.

For the model considered in this paper, we were able to show that our system works as expected. Through simulations, we were able to show that UAVs can cross the intersection efficiently. The efficiency is compared with the static optimal traffic light scheme to show that our system is highly efficient. However, when the intersection type or the number of layers changes, additional works are required. For example, we need to make changes on the allowed movements of the UAVs in the intersection.

We assumed in this work that there are no communication errors and delay is negligible. If the communication delay is significant or some messages (request or response) are lost, the associated UAVs may need to stop, which in effect will degrade the performance of the system. The effect of communication errors or messages lost on the system performance remains as a future work.

Another limitation of our work is that we assumed that UAVs could obtain their positions accurately. The position information of the UAV included in its reservation request needs to be accurate. Otherwise, the order of UAVs' arrivals may be incorrectly determined. To address this problem, we may need to add information in the request that specifies which UAV is ahead of which. We also need the accurate position of the UAV to correctly compute the time it enters the intersection. To consider the position inaccuracy in this issue, we may need to allow for certain errors in the position of the UAVs in scheduling them. Aside from the previously mentioned problems, if the UAV cannot obtain and provide accurate position information, it cannot behave in the approaching area as expected. This problem can be solved by increasing the lengths of the reservation zone and queueing zone appropriately. The effect of the inaccuracy in the position information to the performance of the system also remains as a future work.
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