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Abstract: The human body’s reaction to various therapeutic medications is critical to comprehend
since it aids in the appropriate construction of automated decision support systems for healthcare.
Healthcare Internet of Things (IoT) solutions are becoming more accessible and trusted, necessitating
more testing before they are standardized for commercial usage. We have developed an activity
diagram based on the Unified Modeling Language (UML) to represent acceptability testing in IoT
systems. The activity flow graph is used to extract all of the necessary information by traversing the
activity flow diagram from start to finish, displaying all its properties. In this paper, a test case is
generated to compute the type of diabetes using blood sugar test results, estimate the kind of diabetes,
and the probability that a person would get diabetes in the future. We have demonstrated how these
test cases can function using a telehealth care case study. First, we offer a high-level overview of the
topic as well as a design model working diagram. The test case creation method is then outlined
using the activity diagram as a guide.

Keywords: unified modeling language; acceptance testing; activity diagram; test case generation

1. Introduction

The Internet of Things (IoT) is a network of physical objects and devices that are
interconnected and exchange data to a cloud-based central control server. This enables
businesses to remotely monitor and manage their equipment and resources. As IoT technol-
ogy continues to develop, we will see a variety of new applications and systems using IoT
technology in many different contexts. To ensure the safety of IoT systems, it is important
that they are reliable, secure, and compliant. Testing IoT systems can be difficult because
there are a large number of different technologies used to develop them [1]. There is little
known about the use of IoT software testing in industry, mainly due to the lack of research
into the topic. There is little evidence to suggest that approaches or proposals in this area
are effective. This is clear from a review of the relevant scientific literature, which shows
that proposals and approaches in this area are uncommon [2].

When it comes to developing and testing software, the healthcare industry is one of
the most demanding and distinctive. With wearable technology, hospital indexing systems,
and myriad other advancements, product businesses in this field are helping doctors,
patients, and other medical professionals redefine what is possible [3–6]. Because of the
intricacy of these new goods, rigorous and strict testing is required, as the quality can
have a direct impact on a patient’s life. The cost and value of the product to the consumer,
the preservation of private and confidential patient data, and the safety of all patients or
caregivers who interact with the product are all high-stakes aspects to consider.

In [7], a remote health monitoring and data analysis was proposed by combining IoT
and deep learning techniques. A unique IoT-based FoG-assisted cloud network architecture
has been suggested, which collects real-time health care data from patients via numerous
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medical IoT sensor networks and analyzes the data using a deep learning algorithm. The
suggested framework not only analyzes healthcare data, but also offers rapid assistance
to patients who are in urgent conditions and require immediate medical attention. Such
immense improvements in the field of healthcare domain also require an improvement in
the software testing techniques.

In truth, the healthcare and insurance sectors have seen significant transformations
in a short period of time. As a result, healthcare goods must be precise and accurate,
necessitating thorough testing of healthcare applications. Software testing is a term that
encompasses all factors that can affect the product’s quality. Patients’ sensitive data,
particularly their health information, need a high level of security. If a healthcare application
is not properly secured, it might result in serious data breaches [8]. Security testing is
required to make the application secure and fail-safe. It aids in making the application
long-lasting and error-free in a variety of demanding scenarios. Expertise and efficiency are
critical in healthcare systems in order to provide better and more effective care to patients.
Given the complexity of healthcare apps, it is critical to guarantee that they run properly
and without glitches. Software testing guarantees that the application runs smoothly and
gives users a complete experience.

The healthcare business generates a large amount of data, which includes detailed
patient information and their health problems. This information is critical to healthcare
organizations because it aids in the development of appropriate strategies and the produc-
tion of appropriate products. Big data solutions aid in making informed judgments on
disease cures, research and development, and a variety of other topics. It is critical that
this data be thoroughly tested to ensure that it is implemented correctly and produces the
desired results.

However, there has been very little research carried out on the applicability of testing
the software used in healthcare domain, and all the more interesting is the lack of acceptance
testing in this domain. In [9], the advantages and drawbacks of utilizing model-based
testing (MBT) to evaluate healthcare software systems were discussed without any proposal
of how the testing could be done. In [10], numerous unique mobile usability evaluation
approaches, ranging from the least to the most invasive, as well as their effects on the
quality of the usability data obtained, were discussed. The advantages and disadvantages of
various methods are also highlighted. In both [10,11], a usability testing procedure was used.
In [12,13], model-based and online healthcare testing were studied and their challenges and
methods were described in detail. In usability testing, the same scenarios are simulated
and tested in both real-time and virtual environments. Automation has made this role
easier for testers in recent years by simplifying the entire process. Usability testing also aids
in the improvement of the user interface and overall experience of healthcare apps. New
monitoring technologies and methodologies, on the other hand, are bringing unforeseen
problems and making it increasingly difficult to evaluate healthcare applications.

However, we found that acceptance testing for software tools that used the healthcare
domain have not been utilized before. In this regard, we present a scheme for Internet
of Healthcare Technology (IoHT) systems’ acceptance testing that makes use of the user
interface (UI) as that of the primary medium of contact between the system and the user.
Using empirical data, our analysis verifies this strategy. Acceptance testing is a black
box test that is built on the test cases premise and verified with a UML activity diagram,
an algorithm, and the results. The test scenario for the IoT system described in this article
was created from an activity diagram. We used a diabetic test scenario with telehealth
care to see how a doctor interacts with a patient over the internet. We have put together
a comprehensive overview of our approach based on what we learned from our case study,
which may be of use to practitioners who are having similar testing challenges. In fact,
gathering the system and testing it as a whole is the most reasonable and realistic way
to ensure quality. At the same time, for complicated IoT applications, this task might be
quite difficult.
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1.1. Basic Definitions and Concepts

This section introduces a few definitions and notations that will be used in this paper.
UML activity diagrams are briefly described in this section. An activity diagram can be
employed to model the interactive characteristics of a group of objects and emphasize on
the group of objects’ activities and making them suitable for expressing the execution of
an operation during the design stage. The series of activities between all participating
objects in the control flow throughout operation execution. In the message flow, it also
reflects the interaction between activity and object, and also the state change of object in
the object flow during activity execution. Activity diagrams are typically incorporated
when the use case’s control structure includes loops or branching. Using activity diagrams,
you may define a coverage criterion to ensure that the test scenarios are as complete as
possible. As demonstrated in Figure 1, this diagram can represent all possible scenarios for
a single-use case.

Figure 1. Use case diagram for diabetes telehealth care.

1.1.1. UML Activity Diagram Modeling

An activity diagram like traditional flowcharts enables us to represent a process as
an activity composed of nodes connected by edges. It can be linked to any modeling
element, such as Use cases, Classes, Interfaces, and Collaborations, to simulate its behavior.
It is a directed graph of some sort. The movement of tokens, which represent controlling or
information values along the edges from the source node to the sink nodes, is driven by
actions and conditions. In an activity diagram, there are two types of modeling elements:
activity nodes and activity edges.

1. Activity nodes: There are three different types of nodes in the activity diagrams.

a. Action nodes (AN): take all input data and control tokens, make new tokens,
and transmits them to output activity edges once they are ready.

b. Control nodes (CN): tokens are routed through the graph by control nodes.
The control nodes have components for deciding between different flows (deci-
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sion/merge), splitting or merging the flow for parallel processing (fork/join),
and so on.

c. Object nodes (ON): these nodes give and take the data tokens. They can also
operate as buffers, collecting tokens while waiting to go downstream

2. Activity edges: In activity diagrams, there are two different types of edges.

a. Control flow edge: this edge depicts the flow of control throughout the activity
b. Object flow edge: this edge depicts the movement of items during the activity.

In this article, we concentrate on the data and control flow of activity diagrams,
both of which are critical for test generation.

Definition 1 (Activity Diagram). An activity diagram AD =
(

As, Tc, Cg, Fr, aS , aE
)
, is

a 6-tuple where:

1. As = {as1, as2, ··· , asm} is a set of activity states with a finite number of possibilities;
2. Tc = {tc1, tc2, ··· , tcn} is a set of completion transitions with a finite number of possibilities;
3. Cg =

{
cg1, cg2, ··· , cgn

}
denotes a set of guard conditions, and Ci corresponds to the

transition ti ;
4. F ⊂

(
As × Tc × Cg

)
∪

(
Tc × Cg × As

)
denotes the flow relationship between the transi-

tions ti and activity states ai;
5. aS ∈ A denotes the starting activity state; the end activity state is denoted by aE

In addition, there can be only one transition t such that the following is satisfied

{(aS , t) and (t , aS) and (aE , t )} ∈ F f or any t.

Definition 2 (Test Sequence). A test sequence, tc ∈ Ts, in an activity diagram, AD, can be
defined as an execution path from the starting activity state to the end activity state consisting
of activities and transitions, i.e., ∀ tc ∈ Tc, tc = as1 → tc1 → as2 → tc2 → · · · → tcm → asm ,
where ai ∈ As, ti ∈ Tc, as1 is the initial state and asm is the final state. Ts is the set of
test sequences.
Definition 3 (Basic Paths (BP)). We ensure that all action states and transitions are covered and
that the loops are only run once while utilizing the DFS (depth first search method) to traverse
an activity diagram from the initial activity state to the final activity state. As a result, we can
obtain all basic paths.
Definition 4 (Activity Flow Diagram (AFG)). An activity flow graph is a directed network in
which each node represents a construct, such as a starting node, a flow final node, a decision mode,
a guard condition, a fork node, a join node, a merging node, and so on, and each edge represents the
flow in the activity diagram.
Definition 5 (Control Flow Activity Mapping Diagram (CFAMT)). CFAMT is a table that
stores information about each activity corresponding to a node in an activity graph.

We summarize these definitions in a tabular form for easy understanding of the readers
in Table 1.

1.1.2. Testing Scenario: A Diabetes Telehealth Care

We chose a diabetes telehealth care IoT system because these systems are extremely
difficult to evaluate, and there are no reliable methods available for evaluating these
systems. Many software apps for smartphones and IoT systems for patients are already
available, with the goal of assisting them in making health-related decisions quickly and
easily [14]. The large number of healthcare systems that rely on active human interaction
could benefit from a testing technique in which the UI is exercised as a final user would [15].
A diabetes telehealth care IoT system is a system that:

1. Determine whether the patient has diabetes.
2. Determine whether the patient’s blood glucose level is larger than or less than 120.
3. Determine whether the glucose level is greater than or less than 120.
4. Determine the kind of diabetes the cloud-based healthcare system can process large

amounts of data and convert it into useful information
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Table 1. Basic concepts and definitions.

Activity Diagram

An activity diagram AD =
(

As, Tc, Cg, Fr, aS , aE
)
,

is a 6-tuple where:

1. As = {as1, as2, ··· , asm} is a set of activity
states with a finite number of possibilities;

2. Tc = {tc1, tc2, ··· , tcn} is a set of completion
transitions with a finite number of possibilities;

3. Cg =
{

cg1, cg2, ··· , cgn
}

denotes a set of guard
conditions, and Ci corresponds to the transition ti;

4. F ⊂
(

As × Tc × Cg
)
∪

(
Tc × Cg × As

)
denotes

the flow relationship between the transi-tions
ti and activity states ai;

5. aS ∈ A denotes the starting activity state,
the end activity state is denoted by aE

Also, there can be only one transition t
such that the following is satisfied
{(aS , t) and (t , aS) and (aE , t )} ∈ F f or any t.

Test Sequence

A test sequence, tc ∈ Ts, in an activity diagram, AD,
can be defined as an execution path from the starting
activity state to the end activity state consisting
of activi-ties and transitions, i.e.,
∀ tc ∈ Tc, tc = as1 → tc1 → as2 → tc2 → · · · → tcm → asm ,
where ai ∈ As, ti ∈ Tc, as1, is the initial state and asm is the
final state. Ts is the set of test sequences.

Basic Paths (BP)

We ensure that all action states and transitions are covered
and that the loops are only run once while utilizing the DFS
(Depth First Search method) to traverse an activity diagram
from the initial activity state to the final activity state.
As a result, we can obtain all basic paths.

Activity Flow Diagram (AFG)

An activity flow graph is a directed network in which each
node represents a construct, such as a starting node, a flow
final node, a decision mode, a guard condition, a fork node,
a join node, a merging node, and so on, and each edge
represents the flow in the activity diagram

Control Flow Activity Mapping
Diagram (CFAMT)

CFAMT is a table that stores information about each activity
corresponds to a node in an activity graph

1.2. Research Gap and Contributions

There is very little research done in the study of the applicability of the testing the
software used in of healthcare domain, especially the acceptance testing. This motivated us
to develop an activity diagram for this research area and generate the test cases to predict
the diabetes type and their symptoms. The main contributions of our paper are:

1. We have proposed an algorithm based on the depth first search technique to generate
test cases to detect diabetes.

2. We present how to draw an activity flow graph (AFG) from an activity diagram.
3. We show how acceptance testing can be used to ensure that the software correctly

predicts diabetes type from the blood sugar level.

In Section 2, we review the existing literature on the software testing in IoT. Section 3
forms our main contributory section. We first explain our use-case test scenario and then
describe how this use case can be converted to an activity diagram. Then an algorithm
required to generate test cases using the depth-first search has been proposed. Considering
a general working of a mobile telehealth application as a case study, we have described
how the activity diagram, test case sequence, and test case can be generated. In Section 4,
we discuss our results and conclude our paper.
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2. Related Works

Leotta et al., proposed an experimentally proven unique approach for acceptability
assessment of IoT systems employing a user interface (UI), which is the way the user
interacts with the device [1]. Because many organizations consider acceptance testing,
which is a type of black-box testing built on the notion of the test scenario, i.e., a series of
actions done on the user interface, to be among the most efficient way to ensure the quality
of a fully implemented system, the author focused primarily on acceptance testing in this
paper. They present a method for IoT system acceptance testing that involves interacting
with graphical user interfaces. The authors used a mobile health IoT system for diabetes
monitoring, which includes sensors, mobile phones, and a distant cloud-based system, as
a case study. Because the author is concentrating on the acceptability level, a thorough
explanation of the expected system behavior is necessary. Similar studies can also be found
in [2,16].

Understanding how the human body reacts to medical treatments is challenging,
according to Silva et al., which makes automation of decision support systems in the
domain of healthcare rather complicated [17]. The authors of this paper describe a frame-
work for medical cybersecurity that will guide researchers to create test cases for their
applications by simulating the functioning of medical equipment and patient data using
validated models and component models. As per Leotta et al., IoT software and services are
becoming more ubiquitous in our lives, and guaranteeing their quality is crucial [18]. Be-
cause there are few suggestions in the literature for testing these complex—and frequently
safety-critical—systems, testers are left to build their own test cases. The study done by
Leotta et al., is one of the first steps toward IoT-based acceptance testing that uses a smart-
phone as the primary means of user contact with a complicated system that comprises local
sensors and actuators as well as a remote cloud-based system. The simple mobile health
(m-health) IoT platform for people with diabetes is used as an example to demonstrate the
suggested technique.

Chen et al., proposed employing metamorphic testing (MT), a new software testing
technique, to evaluate a variety of bioinformatics systems [19]. MT checks whether a pair
of test outputs conform to a set of domain-specific properties known as metamorphic
relations (MRs), instead of requiring a mechanism to evaluate if an individual test output is
valid. Because incorrectly computed findings can lead to incorrect biological conclusions,
program accuracy is crucial. MT is easy to set up and use, and it works well in discovering
defects in both real-world and intentionally flawed systems. The authors explain how MT
may be used to test algorithms from a wide range of bioinformatics areas. The integrated
clinical environment (ICE) conceptual functional model can be found in the literature [20].
This is a series of recommendations for safely integrating medical equipment and other
devices into a healthcare system; its purpose is to assist medical systems in becoming more
error-resistant, hence improving patient safety and treatment efficacy.

According to the author in [21], traditional clinical environments are considered as
closed-loop systems in which caregivers act as controllers, medical devices act as sen-
sors and actuators, and patients act as physical plants. MCPS (Medical cyber-physical
system) is a sort of CPS that alters this picture by introducing additional computational
entities that aid the caregiver in directing the plant, i.e., decision support. Some related
works that deal with these issues in tandem have been listed in the paper. A clinical
scenario for patient-controlled analgesia has been proposed in [22,23] that can benefit
from the closed-loop approach to drug delivery. Both employ the ICE conceptual model.
Jiang et al., describe a closed-loop testing environment in which a deployable cardiac
pacemaker system is controlled by a patient model, specifically a formal model of the
human heart [24]. Similar work has also been done in [25–27]. The goal is to determine
how safe and effective the gadget is in relation to the patient’s condition.

Some studies show that they primarily concentrate on a few medical situations with
models constrained to the components involved (e.g., device models) and variables in those
circumstances (e.g., physiological parameters and vital signs) [28,29]. Neither of them pays
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attention to the simulation that depicts changes in the human body, such as heart rate,
diabetes readings, blood pressure, and body temperature. They don’t present the evidence
for their indicators; instead, they show a patient model with some of them.

The software industry has grown significantly over the last few decades, owing to
recent advances in artificial intelligence. Deep learning (DL) is changing the landscape of
software engineering generally, in both research and industry. DL has been discovered
to have had a significant impact on the way we approach software testing over the last
two decades. Since most organizations have turned to automation testing to bridge the gap
that exists between the increasing complexity of deliverable software and the contraction
of the delivery cycle, the gap has been widening at an alarming rate, bringing us closer to
a tipping point where test automation will fail to deliver quality software on time. DL can
help us close this gap and streamline our software delivery process, saving us a significant
amount of time and effort. So far, the use of DL in software testing automation has been
very successful in some areas [30–33].

The Unified Modeling Language (UML) is a collection of tools for documenting system
analysis. Although UML is widely used to describe and evaluate the operation of complex
systems, its application to the health care domain has received little attention. Despite the
fact that UML models are designed to help reduce problem complexity, as product sizes
and complexities grow, UML models themselves become large and complex, involving
thousands of interactions across hundreds of objects. In UML, interaction, activity and state
machine diagrams can be used to represent the behavior of a use case. Sequence diagrams
depict the exchange of messages between objects while a use case is being executed. It is
concerned with the order in which the messages are sent. Activity diagrams, on the other
hand, concentrate on control flow and object-based relationships. These are very useful for
visualizing how several objects work together to complete a task. In the area of healthcare
domain, very little work has been done in this aspect, and readers may refer to [34–36].

3. Proposed Work

The goal of this article is to focus on the acceptability level; a detailed explanation of
the system’s expected behavior is required. Our approach is based on an activity diagram
model that describes the system’s behaviors and is used to generate code and test cases [37].
Essentially, our concept demonstrated expected system behavior, such as diabetes telehealth
care as a tool for remote consultation and an electronic record for self-management. Based
on these findings, Figure 1 formalizes the expected behavior of diabetes telehealth care, i.e.,
recognizes the actual status of the patient and doctor by allowing patients to track diabetes,
which type of diabetes, how much sugar they consume in daily meals, insulin dose, glucose
sensor, and insulin pump.

The function two users can conduct with the application includes calculating how
much food to eat, viewing sugar consumption levels, obtaining meal suggestions, and
learning about different types of diabetes. A simplified form of diabetes telehealth care is
presented below:

i. The healthcare cloud system is a deterministic system with accurate and predictable
behavior, and

ii. We overlook the part of telehealth care dealing with the doctor application because
it is the same as the patient application

3.1. Use Case Test Scenario

First, we take a test case as a use case scenario; Figure 1. All possible interactions
between the patient and the doctor with the application behavior are displayed.

3.2. Case Study for an Activity Definition of a Scenario and a Test Case

In the unified modeling language (UML), an activity diagram represents each step
of the patient’s condition. A test case is a set of activities that are done on the IoT system
that is being evaluated. In test cases, all possible scenarios indicated by the UML activity
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diagram must be tested. A flow chart and its modeling elements, nodes, and edges are used
to extract the fundamental notion of a UML activity diagram. The action states, activity
states, decisions, objects, and signal senders and receivers are all represented as nodes in
the process. Black boxes indicate activity action phases, arrows indicate transitions, and
branches are represented by a diamond with an approaching arrow and several departure
arrows [38].

The workflow of a complex procedure can be represented using an activity diagram.
This research focuses on UML activity diagrams, which represent the operations that are
used to construct test cases.

Figure 2 shows a UML activity model for diabetes telehealth care [14], which can be
automatically analyzed to extract relevant information and generate test cases.

1. The patient enters his or her login credentials.
2. The existing database of registered users is used to validate these credentials.
3. The user gets forwarded to the dashboard page if the login is successful.
4. The server sends the SMS to the doctor for verification when the patient selects the

appointment schedule.
5. The patient then waits for the doctor to send a confirmation text message.
6. Once the confirmation is received, the doctor will review all of the patient’s issues as

well as the type of diabetes they have. They will then recommend how much food to
eat, how to monitor sugar consumption, how to receive meal suggestions, and how to
update their app for future use.

Figure 2. Activity diagram diabetes telehealth care.
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3.3. Generation of Test Cases from the Activity Diagram

In this section, we will go over how to make test cases from an activity diagram in
this part. Figure 3 shows a schematic representation of our technique for creating test
cases using the activity diagram. The phases of recommended approach for creating a test
scenario are explained below.

1. Create an activity diagram for the specific use case, complete with the relevant
test data.

2. Create an activity flow graph from the activity diagram.
3. Extract the relevant information by traversing the activity flow graph.
4. Create test cases using the activity diagram as a guide.

Figure 3. Flow chart diagram diabetes telehealth care.

The rules for modeling the information required for testing in an activity diagram are
described below, followed by an example.

A. Construction of the activity diagram with the required test information: In order to develop
test scenarios, we employ UML models to define a system’s need. One or more
activity diagrams can be used to depict each use case. A telehealth care scenario is
depicted in Figure 1.
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B. The scenario related to a use case (Figure 2) is represented in activity diagrams: A scenario
is a completed “path” across the activity diagram where users of the system have
several alternatives for carrying out the functionality indicated in the use case.
The main scenario begins at the start node and goes without mistake through all
intermediate nodes until it reaches the end node. The guidelines for modeling
relevant test data into an activity diagram are outlined in the next paragraph.

C. Converting activity diagram into activity flow graph: An activity diagram to activity
graph conversion approach is provided. The following steps are used to convert the
activity diagram into an activity flow graph:

a. The activity flow graph is constructed from start to finish node displaying
options, conditions, concurrent executions, and loop expressions.

b. Create a control flow activity entry for each conditional expression. Create
nodes in the activity flow graph by traversing the control flow graph.

c. Conditional statements are created from loop statements.
d. In each concurrent execution statement, an entry is made in the control flow

graph for each execution path and then represented in the activity flow graph
by different execution paths.

D. Extraction of all required information by traversing the activity flow graph: All neces-
sary data, such as nodes, edges, conditional statements, and so on, are extracted.
An activity transition graph can be thought of as a node for each action in an activity
flow graph. Multiple control flow sequences are found using the depth-first traversal
strategy to traverse the activity flow graph. We seek conditional predicates at each
transition during traversal. In this phase, double-check the process to confirm that
all required fields have been filled in, such as activity information, input, output,
and conditions. Enumerate all feasible paths from the start node to the final node in
the activity flow graph and each path visited to generate test cases, to generate test
cases that satisfy the activity path criteria. To produce all activity paths, we suggest
a pseudo-code of test cases.

E. Generating the test cases from the activity flow graph: Using the DFS approach, different
flow sequences are detected by traversing the activity flow graph (AFG). The activity
path coverage requirement is used to generate the test scripts. To do this, we gather
all activity paths from the start node to the end node. To generate test cases that
match the activity path criteria, we first enumerate all conceivable paths from the
start node to the final node in the activity diagram, Figure 2.

We propose an algorithm, GenTestCase, described in Algorithm 1, to generate all the
activity paths using the DFS approach described above. The GenTestCase algorithm (shown
in Algorithm 1) generates all of the test cases. In our method, we explore the activity graph
using a depth first search. This algorithm meets the activity path coverage criterion. All of
the AFG’s basic paths are enumerated by the algorithm. To produce test cases, each path is
visited. Let us consider I(a1, a2, . . . , an) to be the set of input values for the visited path in
the activity flow diagram and O(d1, d2, . . . , dm) to be the resultant values of the execution
of the input values in the visited path.

3.4. Case Study

With the use of a case study, we describe how our approach works in this part. First,
we present an overview of the problem as well as the design model’s activity diagram.
Then, using the activity diagram as a guide, we describe the process of creating test cases.

In this section, we present the telehealth care case study, which illustrates the test
generation process. A general step involved in the telehealth care app is described below:

Step 1: Start
Step 2: Determine if the patient has diabetes
Step 3: Does the patient have a blood glucose test?
Step 4: If No—Ask the patient to get tested and go to Step 6
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Step 5: If yes—Go to Step 6
Step 6: Check the glucose level
Step 7: If glucose level > 120—declare patient has diabetes and go to Step 9
Step 8: If glucose level ≤ 120—declare patient does not have diabetes
Step 9: Determine the patient diabetes types.
Step 10: Is RPG (RPG is random plasma glucose) ≥ 11.1?
Step 11: Is respondent insulin-resistant?
Step 12: If yes, Diabetes symptoms progress slowly?
Step 13: Print “Type 2 diabetes”
Step 14: If no, diabetes symptoms progress fast?
Step 15: Print “Type 1 diabetes”
Step 16: Advice proper treatment to respondent
Step 17: End

Algorithm 1. GenTestCase

Input: Activity flow diagram
Output: Activity paths
1: Enumerate and store all paths from the start node to the end node in

P = P[1], P[2], . . . , P[n]
2: X = f
3: for each (P[i]), 1 ≤ i ≤ n do
4: N(Node) = StartNode
5: EN = EndNode
6: preCA = Pre-Condition of the activity
7: postCA = Post-Condition of the activity
8: pi = f
9: while N 6= EN do
10: if Condition = NULL then
11: pi = preCA, I(a1, a2, . . . , am), O(d1, d2, . . . , dl), postCA
12: else if Condition 6= NULL
13: Cvalue = C1, C2, . . . , Ck
14: p = preCA, I(a1, a2, . . . , am), O(d1, d2, . . . , dl), Cvalue, postCA
15: end if
16: pi = pi ∪ p
17: end while
18: p = {preCEN , IEN , OEN , postCEN} (the pre-condition, input values, resultant values and the
post condition of the End Node)
19: pi = pi ∪ p
20: X = X ∪ pi
21: end for
22: Return X

3.5. Activity Diagram and CFAMT Table

We can construct the activity diagram for the sample case study described above
using Figure 2, and based on this, we construct the Control Flow Activity Mapping Table
(CFAMT), as shown in Table 2. The CFAMT (Control Flow Activity Table) is created by
analyzing the activity diagram.

The corresponding activity flow graph (AFG) is created by analyzing the CFAMT, as
shown in Figure 4. For each label in the CFAMT a node is created in AFG. The sequence of
control flow in the CFAMT is maintained in the AFG. During the AFG construction, each
activity in the activity diagram is represented by a node in the AFG. The timing ordering
of the diagram is maintained in the system. The conditional message in the diagram is
represented by a node followed by two outward edges. Whether the condition is true or
false, one of the edges is covered.
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Table 2. Control flow activity mapping table.

Name of the Node Name of the Activities Predicate Conditions

A Upload the blood report NULL

B Check the blood report NULL

C Valid report B1: Valid report

D Invalid report B2: Invalid report

E Check glucose Level NULL

F Glucose level ≤ 120 E1: No diabetes

G Glucose level >120 E2: Patient has diabetes

H Check RPG level NULL

I RPG < 11.1 H1: Advice
precautionary treatment

J RPG ≥ 11.1 H2: Check diabetes type

K Check insulin dependency NULL

L Insulin independent K1: Type 1 diabetes

M Insulin dependent K2: Type 2 diabetes

N Advice respondent to
proper treatment NULL

Figure 4. The activity flow graph of the test case.

3.6. Test Sequence Generation

From the AFG described in Figure 4, we can easily identify five control flow se-
quences by traversing the AFG using our DFS-based GenTestCase algorithm as described in
Algorithm 1. During this traversal. we look for conditional predicates (Column 3 of Table 2)
on each of the transitions, which are based on the conditions described as follows:

1. Pre-condition:

a. The patient should have a valid blood report.

2. Post-condition:
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a. Determines if the patient has diabetes.
b. Determines the type of diabetes.
c. Advise proper treatment.

3. Main scenario

a. The patient uploads a valid blood test report.
b. The patient enters the glucose level and RPG value
c. The user receives information about the type of diabetes and proper treatment.

Applying the algorithm GenTestCase on the CFAMT described in Table 1, we obtain
the following five activity paths:

1. P1 := A− > B− > D− > A
2. P2 := A− > B− > C− > E− > F
3. P3 := A− > B− > C− > E− > G− > H− > I
4. P4 := A− > B− > C− > E− > G− > H− > J− > K− > L− > N
5. P5 := A− > B− > C− > E− > G− > H− > J− > K− > M− > N

3.7. Test Case Generation

Because there is no subordinate activity network in this example, a combination of
activity pathways is not necessary. As a result, we have a total of five activity routes that
we process in order to generate test cases. In our technique, a test case has four parts:
a branch condition sequence, an activity sequence, object state changes, and an object
created. The expected system behavior is made up of activity sequences, object state
changes, and object creation. The sequence of branch conditions, on the other hand, is
regarded as a source of test input. Each of the branch criteria in the sequence corresponds to
some input data supplied in the textual description of the use case whose activity diagram
is being examined. We obtain the necessary values of all variables as part of the test case
generating process. For this, we use CFAMT constructed in Table 1.

4. Discussion and Conclusions

We provide a technique for IoT system acceptance testing in this research, and we use
a realistic diabetic telehealth care test case scenario to determine diabetes type and therapy.
We start by creating a test case directly from a UML activity diagram and then using the
activity diagram to create an activity flow graph. All relevant data is extracted using the
graph. The UML model, which is widely used in the medical field, is the foundation of our
work. We created an activity transition graph (AFG) from an activity diagram in this work.
The graph provided all of the necessary information. The predicates were then chosen by
traversing the graph. Then, using activity path coverage criteria, test cases were created. In
the AFG of the activity diagram, we first listed all feasible paths from the start node to the
final node. After that, each path was explored in order to generate test cases. We looked for
conditional predicates on each of the transitions during our visit in order to execute the
corresponding flow and activity. We created test cases for each conditional predicate based
on the activity path coverage criteria and the guard condition.

This paper proposed a method for building test cases that is both time and
cost-effective.
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