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Abstract: In today’s hyperconnected world, the Internet of Things and Cloud Computing complement
each other in several areas. Cloud Computing provides IoT systems with an efficient and flexible
environment that supports application requirements such as real-time control/monitoring, scalability,
fault tolerance, and numerous security services. Hardware and software limitations of IoT devices can
be mitigated using the massive on-demand cloud resources. However, IoT cloud-based solutions pose
some security and privacy concerns, specifically when an untrusted cloud is used. This calls for strong
encryption schemes that allow operations on data in an encrypted format without compromising the
encryption. This paper presents an asymmetric multi-key and partially homomorphic encryption
scheme. The scheme provides the addition operation by encrypting each decimal digit of the given
integer number separately using a special key. In addition, data integrity processes are performed
when an untrusted third party performs homomorphic operations on encrypted data. The proposed
work considers the most widely known issues like the encrypted data size, slow operations at the
hardware level, and high computing costs at the provider level. The size of generated ciphertext
is almost equal to the size of the plaintext, and order-preserving is ensured using an asymmetrical
encryption version.

Keywords: lightweight cryptography; homomorphic encryption; multi-key encryption; privacy-
preserving; cloud data integrity

1. Introduction

In the current technology-driven world, such as smart cities, metaverse, 5G, and oth-
ers, security is considered the crucial element that users, developers, and researchers are
concerned about [1]. Homomorphic Encryption (HE) is a type of encryption that allows
computations to be performed on ciphertexts without revealing their plaintext. The ob-
tained results can be decrypted only by the owner of the secret key. HE can resolve many
security and privacy issues in various technologies and applications. One of the common
practical applications of HE is protecting data on the cloud. The power of HE allows users
to profit from an untrusted cloud provider’s huge computation and storage.

The homomorphism concept ensures secure data processing in regulated industries,
such as financial services and healthcare, via the use of the data without access to its
decrypted content. This aspect can also be exploited in other applications like the Internet
of Medical Things (IoMT), where HE offers predictive analytics of medical data without
compromising data privacy. In fact, HE may meet other services such as maintaining
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customer privacy in personalized advertising, financial privacy of functions such as market
forecasting and image recognition, and forensic investigations. Election transparency
frequently uses HE, where additive encryption systems are suitable for voting applications.
These systems allow voters to add different values impartially while keeping their private
values and protecting data from manipulation. HE also has been used in cryptocurrency [2],
a peer-to-peer currency issued without passing through a central bank. Cryptocurrency is
used through a decentralized computer network and managed with a confidential ledger
by blockchain users, which lists all transactions since the origin. There are numerous
applications in fields where data privacy is of utmost importance. In this list, we explore
some of the domains that have widely exploited homomorphic encryption in the literature:

• Cloud computing: Homomorphic encryption has been used to enable secure compu-
tation of sensitive data in the cloud without revealing the data to the cloud provider.

• Machine learning: Homomorphic encryption can be used to perform secure and
private machine learning on encrypted data without the need for decryption.

• Blockchain: Homomorphic encryption can be used to enable secure and private
transactions on a blockchain without revealing the transaction details to third parties.

• Privacy-preserving data analysis: Homomorphic encryption can be used to perform
privacy-preserving data analysis on encrypted data without the need for decryption
or data sharing.

• Internet of Things: Homomorphic encryption can be used to enable secure and private
computation on IoT devices without the need for decryption or data sharing.

For instance, integrating the Internet of Things with blockchain has gained significant
attention in industry and academia. These two technologies can provide trusted, secure
decentralized data storage and reliable communication in various domains, such as health-
care, finance, and industrial systems. However, there is a risk of privacy leakage of sensitive
information in the centralized IoT system because the centralized servers can access the
plain text data from the IoT devices. Homomorphic encryption (HE) has been integrated
with blockchain-based IoT systems to provide high privacy and security. Recently, HE has
become particularly relevant in healthcare, where sensitive medical data are collected from
various IoT devices. With the integration of HE, the collected data can be encrypted before
being sent to the blockchain network, and computations can be performed on the encrypted
data without decrypting it. This integration ensures that sensitive patient data remains
private and secure, even when it is analyzed or processed by third-party applications.
The reason for integrating blockchain-based IoT with HE is to provide a decentralized
access model, i.e. in that the data will not be stored in a centralized server and that the
owner of the private key controls access to the data. Additionally, integrating HE with
blockchain-based IoT systems can provide tamper-proof data storage, where any changes
to the data can be detected and traced back to the source.

Hence, any proposed crypto-system for IoT with HE should:

1. Provide high security and privacy for the data.
2. Be scalable and handle large amounts of data from various IoT devices.
3. Be efficient and not add significant overhead to the computational resources required

for data processing.
4. Be compatible with existing support interoperability between connected low-end

devices.
5. Define a user-friendly mode and easy to implement for developers and end-users.

The crucial question in this paper is which is the most suitable HE scheme dedicated
to the IoT environment. Classical symmetric key encryption systems have the disadvan-
tage that the user must have a secure private channel to transfer the encryption key to
the receiver, which, when compromised, may expose all exchanged data. Furthermore,
several symmetric key encryption schemes provide a weak digital signature method [3].
Asymmetric homomorphic encryption has the potential to enable secure computation of
data while keeping it confidential. However, one of the main challenges of implementing
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asymmetric homomorphic encryption is the computation complexity associated with the
encryption and decryption operations.

Despite these challenges, research in asymmetric homomorphic encryption continues
to progress, and new schemes are being proposed to address the computation complexity
and security issues. This paper extends and completes the work in [4] to present an
improved Partially Homomorphic Encryption (PHE) asymmetric scheme based on the
Polynomial Reconstruction Problem. The completed design of PHE offers order-preserving
capabilities, making it suitable for IoT-constrained devices. In this proposed multi-key
encryption scheme, any decimal number will be fragmented into digits, and each digit
will be multiplied by a key using several small secret keys. An asymmetric version that
allows an efficient range of queries on encrypted data is proposed as a secondary goal to
ensure the order-preserving aspect of the proposed scheme. The order-preserving scenario
is that the owner may ask the untrusted cloud to return ciphertexts in the database whose
decryptions are in a given range [x; y]. The current version also introduces ’data integrity
ensuring’ after performing homomorphic functions by an untrusted third party. Thanks to
the extended version, the client can easily verify the results validity of operations executed
by the cloud without the need to execute all these operations.

The rest of the paper is organized as follows: Section 2 shows relevant related work.
In Section 3, we present the features of the proposed partially homomorphic encryption
scheme and formulate the depth of operations. At the end of this section, we explain and
demonstrate the order-preserving propriety of the proposed scheme. Section 4 describes
how the proposal ensures data integrity after an untrusted cloud performs homomorphic
addition. In Section 5, we analyze the hardness level of the proposed crypto-system.
Section 6 dictates the implementation results and shows the efficiency compared with
others. Finally, Section 7 concludes the paper.

2. Related Work

The ever-growing data generated by increasingly connected environments require new
measures to protect user privacy, security, and safety [5]. Many encryption mechanisms
have been designed to protect the privacy of user data in storage and during communication.
This section analyzes relevant existing HE cryptosystems in the literature.

In this Section, we will categorize these schemes based on various properties, such as
their security assumptions, the types of homomorphic operations they support, and their
computational efficiency. Hereafter, we will review some of the most relevant work in
the literature.

2.1. Security Assumptions

The security assumptions categorize multi-key with partially homomorphic encryp-
tion schemes based on the underlying mathematical problems that provide their security.
These problems can come from various fields of mathematics, such as number theory,
coding theory, and lattice theory. The security of these schemes is based on the assumed
hardness of solving these mathematical problems. This section highlights three common
types of security assumptions: Public key encryption, lattice-based encryption, and code-
based encryption. By understanding the security assumptions of these schemes, we can
better evaluate their suitability for different applications and potential vulnerabilities.

2.1.1. Public Key Encryption

In this category, we have encryption schemes that rely on the security of a public
key encryption algorithm. Examples include the Paillier cryptosystem and the BGN
cryptosystem. These schemes typically rely on the hardness of the Decisional Composite
Residuosity (DCR) or the Decisional Diffie-Hellman (DDH) problem.
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2.1.2. Lattice-Based Encryption

Lattice-based encryption schemes use the hardness of specific lattice problems to pro-
vide security. Examples include the Gentry-Sahai-Waters (GSW) scheme and the Brakerski-
Gentry-Vaikuntanathan (BGV) scheme. These schemes are typically based on the Learning
with Errors (LWE) problem or the Ring Learning with Errors (RLWE) problem.

2.1.3. Code-Based Encryption

Code-based encryption schemes rely on the hardness of certain coding theory problems
to provide security. Examples include the McEliece cryptosystem and the Niederreiter
cryptosystem. These schemes are typically based on the hardness of decoding a random
linear code or a random quadratic residue code.

2.2. Homomorphic Operations

Homomorphic operations allow computations to be performed on encrypted data
without the need for decryption. We highlight three common types of homomorphic
operations: Additive homomorphic encryption, multiplicative homomorphic encryption,
and fully homomorphic encryption. Additive homomorphic encryption allows for the ho-
momorphic addition of ciphertexts, while multiplicative homomorphic encryption allows
for the homomorphic multiplication of ciphertexts. Fully homomorphic encryption allows
for both homomorphic addition and multiplication of ciphertexts. By understanding the
types of homomorphic operations these schemes support, we can better evaluate their
usefulness for applications requiring secure computation on encrypted data.

2.3. Computational Efficiency

We divide the computation efficiency into two types of computational efficiency:
Asymptotic efficiency and practical efficiency. Asymptotic efficiency refers to the theoretical
running time of an algorithm as the size of the input grows. In contrast, practical efficiency
refers to the actual running time of an algorithm on real-world data. By understanding the
computational efficiency of these schemes, we can better choose the appropriate scheme
for a given application, considering the trade-off between security and computational cost.

Multi-key with partially homomorphic encryption schemes are based on their security
assumptions, the types of homomorphic operations they support, and their computational
efficiency. By understanding the different properties of these schemes, we can better choose
the appropriate scheme for a given application. HE includes a variety of schemes that
allow arbitrary computation over encrypted data [6]. The difference between them is
related to the types and the periodicity of mathematical operations that can be performed.
The common types of HE schemes are Partially Homomorphic Encryption (PHE), Leveled
Fully Homomorphic Encryption (LFHE), Somewhat Homomorphic Encryption (SHE),
and Fully Homomorphic Encryption (FHE).

PHE is a type of encryption in which only one operation, such as addition or multipli-
cation, can be performed on the ciphertext. This type includes the RSA [7] and El-Gamal [8]
cryptosystems, both of which are multiplicative schemes. Common additive cryptosys-
tems include Naccache and Stern 1998 [9], Paillier 1999 [10], Galbraith 2002 [11] and
Kawachi et al., 2007 [12].

LFHE supports finite operations over ciphertexts with a limited number of multiplica-
tion and addition [13], mainly from the perspective of circuit depth. The circuit depth is
predetermined in the setup algorithm. SHE is another term sometimes used interchange-
ably with LFHE [6,14]. The authors in [15] present an SHE scheme and analyze for which
parameters the scheme is correct and how many homomorphic operations can be per-
formed before decryption fails to ensure correct decryption in the presented scheme. Both
homomorphic operations (addition and multiplication) can be achieved, but only for a
limited number of times [15]. In this family of HE, the works of Boneh et al., 2005 [16]
and Ishai and Paskin 2007 [17] are widely known in the literature. The first cryptosystem
in FHE is the Gentry 2009 scheme [18]. Other proven mechanisms were published by
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Van Dijk et al., 2010 [19], Brakerski and Vaikuntanathan 2011 [20], and López-Alt et al.,
2012 [21].

To satisfy the Paillier cryptosystem [10] for data mining that preserves privacy, pa-
per [22] presented a homomorphic technique. This scheme allows multiple cloud users to
have different public keys. The proposed variant-Paillier cryptosystem is from c = gm × rn

mod n2 to c = gm × hr mod N2 with conditions on the selection of the integers N and g.
The smallest common factor prime of the values of the Euler function of the large prime
numbers p and q is set as the public key. The parameter h is a component of the public key.
The problem with this scheme is that it is probabilistic, i.e., we can find c1 = Enc(m1) and
c2 = Enc(m1) with c1 6= c2, this allows an attacker to extract some secret information.

In [23], the authors implemented an LFHE technique. Using a public key k, the en-
cryption function of a bit b ∈

{
0, 1
}

is represented by c = k× r1 + 2× r2 + b, where r1 and
r2 are random. The decryption is as follows: m = c× f mod 2 where f is the secret key.
A re-linearization operation must be performed during multiplication.

The authors of [24] proposed a fully HE scheme based on a symmetric key. Their
encryption function is defined as follows: C = KT × d(M; 1; 2; 3)× K, where KT is the trans-
pose of matrix K of dimension 4, d(M; 1; 2; 3) denotes the diagonal matrix with diagonal
elements as parameters. This cryptosystem has a refresh procedure whereby the key is
refreshed periodically to maintain forward, and backward, secrecy (K′ ← randortho(t);
randortho(x) is a randomized function that generates random orthonormal new matrix K
of dimension t); the refresh procedure can slow down homomorphic operations. In ad-
dition, this technique is symmetrical, which will impose certain restrictions on their use.
A targeted fully HE was proposed in [25]. Based on El-Gamal, the authors used a ciphertext
of three parts. The first is c1 = αk where k is random for each value to be encrypted, and c1
is exploited to decrypt parts one and two. The second part is c2 = m× βk, knowing that
αp = β (where p is the secret key) and pk = (α, β), the third part c3 = βk+m has been added
to ensure the addition of two ciphertexts. The major problem with this technique is using
a discrete logarithm to decrypt βm1+m2 to obtain m1 + m2. It will take a very long time,
and hence it minimizes the size of m.

In 2018, a fully HE technique was proposed in [26]. The encryption function is
ci = (mi + randi × k) mod (k× p), where randi = (mi × k) mod p, the decryption is very
simple as follows, f−1 : Mi = ci mod k. To preserve order, the authors used a linear
expression shown by the equation: indexi = p × mi + randi. In reality, this system is
vulnerable to a known-plaintext attack, where the attacker has both the ciphertext and
its plaintext. If ci = mi + randi × k, then randi × k = ci − mi = x, where x is known.
By knowing the public key pk = k× p, the attacker just has to do a successive division to
extract the value of the secret key k.

A novel fully HE scheme based on learning with errors (LWE) is presented in [27].
To avoid the complex matrix operations of the existing key switching mechanism, the au-
thors modified the re-linearization method developed by Brakerski et al., [28] and improved
a new technique called non-matrix key switching. This proposed mechanism includes
key switching with re-linearization and pure key switching. Firstly, the authors built a
leveled fully HE scheme without bootstrapping from LWE, then transformed it into FHE.
The technique has improved compared to the Brakerski scheme, but the key switching time
remains non-negligible in certain applications.

Most schemes suffer from ciphertext size or run-time. The authors in [29] propose
a general construction of MKFHE scheme with compact ciphertext. They proceed by
accumulating each party’s public key under the CRS model to create the accumulated
public key of the parties set with compact, after which all parties provide the ciphertext of
their secret keys, which is encrypted by the accumulated public key; that is then used as the
accumulated evaluation key. Next, they refresh the ciphertext by running the key-switching
process on each party’s ciphertext and accumulating the evaluation key. Eventually, they
homomorphically calculate the refreshed ciphertext and decrypt it using the joint secret key.
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This paper proposes an asymmetric PHE scheme with feasibility in an IoT environment
where these devices store their data in the cloud.

3. Cryptosystem Design

An interaction scenario in homomorphic encryption is the client’s desire to perform
computational operations with unreliable outsourcing. The client must first use a function
that allows operations to be performed on encrypted values. After that, it has to encrypt
the input values before sending it and decrypt the cloud result. In Figure 1, the user
wants to compute the result of α θ β, defying untrusted providers and insecure channels.
Equation (1) can be used to improve the security level of the scheme and obtain reliable
results. Where ψ denotes ciphertext, π denotes plaintext, k denotes the secret key, and r
denotes a random number.

ψ = (π × k + r× p) mod n (1)

Figure 1. Interaction scenario in Homomorphic Encryption.

We consider the plaintext m as a set of decimal digits and separately manage each
digit mi where 0 ≤ mi ≤ 9. Finally, we multiply each digit mi by a secret key ski. The use of
public keys (pki) gave us the asymmetric version of this technique, and it is worth noting
here that ki must be small.

For construction:

• KeyGen: (pki, ski) is equal ((ki + ri × p, n), (ki, p))
• Enc(m) : c = m0 × pk0 + m1 × pk1 + . . . mi × pki, where pki < pki+1

• Dec(c): m = ∑0
i=l(

c
ki
)× 10i, c← c− c× ki, with ( c

ki
) presents the quotient of c÷ ki.

3.1. System Description

The proposed scheme is based on treating each decimal digit of the plaintext separately
(Figure 2). We do not consider the carry bit because we perform the operations on the
whole number rather than the bits.

3.1.1. Keys Generation

Let s be the number of digits of m. We propose the following equation:

k0 > 10, k j > 9×
j−1

∑
i=0

ki ∀j > 0 (2)

Equation (2): In the decryption operation, we calculate the quotient of c÷ ki; we use
a recursive process in which we eliminate the largest element in the sum of ciphertext to
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calculate the quotient; after that, we eliminate the quotient to recover the largest element;
finally, we calculate the factor which is multiplied by its secret key. Therefore, the secret key
k1 must be greater than 9× k0, and k2 must be greater than 9× k0 + 9× k1 (9 represents
the largest possible value of mi). For further clarification, consider the following example:
c = 2× k0 + 3× k1 + 7× k2; to calculate the value 7, we calculate c/k2 which is equal to
(2× k0 + 3× k1) if k2 is greater than (2× k0 + 3× k1); after, we calculate c− c

k2
which is

equal to 7× k2; finally, we can extract the value 7 by calculating 7× k2 ÷ k2, and so on.
When this example is generalized, we get Equation (2).

Figure 2. Proposed encryption scheme.

To simplify the key generation, we propose a programmable formula. If k j = hj +

9×∑
j−1
i=0 ki with hj denotes a small random number, and hi = 1 ∀ i > 1, hj = 1 ⇒ k j =

1 + 9×∑
j−1
i=0 ki = (1 + 9× k0) + 9× k1 + . . . 9× k j−1.

Posing (1 + 9× k0) = k1 ⇒ k j = k1 + 9× k1 + . . . 9× k j−1.
Posing k1 + 9× k1 = k2 ⇒ k j = k2 + 9× k2 + . . . 9× k j−1 etc.
Therefore, k j = 10× k j−1.

k0 > 10, k1 = 1 + 9× k0, k j = 10j−1 × k1 (3)

If c = m0 × k0 + m1 × k1 + . . . ms−1 × ks−1, then c < ks = 10s × k0.
Let d denotes the addition depth, with C = ∑d

i=1 ci, ki coefficient should be less
than ki that implies k0 > ∑d

i=1 mi, if max(mi) = 9 ⇒ k0 > ∑d
i=1 9 ⇒ k0 > 9 × d.

With ∑d
i=1 ci < p and c < 10s × k0 that implies d × (10s × k0) > d × c that implies

p > d× (10s × k0), where k0 > 9× d i.e., p > 9× d2 × 10s.
Finally, the parameter conditions are:

• s = size(M), d is the number of addition operations, and h denotes a small random number.

• k0 > 10, k j = hj + 9×∑
j−1
i=0 ki.

• In addition operation: k0 = h + 9× d, p = h′ + d× (10s−1 × k1).

The KeyGen function, see Algorithm 1 is demonstrated using Equation (3) where
size(M) designates the number of digits of the plaintext ring M written in decimal. It is
worth noting that pki = ki + ri, where ri is a random number.
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Algorithm 1 KeyGen algorithm

Require: M, k0
Ensure: (k1, k2 . . . k j)

1: function KEYGEN
2: s← size(M)
3: k1 ← 1 + 9× k0
4: for i← 2 to s− 1 do
5: ki ← 10i−1 × k1
6: end for
7: return (k1, k2 . . . ks−1)
8: end function

3.1.2. Encryption

As shown in Algorithm 2, if m = mjmj−1 . . . m0 with m0 denotes the coefficient of 100,
mi ∈

{
0, . . . , 9

}
∀ i ∈

{
0, . . . , j

}
, and mj 6= 0.

c = m0 × pk0 + m1 × pk1 + . . . mj × pk j so c = m0 × (k0 + r0 × p) + m1 × (k1 + r1 ×
p) + . . . mi × (k j + rj × p).

We get :

c = (m0 × k0 + m1 × k1 + . . . mj × k j + r× p) mod n (4)

with r = m0 × r0 + m1 × r1 + . . . mi × rj.
Noting that: m0 × k0 + m1 × k1 + . . . mj × k j < p.

Algorithm 2 Encryption algorithm

Require: mi, pki, n
Ensure: (c, t)

1: function ENC2
2: s← size(m)
3: c← 0
4: for j = 0 to s do
5: c← Encpkj ,n(m)

6: t← pkm
0 mod n

7: end for
8: return (c, t)
9: end function

3.1.3. Decryption

To get the original digits of plaintext m from the ciphertext c (Figure 3), the last part
r× p must be eliminated by computing the modulo operation. Then, decreasing i, c must
be divided successively on ki. Finally, the obtained digits must be multiplied successively
by 10i (decreasing i).
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Figure 3. Proposed decryption scheme.

Lemma 1. If c
ki
= mi ⇒ Dec(c) = m.

Proof. Lemma 1 ⇔ m0 × k0 + m1 × k1 + . . . mj−1 × k j−1 < mj × k j ∀ mi 0 6 mi 6 9,

that is
m0×k0+m1×k1+...mj−1×kj−1

kj
= 0.

Let mi = 9 ∀ i ∈
{

0, . . . , j− 1
}

and mi = 1 for i = j that implies 9× k0 + 9× k1 +
. . . 9× k j−1 < k j.

So, 9× (k0 + k1 + . . . k j−1) < k j i.e., 9×∑
j−1
i=0 ki < k j ⇒ c

kj
= mj.

The subtraction: c ← c − c × kj must be calculated. So, c = m0 × k0 + . . . mj−1 ×
k j−1 that implies c

kj−1
= mj−1. Thus, we will get m0, m1, . . . , mj; finally, we can calculate

m = m0 × 100 + m1 × 101 + . . . mj × 10j.

To retrieve m, the division must be started on kj with j = size(c). Let i = size(m), that
implies j > i because c > m. Furthermore, the decryption operation is correct for mi < k0.

3.2. Homomorphic Addition

In practice, additive HE is efficient enough to be used, although it has limits in
terms of operations. The goal is to guarantee the additive property of the proposed
scheme. When two plaintexts are added, the additive homomorphic scheme realizes
Enc(m1 + m2) = Enc(m1) + Enc(m2).

Let i < j, c = m0× k0 +m1× k1 + . . . mi× ki + r× p, c′ = m′0× k0 +m′1× k1 + . . . mj×
k j + r′ × p, so Enc(m) + Enc(m′) = (m0 + m′0)× k0 + (m1 + m′1)× k1 + . . . (mi + m′i)× ki +
. . . mj × k j.

If : (mx +m′y) < ks ∀ x ∈
{

0, .., i
}

, y ∈
{

0, .., j
}

, s ∈
{

0, .., j
}

, Enc(m)+Enc(m′)
kv

= mv ∀ v ∈{
0, . . . , j

}
that implies Dec(c + c′) = m + m′.

Algorithm 3 could define the addition operation.
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Algorithm 3 Addition 1 algorithm

Require: c1, c2, n
Ensure: c3 = Add(c1, c2)

1: function ADD
2: c3 ← (c1 + c2) mod n
3: return c3
4: end function

Depth Demonstration

Table 1 shows some practical examples. In this test (size in digits), the size of the
private key p is limited to 2 kbit.

Table 1. Number of addition.

Size (Digits) m k0 p Depth

2 301 603 10300

5 301 606 10300

10 301 611 10300

20 301 621 10300

60 301 661 10300

100 251 601 10250

200 201 601 10200

3.3. Order-Preserving

When the order of encrypted data must be preserved, an order-preserving scheme
should be proposed as an ideal solution. In the proposed cryptosystem, an order-preserving
approach can index and process unencrypted data, allowing an efficient range of queries.
The data server can locate ciphertexts in logarithmic time through standard tree data
structures. To avoid the treatment of key management issues, we assume that the message
to be encrypted should not be too large.

We can exploit the proposed technique as a symmetric scheme, where there are no
public keys, neither n (n = p× q) nor pki (pki = ki + r× p). It should just have ski = ki
with this version to preserve order, i.e., m > m′ ⇒ c > c′.

Lemma 2. m > m′ ⇒ Enc(m) > Enc(m′)
∀m, m′ <= M.

Proof. Let

{
m = mjmj−1 . . . m0, 0 6 mi 6 9 ∀ i
m′ = m′j′m

′
j′−1 . . . m′0, 0 6 m′i′ 6 9 ∀ i′

m > m′ that implies


j > j′ . . . (A)
or
j = j′ and mj > m′j′ . . . (B)

(A) ⇒
{

c = m0 × k0 + m1 × k1 + . . . mj × k j
c′ = m′0 × k0 + m′1 × k1 + . . . m′j′ × k j′

Let,


mi = 0 ∀ i < j and mj = 1
j = j′ + 1
m′i′ = 9 ∀ i′ 6 j′

(A) ⇒
{

c = k j

c′ = 9×∑
j′

i′=0 ki′ = 9×∑
j−1
i′=0 ki′



Information 2023, 14, 263 11 of 20

Knowing that: k j > 9×∑
j−1
i=0 ki so c > c′

(B) ⇒
{

c = m0 × k0 + m1 × k1 + . . . mj × k j
c′ = m′0 × k0 + m′1 × k1 + . . . m′j × k j

Let,

{
mi = 0 ∀ i < j and mj = m′j + 1
m′i = 9 ∀ i < j

(B) ⇒
{

c = m′j × k j + k j

c′ = m′j × k j + 9×∑
j−1
i=0 ki

Knowing that: k j > 9×∑
j−1
i=0 ki that implies c > c′

So, in any case, if we have m > m′ we will get c = Enc(m) > c′ = Enc(m′), then the
symmetric version of our proposal preserves the order in an additive HE.

4. Data Integrity Ensuring

Homomorphic encryption techniques are particularly useful in cloud computing
environments, where sensitive data is often stored and processed on remote servers. How-
ever, HE can be vulnerable to attacks that compromise the integrity of the encrypted data.
For example, an attacker could modify the encrypted data in a way that would cause the
computation to produce incorrect results when the data is decrypted. This attack could
have serious consequences, such as financial losses and data breaches. To prevent these
types of attacks, data integrity is certainly crucial in cloud homomorphic encrypted data.
Furthermore, for a data owner, data integrity (DI) [30] is a very important and sensitive
point in the design, implementation, and use of any data system when he stores its data
and then processes or retrieves it, especially if the matter comes to the cloud. DI can be
defined as the validity, completeness, accuracy, and consistency of data (Figure 4). This also
includes data integrity in terms of privacy and security. After proper data validation and
error checking, the owner can ensure that sensitive data is not used, exploited, improperly
classified, or stored incorrectly. All incorrect changes to the data due to storage, compu-
tation, or retrieval operations, including unexpected hardware failure, malicious intent,
or human errors, will inevitably lead to a fatal error in exploiting this data and its use later.

DI can be easily guaranteed in local databases to prevent intentional information
changes. For example, it can first be ensured that internal users will handle the data
correctly and harmlessly. However, it will be much more difficult when using a third party
(untrusted cloud) to make operations on the encrypted data.

While validation of these homomorphic calculations is a prerequisite for data integrity,
we will modify the proposal by adding a second part of the cipher, as this part will prevent
any manipulations of homomorphic processing outcomes by a third party, whether these
changes are intentional or unintentional. The ciphertext will now be in two parts; the first
part provides linear message encryption allowing the cloud to compute the sum of the two
first parts. The cloud uses the second part to prove its sincerity in calculation processes.
This second part depends on discrete logarithm hardness, where the public key is raised
to the power of the plaintext. Therefore, the cloud cannot access the value of the original
message in order to change the result of the sum operation.
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Figure 4. Data integrity ensuring architecture.

4.1. Scenario

Suppose a data owner requests the cloud to accomplish a homomorphic addition
operation of two ciphertexts. After obtaining that c3 (c3 = c1 + c2), the data owner will
utilize c3 considering that it is a valid compute, i.e., c3 was not manipulated. Nevertheless,
the untrusted cloud may have changed that computed result, whether by error or deliber-
ately. The data owner cannot discover this change, especially if many addition operations
are performed.

User: Encrypts x and y, sends them to the cloud.
Cloud: cx + cy → cz, changes it to c′z (where cz 6= c′z), sends it to the user.
User: Decrypts and uses c′z, but Dec(c′z) = z′ 6= x + y !
The proposed encryption scheme allows the user to confirm whether the computed

result of a homomorphic operation transmitted by the cloud is valid and can be used later.
In the proposal, the cloud must multiply the second parties for each addition homomorphic
operation, i.e., computing tz = tx × ty.

After decrypting c′z as shown in Algorithm 4 and getting z, the data owner has to
calculate t′z = pkz

0. If t′z = tz, the computed result is valid.

Algorithm 4 Decryption algorithm

Require: c, t, ki, p
Ensure: m

1: function DEC2
2: m← Decki ,p(c)
3: t′ ← pkm

0 mod n
4: if t′ = t then
5: return m
6: else
7: return error
8: end if
9: end function

So, the addition Algorithm 5 will be as follows:
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Algorithm 5 Addition 2 algorithm

Require: cx, cy, tx, ty, n
Ensure: cz, tz

1: function ADD2
2: cz ← cx + cy mod n
3: tz ← tx × ty mod n
4: return (cz, tz)
5: end function

4.2. Demonstration

Let tx = pkx
0 mod n and ty = pky

0 mod n.
As illustrated in Algorithm 5, computing cz = cx + cy → computing tz = tx × ty.
→ tz = pkx+y

0 mod n.

Dec(cz) = z = x + y, t′z = pkDec(cz)
0 mod n = pkz

0 = pkx+y
0 .

So, if t′z = tz then the DI of homomorphic addition is guaranteed.
Noting here that the third part cannot manipulate tx × ty because tx (respectively ty)

contains x (respectively y) as an exponential parameter, and ci uses mi in a linear addition-
multiplication. Thus, it is impossible to simultaneously manipulate cz and tz without
having data inconsistency.

5. Proof of Security and Performance

The proposed technique has the secret keys, ki, and the trapdoor p. If an adversary
gets p, he will get all ki using the public keys where pki = ki + ri × p. Thus, to obtain p,
the adversary has to solve the factorization problem, which cannot be solved in polynomial
time. If λ is the parameter of security with 2λ < p < 2λ+1, so the cryptanalysis requires 2λ

operations to get p.
Known-plaintext attack: When the adversary has m and c and tries to get the secret

keys. If size(m) = 1 digit, the adversary cannot obtain anything, c = m× pk where c, m,
and pk are known. In addition, c× pk−1 = m× pk× pk−1 ⇒ α = m + β× n ⇒ α mod
n = (m + β× n) mod n ⇒ m = m with β is independent of k; therefore, the adversary
will have no information. If size(m) = j where j > 1. For example j = 2, c = m0 × pk0 +
m1 × pk1, if the adversary computes pk−1

0 and pk−1
1 , c × pk−1

0 = m0 + m1 × pk1 × pk−1
0

that implies α + β1 × n = α + β2 × n so α = α with β1 and β2 are independent of k0
and k1; the adversary will have no information. If the adversary has m and m′ where
size(m) = size(m′) = 1, there is no information. Let, size(m) > 1 and size(m′) > 1,{

c = m0 × pk0 + m1 × pk1
c′ = m′0 × pk0 + m′1 × pk1

So,
{

m′0 × c = m′0 ×m0 × pk0 + m′0 ×m1 × pk1
m0 × c′ = m′0 ×m0 × pk0 + m0 ×m′1 × pk1

To remove pk1, the coefficients m′0 ×m1 and m0 ×m′1 must be different. The adversary
will get another value of the public key pk1.

So, to get information, it is insufficient to obtain m, m′, c, and c′. If size(m) = 3 digits,
to get p, the adversary must have three plaintexts with conditions and so on. If we use this
technique as a symmetrical scheme (without r × p), the hardness of our scheme will be
based on the polynomial reconstruction problem, which can be written as Enc(m) = F(ki),
where F : M, K −→ C.

Brute force attack (BFA): In the RSA cryptosystem, the attacker must perform 2d

operations to get p with m = cd mod n. In the proposed technique, if there are s keys,
the attacker must perform (2k0)s operations. So, there are two layers of security, to find
m, c and to find sk. In the asymmetric version of the proposal, the attacker can not directly
make an exhaustive search on ki since it is hidden using r× p where c = F(m, k) + r× p,
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the attacker has to perform 2p operations to get p. In order to protect against known attacks
and mitigate quantum computing attacks, noisy encryption techniques can be exploited.
These techniques involve using large key sizes, making it more difficult for attackers to
factor the key using a classical or quantum computer. However, recent studies prove that
quantum computing poses a significant threat to classical cryptographic systems such as
RSA, which may break large keys in just a few hours [31]. Larger key sizes also increase the
computational overhead and the size of the encrypted message. To further protect against
these kinds of attacks, key rotation and nested encryption can be implemented by regularly
changing the keys based on randomly chosen values and encrypting the message more
than once using distinct keys. This method can help to mitigate the threat of quantum
computing attacks, as an attacker would need to break multiple keys to compromise the
security of the encryption scheme. By randomizing the keys, noisy encryption makes it
more complex for an attacker to break the encryption scheme than a single key. These
techniques have proven effective in securing data against various types of attacks.

Computation complexity: If size(m) = j, we have C(j + 1) = C(j) + α in the encryp-
tion operation where C(j) denotes the complexity and α is a constant, if
maxsize(j) = size(M), then the time complexity is linear: T(M) = O(M). The proposed
technique performance in terms of complexity is shown in Table 2.

Table 2. Encryption and decryption complexity comparison relative to plaintext size.

Schemes Enc Dec

Proposed scheme O(λ) O(λ)

[32] O(λ4) O(λ4)

[24] O(λ5) O(λ4.8)

[33] O(λ6) O(λ5)

[34] O(λ6) O(λ5)

[35] O(λ13) O(λ12)

Small Key and Ciphertext Sizes: The ciphertext size has great importance in cryptog-
raphy because it is the most exchanged element between a sender and a receiver, where
the plain message is converted into a ciphertext in order to send it through an unreliable
channel. Unlike the public key, the secret key, or the private key, no matter how big it is, it
will be exchanged between communicants no more than once. The size of the ciphertext is
more important in low-energy environments such as the IoT, which are spreading more
day by day and being applied in various fields. Therefore, a lot of cryptographic research
focuses on creating techniques that enable the generation of ciphertexts of a small size, so
that these techniques can be practical in the largest possible number of fields. Hence, we
focused in the proposed scheme on this point and were able to create a relatively small
ciphertext compared to other work.

The simplified formula as given in Equation (3) results in a relatively small key and
ciphertext size.

Lemma 3. size(c) = size(m) + α with α is a constant.

Proof. If size(m) = j, knowing that
{

m = m0 × 100 + m1 × 101 + . . . mj × 10j

c = m0 × k0 + m1 × k1 + . . . mj × k j
.

If we put k1 = 10× k0, we will get: c = m0 × 100 × k0 + m1 × 101 × k0 + . . . mj ×
10j × k0 that is Enc(m)c = k0 × (m0 × 100 + m1 × 101 + . . . mj × 10j) = k0 ×m that implies
c = k0 ×m. So, α = size(k0)− 1.
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6. Implementation and Comparative Analysis

The implementation was done in Python on a computer with an Intel Core i5-3230M
CPU 2.6 GHz, 2 Core(s), and 8 GB RAM.

Whether in the encryption or decryption operation, Table 3 shows how much the
proposed scheme’s execution time was reduced compared to the other schemes when
encrypting a 16-bit message. In the other schemes, the shortest encryption time [36] was
estimated to be two times our encryption time. As for the fastest decryption operation [36],
it was estimated to be over 290 times. This is due to the technique used in each scheme.

In the study represented in Figure 5, we performed many tests to calculate the encryp-
tion and decryption time if size(m) = 16 bits and size(n) = 360 bits. The decryption time
was higher than the encryption time because there were five steps in the decryption process,
while there were three steps in the encryption process. As well as that, the ciphered text
size grows faster than the plaintext size.

Table 3. Execution time (ms).

Schemes Enc Dec

Proposed scheme 0.036 0.041

[36] 0.07 11.95

[22] 11.91 17.67

[37] 47 15

[38] 50 10

[39] 255 493

[40] 899 785

Figure 5. Encryption and decryption time relative to the increase in key size.

6.1. Comparative Study

In this section, we conduct a comparative analysis of our crypto-system against rele-
vant state-of-the-art systems The aim is to show the major gaps filled compared with others.
The listed crypto-systems in Table 2 cover a range of homomorphic encryption schemes for
different data types and with various efficiency and security levels. The introduced work
in [24,32] proposed fully HE schemes based on symmetric keying, which imposes certain
restrictions on their use. The analysis confirms the schemes’ efficiency and practicality
for adoption in various cloud computation applications. However, compared with the
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proposed crypto-system in this paper, the restriction of symmetric key sharing and the en-
cryption complexity proves the limitations of [24,32] and prevents their uses in the context
of IoT scenarios. The proposed somewhat homomorphic encryption scheme over integers
in [33] is another kind of asymmetric homomorphic encryption. The scheme encryption
principle focuses on the Eurocrypt van Dijk et al. crypto-system [19]. Gentry’s techniques
are used in the contribution of [33] to easily convert the somewhat scheme into a practical,
fully homomorphic encryption scheme available in cloud computing. The analysis results
show the robustness and the dynamicity of the proposed scheme. Compared with the
proposed crypto-system in this paper, the authors of [33] focused on reducing the key
size of van Dijk to mitigate the computation complexity. However, Gentry’s encryption
techniques are still considered the most complicated encryption techniques and are not
feasible to be implemented in many domains.

The work in [34] presents a new variant of the DGHVs integer-based somewhat
homomorphic encryption scheme, including an efficient public key generation method.
The authors claim that the proposed scheme has significantly lower complexities in various
algorithms involved in the encryption process, making it more practical for real-world
applications. The security is based on the two-element Partial Approximate Greatest Com-
mon Divisors (PAGCD) problem. The experimental results demonstrate that the proposed
scheme is more efficient than any other integer-based SHE scheme currently available, mak-
ing it a practical solution for homomorphic encryption. The authors in [35] extended the
DGHV fully homomorphic encryption (FHE) scheme over integers by enabling batch FHE.
This allows a vector of plaintext bits to be encrypted and homomorphically processed as a
single ciphertext. The scheme is semantically secure because it relies on the approximate-
GCD problem without errors. The paper demonstrates how arbitrary permutations can
be performed on the plaintext vector using the ciphertext and public key. The scheme
shows competitive performance and implements a fully homomorphic evaluation of AES
encryption; the results are promising compared to the timings presented by Gentry et al.
at Crypto 2012 for implementing a Ring-LWE-based FHE scheme. However, the PAGCD
problem can be computationally intensive, making it challenging to efficiently implement
homomorphic encryption schemes based on this problem. The generated noises in the
encrypted data are considered significant. These concerns prevent the implementation of
such encryptions in low-end connected devices.

In general, the proposed crypto-system is suitable for IoT environments. The small key
and encrypted data sizes, the multiple keying, the execution speed, and the robustness are
considered. The shown time execution in Table 3 confirms the highlight of our proposed en-
cryption and decryption schemes. The strongest factor of the proposed encryption scheme
is the constant progression of the encryption time in the function of data size, as illustrated
in Figure 5. This could be particularity exploited in IoT–Cloud communications, where
the connected low-end devices efficiently encrypt the data before sending it to the cloud.
The cloud plays its role by storing and manipulating encrypted data.

To demonstrate the complexity of encryption and decryption algorithms, as repre-
sented by O(λ), Figure 6 illustrates six tests with plaintext sizes equal to 8, 16, 32, 64, 96,
and 128 bits respectively. Curve Figure 6A presents the rate plaintextsize/encryptiontime,
the curve Figure 6B presents the rate plaintextsize/decryptiontime; we note that the per-
centage increase is constant and it expresses O(λ).
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Figure 6. Rate of plaintext size to encryption and decryption time.

Figure 7 shows the ratio of plaintext size to ciphertext size in Figure 7A, as it is clear in
Figure 7B that they are close, especially as the plaintext size increases, which shows how
effective the proposed scheme is in using a small ciphertext size.

Figure 7. Rate of plaintext size to ciphertext size in the symmetric version that preserves order.

6.2. A Comparative Study against Attacks

Brute Force Attack is an attack where an attacker tries all possible combinations of
passwords or keys to gain unauthorized access to encrypted data. To counter this attack,
various homomorphic encryption techniques have been developed. This comparative
study will compare brute force attacks against these techniques, including our proposed
work. One of the key advantages of our proposed work is that it provides an asymmetric
multi-key with a partially homomorphic encryption scheme. This means that each decimal
digit of the given integer number is encrypted separately using a special key, providing an
additional layer of security against brute force attacks. On the other hand, homomorphic
encryption techniques rely on only a single key to encrypt and decrypt the data and are
therefore vulnerable and prone to brute-force attacks.

Regarding data integrity, our proposed work also addresses the issue of untrusted
third parties performing homomorphic operations on encrypted data, ensuring that the
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integrity of the data is maintained. This is important because it helps prevent attacks like
tampering or data alteration. Data alternation attacks involve manipulating encrypted
data without knowing the secret key, leading to incorrect decryption results. The attacker
can modify the ciphertext to produce a different plaintext upon decryption, causing data
loss, unauthorized access, or other malicious outcomes. The proposed work offers an
asymmetric multi-key with partially HE scheme that encrypts each decimal digit of the
given integer number separately using a special key. This approach offers a higher degree
of security against data alternation attacks, as an attacker must modify each digit of the
ciphertext separately.

Overall, the proposed work offers significant improvements compared with other ho-
momorphic encryption techniques regarding security against brute force attacks, providing
data integrity, and computational efficiency.

7. Conclusions

This paper presents an improved partially homomorphic encryption asymmetric
scheme for IoT devices based on number factorization and polynomial reconstruction
problems. The proposed multi-key encryption scheme fragments decimal numbers into
digits and multiplies each digit by a small secret key. The scheme has an order-preserving
capability, making it suitable for IoT-constrained devices, enabling the owner to query
ciphertexts in a specified range. The size of the generated ciphertext is almost equal
to plaintext, and order-preserving is ensured using a symmetrical encryption version.
The paper also addresses security and privacy concerns of cloud-based IoT solutions,
addressing known issues such as encrypted data size, slow operations at the hardware
level, and high computing costs at the provider level.

Further real experiments are needed, and alternative approaches could be explored to
address the limitations of the current scheme. Future work could also focus on integrating
the proposed encryption scheme with blockchain technology; a secure and distributed
system that could enhance the overall security and privacy of IoT systems.
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