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Abstract: This study introduces a novel performance-based weighting scheme for ensemble learning
using the Shapley value. The weighting uses the reciprocal of binary cross-entropy as a base learner’s
performance metric and estimates its Shapley value to measure the overall contribution of a learner
to an equally weighted ensemble of various sizes. Two variants of this strategy were empirically
compared with a single monolith model and other static weighting strategies using two large banking-
related datasets. A variant that discards learners with a negative Shapley value was ranked as first or
at least second when constructing homogeneous ensembles, whereas for heterogeneous ensembles
this strategy resulted in a better or at least similar detection performance to other weighting strategies
tested. The main limitation being the computational complexity of Shapley calculations, the explored
weighting strategy could be considered as a generalization of performance-based weighting.

Keywords: machine learning; ensemble methods; Shapley value; performance weighting; privacy-
preserving distributed learning

1. Introduction

With increasing interest in machine learning technologies, the number of created and
used machine learning models is increasing. The information technology sector also faces an
ever-growing demand for digital data storage facilities, and approximately 50 massive new
data centers appear each year, with some researchers warning of an imminent information
catastrophe [1]. This growth may influence more and more parties to work using similar
data and could require the ability to collaborate. Such collaboration could be achieved by
federated learning [2] and privacy-preserving approaches, and also simply by combining
the models into ensembles in distributed or local environments. The ensemble methods
have been successful and brought many popular techniques today, such as bagging and
boosting. Although most of these techniques usually use homogeneous model types in the
creation of ensembles, ensembles with heterogeneous model types might as well be used to
tackle machine learning tasks of similar nature.

Ensemble learning approaches aim at constructing a strong learner from a set of weak
learners [3], with the most popular techniques nowadays being bagging and boosting [4].
These techniques often outperform a monolith single model but typically are applied as
off-line algorithms, which still need centralized data repositories for ensemble building.
Online ensemble-building techniques suitable for training on streaming data are also being
developed, i.e., online AdaBoost [5] or online Arcing [6]. Ensemble-based approaches for
adapting to concept drift are closely related to online ensembles and seek to give more
emphasis to the most recent training data batch. One set of approaches is to maintain a
fixed-size committee of classifiers with new base classifiers built on each arriving batch
of data and included in the committee by replacing its worst-performing member. This is
done after validation of new data, either directly, as in the streaming ensemble algorithm [6]
using majority weighting, or indirectly, by using top k performance-weighted classifiers,
as in the accuracy-weighted ensemble [7]. Another online ensemble learning approach [8]
tries to achieve robustness to concept drift by adapting weights in a pool of online learners
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and expanding or pruning the committee using an overall ensemble performance as a
benchmark. This is carried out by using a dynamic weighted majority approach [9], where
weights are normalized to always sum to one, and the individual weight is decreased
if a base learner makes a mistake. Simultaneously, data privacy is a major concern in
numerous areas, including in citizen science projects [10], where participants frequently
reveal personal details. One of the approaches to overcome the fear of sharing sensitive data
and, consequently, the lack of motivation for data sharing overall, could be privacy-focused
variants of distributed learning [11–16]. One variant of such approaches is knowledge
transfer architecture where an ensemble of models corresponds to the teacher and is trained
on disjoint internal subsets of the sensitive data, whereas a student model is trained on
public data to replicate ensemble predictions [17]. Such architecture could benefit from an
ensemble weighting strategy.

The Shapley value [18], in the context of machine learning, is mostly used for feature
selection or assessment of data quality, but it could also be applied as a weight selection
approach. The goal of our research is to introduce a novel performance-based weighting
scheme for ensembles based on the Shapley value. Even though both performance-based
weighting and Shapley values are commonly used in the machine learning field, the
combination of these two, to the best of our knowledge, has not been experimentally tested
and presented as an ensemble weighting approach. To test the new ensemble weighting
approach, we compare it to other weighting strategies: random weights, equal weights,
simple performance-based and Shapley voting-based [19] weighting by using two large
datasets for machine learning classification tasks from the banking domain. The proposed
weighting strategy could be used for general ensembling purposes but especially in the
knowledge transfer architecture domain to help in constructing a teacher model with strong
privacy guarantees after the student model is learned as a weighted ensemble. We envision
the medical, financial, and scientific domains as the primary areas of application when
participants are few, but their proprietary data is large and sensitive. We are planning to use
the proposed weighting strategy as an incentive mechanism in blockchain-powered PPML
systems by continuing the work on previously presented research in this field [20,21]. Our
proposed approach introduces two novel performance-based weight selection strategies.

This study introduces a novel performance-based weighting scheme for ensemble
learning using the Shapley value. The proposed weighting strategy is applied to two
large banking datasets using logistic regression and decision tree classifiers and has been
benchmarked against other known approaches. The study explores the applicability of the
proposed strategy not only with homogeneous but also with heterogeneous ensembles.

The rest of this paper is structured as follows. Section 2 provides an overview of
existing weighting strategies and related research on using the Shapley value in the context
of machine learning. Section 3 describes the methods used to experimentally test the
proposed solution. In Section 4, the settings and parameters used in the experiment are
introduced. The experiment results for two tested ensemble creation scenarios are presented
in Section 5 as well as discussion on the advantages and drawbacks of the proposed strategy.
Section 6 concludes the investigation.

2. Related Work

Machine learning models that are trained as a single classifier and then combined by
merging their outputs into final predictions are called ensembles [22]. These ensembles are
classified into two categories. Homogeneous ensembles consist of a single model type and
heterogeneous ones are composed of more than one model type. The success of machine
learning model ensembles could be attributed to prognostic diversity. This diversity comes
from the possibility that each model could interpret the same training data in a different
way and could result in models that complement one another, thus increasing the overall
performance of an ensemble. Ensemble diversity may be obtained through input data
sampling approaches such as bagging [4], variations in learner design, or adding a penalty
to the outputs to encourage diversity. The bagging approach uses a random subset of data
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to train classifiers that are later combined, using voting to obtain a final prediction. Decision
tree classifiers are commonly used for the bagging approach. The ensemble weighting
approach explored in our solution is closest to bagging [4] and divide-and-conquer [23]
strategies due to the horizontal partitioning of the input space. It also allows variations
in learner design through a multi-inducers strategy [23], where either the same type of
base model can be used with different hyperparameters or a different type of model can
be supported.

Ensemble weights can be equal, as in the majority voting [24] case, or based on individ-
ual models’ accuracy, as in performance weighting [22,23,25] or optimized to maximize the
accuracy of the whole ensemble on the validation set [22], as in search-based ensemble selec-
tion approaches. Our proposal could be viewed as an extension of the performance-based
weighting strategy. The performance-based weighting process consists of two primary
steps: (a) benchmarking of the model performance and (b) adjustment of the ensemble
weights based on the benchmarking results. The fusion of model outputs into a final predic-
tion can also be derived through stacking, as in meta-learning [21]. Model fusion through
stacking employs a combination of weak learners with training data to train the meta-
learning model that provides final predictions. Recently, a strategy for an optimal ensemble
was proposed in [26] by combining the tuning of hyperparameters and weights for regres-
sion tasks. Effective weights could also help sort classifiers for ranking-based ensemble
selection and filter out non-useful ones as a technique of ensemble reduction. Search-based
approaches tend to outperform ranking-based ones with respect to accuracy [25], but due
to the optimization involved in weight tuning, they are more computationally expensive.

Shapley value [18] was first introduced as a measure to fairly distribute coalition
worth among the participants by measuring their contributions. In the context of Shapley
values are used mostly to facilitate model-agnostic selection of the most significant features
by measuring the importance of each feature to the final prediction [27–29]. There are
attempts to measure the importance of input data through Shapley values [30,31]. Our
approach applies Shapley values in measuring the contribution of each model (in a fixed
set of models) to all possible variants of ensembles.

The closest study to our proposed approach would be [19] where a technique for
quantification of the model contribution to the ensemble of classifiers was proposed. It cal-
culates approximate Shapley values by considering classifier predictions on each individual
dataset instance. The study has used three datasets for evaluation, demonstrating that their
own Shapley value approximation method is close in performance to other Shapley value
approximation methods. The authors of the study have also tested the performance of an
ensemble selected by their algorithm. It outperformed other approaches in two datasets
out of the three tested. Even though the authors apply similar strategies, our approach
differs from [19] in that we use a less localized assessment of detection performance. In
our approach, binary cross-entropy values of models are used for Shapley value calcula-
tions as opposed to using predictions and ground-truth values directly. The goal of the
authors in [19] is to improve the ensemble performance at the level of individual prediction
points, while our approach evaluates the contribution of ensemble members by using their
performance measures as a basis for Shapley value calculations. The method proposed
in [19] is also utilizing Shapley approximation methods, thus differing from our proposed
approach of calculating Shapley values exactly. The authors of this study did not consider
the possibility to use Shapley values produced by their method as an ensemble weight
selection strategy. To test if this could be a viable solution, we compared our proposition
with the strategy proposed by [19].

Shapley values [18] were also applied in the ranking-based ensemble selection ap-
proach [32] that was based on the inducted subgraph game from combinatorics. This
approach evaluated the contribution of every available classifier by incorporating ensem-
ble characteristics such as individual accuracies and group variety into a Shapley value.
The researchers validated the effectiveness of the approach by comparing it to five other
techniques using 26 UCI benchmark datasets using AdaBoost [4] with a decision stump as
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their base learner. The results of this new ranking approach showed improvement over
the original ensemble and outperformed other tested approaches in more than half cases.
This approach evaluated the contribution of every available classifier by incorporating
ensemble characteristics such as individual accuracies and group variety into a Shapley
value. The difference in approach in [32] from ours is that we choose not to measure
ensemble diversity explicitly.

Ensemble heterogeneity and the possibility to apply Shapley values to evaluate clas-
sifiers have also been explored by [33]. The authors proposed a heterogeneous ensemble
model based on the generalized Shapley value and the Choquet integral. The proposed
method employs a fuzzy measure that uses model accuracy and diversity to construct
a machine learning classifier. The predictions for such a classifier are aggregated using
the Shapley–Choquet integral. The authors prove that the proposed classifier can outper-
form four existing classifiers, as well as five homogeneous model ensembles and three
heterogeneous model ensembles using four banking-related datasets. Similarly, as in
our approach, authors applied their model in the banking-related domain for credit risk
modeling and compared ranks of classifiers using the Friedman test. This method differs
from our strategy due to the application of fuzzy measures and advocating the use of
heterogeneous ensembles.

Recently, Shapley model ranking techniques have been applied in the field of federated
learning [31]. The authors propose a method to approximate federated Shapley values with
increased efficiency. The presented research also suggests that Shapley values could be
used in a wide range of data evaluation tasks. The comparison of related research and their
application areas are presented in Table 1.

Table 1. Comparison of methods employing Shapley value for data or model performance evaluation.

Article Metrics Used Shapley Calculation Approach Application Area

Benedek Rozemberczki [19] Prediction voting Expected marginal
contributions approximation

Method to quantify the model
importance in an ensemble

Hadjer Ykhlef [32] Classifier accuracy Exact calculations Ensemble selection method

Tianhao Wang [31] Classifier accuracy
Permutation sampling-based

approximation, group
testing-based approximation

Method to evaluate data
importance in federated

learning approaches

Xiaohong Chen [33] Generalized Shapley
Choquet integral Exact calculations

A heterogeneous ensemble
classifier for credit
risk management

Our proposal Binary cross-entropy Exact calculations Ensemble weight
selection strategy

Our proposal differs from existing approaches by two main aspects: (a) weighting
strategies utilize binary cross-entropy in combination with Shapely value calculations, as
opposed to relying on individual predictions on a case-based level; and (b) Shapley value
is calculated by utilizing empty coalition as a benchmark value corresponding to expected
binary cross-entropy of random guessing with respect to class imbalance.

3. Methods

This section presents two proposed weighting strategies and their evaluation methods.
It also describes datasets and data preparation measures utilized in the experiments. The
last subsection presents a description of performance comparison methods that were
applied to the experiment results. The general process representing the workflow of our
proposed approach is presented in Figure 1. The overview of the proposed weight selection
strategy is presented in Figure 2, demonstrating the data division into batches, model
training and weighting processes. The weight selection strategy produces a weighted
ensemble that produces final predictions.
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3.1. Base Learners

We have used two types of classifiers as base learners in the experiments: CART
(classification and regression tree) and binary logistic regression. These two classifier
types were chosen because they are generally widely known and are commonly applied
for machine learning classification tasks, such as, for example, logistic regression in the
banking industry [34]. Other classifiers [35,36] would be also suitable, as long as they can
predict class probabilities. In our research, these learners are used to train either a single
model on a full training dataset meaning that the training dataset was not divided into
smaller batches (such model will be called a monolith) or multiple models that are trained
on a part of training data and are further combined into ensemble.

The CART classifier represents a traditional decision tree [37]. The leaf nodes contain
predicted values of the class of the input vector and the intermediate nodes contain binary
decisions, each rejecting a subset of potential sequential points and classification choices.
The tree is built by applying a greedy split algorithm over the learning data by minimizing
the Gini impurity (1); more specifically, the best split gives a minimal weighted average of
class impurity in child nodes. The Gini impurity is calculated as:

Gini(k) = ∑
i⊆C

ρi,k(1− ρi,k) = 1− ∑
i⊆C

ρ2
i,k (1)

where C is a list of all classes, k corresponds to a specific category (child node) after splitting
and ρi,k is a probability of category k having class i. The main advantage of decision trees
over other classifiers is that the “reasoning” behind the classification output can always be
described in human-friendly terms. An illustrative example of the Bank Marketing Dataset
used in our work is provided in Figure 3. Our approach differs from the random forest
ensemble learning method by not using bootstrap aggregation and combining classifiers
trained on datasets with varying sizes respecting data size distribution patterns defined in
Section 3.3.

Binary logistic regression is also one of the traditional approaches [38] to the problem
of binary classification. It models the linear expectation of vector X = {x1, x2, . . . , xn}
belonging to class A as E(A|X), where:

E(A|X) =
ey

1 + ey (2)

y = β0 + β1 ∗ x1 + β2 ∗ x2 + · · ·+ βn ∗ xn (3)



Appl. Sci. 2023, 13, 7010 6 of 23

The logistic regression model fitting weighting coefficients {β0, β1, β2, · · · , βn} in a
manner that best satisfies the logistic loss (log-loss) function:

cost(P(A|X), X) =

{
−log(P(A|X)), i f X is in class A
−log(1− P(A|X)),i f X is not in class A

(4)

The feature selection step and regularization were omitted from the logistic regression
model, as the goal of this research was to compare existing weighting strategies to two
novel approaches.

The performance of models for detection tasks in our experiments was evaluated using
binary cross-entropy metric [39]. Cross-entropy is one of the more popular loss functions
used for classification problems. It quantifies the difference between two probability
distributions—the predicted output distribution and the real output distribution. Binary
cross-entropy (BCE) can be seen as a generalization of log-loss for multi-class cases and is
defined as:

BCE
(

y,
.
ŷ
)
= −(y·log(ŷ) + (1− y)·log(1− ŷ)) (5)

The y represents the ground-truth class label and ŷ corresponds to the model’s predic-
tion of class probability.
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3.2. Weighting Strategies

We have used five ensemble weight estimation strategies: Equal, Random, Perf,
posShap, and maxShap. The purpose of the Equal weight strategy was to determine
how well the model performs in an ensemble without any effort to estimate the weights.
All ensemble members receive the same values under the Equal weighting approach.
In the Random weighting strategy, each model gets its value randomly generated in
a range from 0 to 1, which constitutes a baseline to compare against other weighting
heuristics. Performance weighting (Perf) was calculated using Function (6), where BCE
measure corresponds to Formula (5) and was calculated on validation data (Figure 4). This
corresponds to the reciprocal of BCE:

wPer f
n =

1
BCE

(6)
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Shapley value was first introduced as a way to evaluate coalition participants’ contribu-
tion to an overall coalition in a game theory paper [18]. Since then, Shapley values have been
adopted in many research fields such as economics [40] and machine learning [19,29,30]. In
our proposed weighting strategy, the Shapley transformation of performance-based weight
for model n was calculated as follows:

wShap
n (v) = ∑S⊆N\{n}

|S|!(N− |S| − 1)!
N!

(v(S∪ {n})− v(S))−∅ (7)

with reciprocal BCE corresponding to coalition members’ contribution v. N is the set of
classification models and sub-ensemble S is a subset S ⊆ N. (S ∪ {n})− v(S) represents a
marginal contribution of a single coalition member. The empty coalition ∅ value was calcu-
lated using Formula (7) with all predictions fixed at 0.5 and tested against ground-truth
values of validation data, which in effect provides a performance baseline derived with
respect to existing class imbalance. It is well known that a baseline threshold of BCE in the
case of balanced classes is exactly 0.693 and BCE exceeding this value indicates that a corre-
sponding detector is performing worse than chance [41]. Moreover, this threshold value
decreases in case of a stronger class imbalance. Therefore, a need to account for that when
using Shapley estimation with a possibility to assign value to an empty coalition arises.

The posShap weighting strategy calculated weights based on Formula (7) and models
that resulted in negative Shapley values were not included in the ensemble by setting their
weight to 0:

f (w) =

{
w, w ≥ 0
0, w < 0

(8)

where w is obtained using Formula (8) and posShap transformation of w is identical to
rectified linear unit activation function ReLU [42].

The maxShap weights were calculated in the case of negative Shapley values, which
meant the net loss with respect to the overall coalition. For such models, the assumption
was made that the classes were switched when training a model or that some labeling noise
was present in the training data. To allow such models to be used in a model coalition, we
have inverted the model predictions as follows:

f (p) =
{

p, p ≥ 0
1− p, p < 0

(9)
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where p is the output from the detection model. This was supposed to enable a model that
was trained on mislabeled data to still be useful in the overall coalition to the extent of its
contribution if it was due to label noise.

The voting-based Shapley weights Roz were calculated using the method described
in [19]. This method uses marginal contribution approximation to speed up the calculations
and calculates Shapley values at individual data point levels. To transform the individual
data point level Shapley values to ensemble weights we average these values into their
weight representation using Formula (10):

wRoz
n =

1
N

N

∑
i=1

ϕi (10)

where N is the number of model predictions and n is the model number in an ensemble
and ϕ represents Shapley value for individual data point levels.

3.3. Data Preparation

The five ensemble weighting strategies were tested using two datasets: Bank Market-
ing and BNG-Credit_a. Data characteristics and dataset sources are described in Table 2.
The Bank Marketing dataset was also used for experiments in [32]. Preparation of the Bank
Marketing dataset consisted of transforming targeted value from “Yes” and “No” to 1 and
0, respectively, and one hot encoding of categorical data. One hot encoding transformed
categories into an expanded feature set. The BNG-Credit_a dataset features A6, which
represented bank customer occupation, and A7, which represented the last known month
the customer was contacted including many unique categories. To reduce the number of
categories, categories that had less than 25,000 entries for feature A6 and 89,044 entries
for feature A7 were aggregated into the new “other” category. After reducing the number
of categories in A6 and A7, all categorical data was one hot encoded resulting in new
features. The training data was shuffled randomly based on the seed provided for each
separate iteration.

Table 2. Experiment dataset characteristics (number of features was calculated excluding the target
value). Total features were obtained by using all numerical features and converting categorical
features into dummy types by one hot encoding.

Data Characteristic Bank Marketing BNG-Credit_a

Initial features 16 15
Categorical features 10 10

Total features 51 33
Total instances 45,211 1,000,000

Classes 2 2
Target class proportion 0.12 0.544

Dataset sources Bank Marketing [43] BNG_credit-a [44,45]

3.4. Evaluation Scheme

The hold-out validation consisted of two steps. First, shuffle data and split it into
80% and 20% parts, where 80% would be used for training a monolith or providing it for
ensembling, and 20% would be held out for testing purposes to enable a fair comparison
between comparison monolith and ensembling strategies. After the initial data split, the
second step was done on non-testing data, again, taking 80% for training ensemble models
and leaving 20% as validation data for weight estimation in performance weighting and
Shapley-based proposal. During the last step of the hold-out strategy, the data dedicated to
training ensemble models were split into smaller model-wise batches based on Zipf’s law
distribution with its exponent value set to 0.2. Each model was trained on its individual
data batch and tested on validation data to obtain a BCE estimate of its performance.
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Zipf’s distribution was used to partition the training dataset into chunks of varying
sizes, and thus introduce non-IID nature into the data splits used for training base mod-
els. The non-IID nature was desirable because it is observed that, in general, datasets
used in real-world federated learning are non-IID (non-independent and identically dis-
tributed) [46]. To simulate non-IID conditions in artificial environments, training datasets
are usually partitioned into chunks where either the chunk size or class distribution inside
the chunks follows some variant of power law Y = kXa. Here, k is a scaling factor, X is a
chunk index, a is the exponent factor and Y is either the chunk size or the number of classes
reflected in a chunk or some other property of the chunk relevant to the training. Some
authors choose to select power law coefficients in an arbitrary way, i.e., [47–49], while some
choose to use one of the specific power law variations, with Zipf’s distribution being one
example [50–52].

3.5. Performance Comparison

The classifier performance comparison was performed using the cd-diagram library [53]
and using similar techniques to the ones presented in [54]. Friedman’s test [55] was used to
detect whether there is a statistical difference between the performance of the classifiers
compared. If the Friedman test showed that classifiers are statistically different, pairwise
analysis was performed as recommended in [56] by replacing the average rank comparison
with the Wilcoxon signed-rank test [57] corrected with Holm’s alpha correction [58]. In
critical difference diagrams (see diagrams in Section 4.3, e.g., Figure 6), the bold line be-
tween the classifiers displays a lack of statistical difference between the results presented
by these two classifiers. Similar ranking approaches also appear as the choice of result
representation in [32].

4. Results and Analysis
4.1. Experimental Setup

The main goal of the experiments was to compare our proposed weight estimation
techniques with existing ensemble weighting techniques and a monolith model. To reach
this goal, we have conducted two experiments that tested different types of ensembles:
homogeneous ensembles consisting of either logistic regression or decision tree classifiers
and heterogeneous ensembles that used a mixture of both classifiers. Each experiment
consisted of three main parts: model training, ensemble weight selection and ensemble
performance evaluation. During the model training step, individual models were trained.
The weight estimation step consisted of individual model performance evaluation on
validation data and calculation of weights using a selected scheme. Finally, the models
were joined into ensembles by using a weighted average of their predictions. All ensembles
were evaluated on reserved testing data for proper comparison of detection performance
and results were analyzed using the Friedman test. The monolith model differed from the
ensembles that it consisted of a single model created using a training dataset that was not
divided into smaller batches, as shown in Figure 4.

The experiments were conducted on a virtual machine with an Intel Xeon Silver
4114 CPU running at 2.20 GHz that contained 10 CPU cores and featured 32 gigabytes
of RAM with SSD storage. The experiment environment was developed using Ubuntu
18.04 operating system. Two execution environments, R 4.1.3 and Python 3.6.9, were
used for implementation. We chose Python and R programming languages based on
their popularity in the ML field and to demonstrate that the proposed method could be
applicable in systems that use components with heterogeneous environments. By testing
this approach on two popular machine learning languages, we demonstrate that the method
is not hard to replicate in different settings and provide additional insight into the suitability
of weighting strategies, irrespective of the implementation platform. The R implementation
used the machine learning library MLR3 version 0.13.3. The Python implementation used
the machine learning library PySpark version 3.1.2. The parameters used for each mode
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type are listed in Table 3, showing unified parameter values where possible, as well as a
few implementation-specific settings.

Table 3. Hyperparameter values for different model implementations.

Model Type Common Parameters Implementation-Specific Parameters

MLR3 LR 1
E = e × 108

iterations = 25

singular.ok = True; trace = False

PySpark LR 1 regParam = 0.0; aggregationDepth = 2;
threshold = 0.5; elasticNetParam = 0.0; fitIntercept = True

MLR3 DT 2

maxDepth = 30
minInfoGain = 0.01

minSplit = 20; maxcompete = 4; maxsurrogate = 5;
surrogatestyle = 0; usesurrogate = 2; xval = 10

PySpark DT 2
minInstancesPerNode = 20; Standardization = False;

minWeightFractionPerNode = 0.0; minInstancesPerNode = 1;
maxBins = 32; minInfoGain = 0.0; impurity = ‘gini’

1 LR—logistic regression. 2 DT—decision tree.

Both MLR3 and PySpark were used to train models, perform model inference and
store inference results in files. The results of trained models were later used in an ensemble
creation environment implemented using caret 6.0, kappalab 0.4 and matrixStats 0.61,
which summarized inference success by BCE, calculated Shapley values, and combined
output from model inference into a weighted ensemble. One hundred iterations of the
model training process were performed. The implementation provided in [59] was used
to test the method described in [19]. We used marginal contribution approximation as
recommended by Ref.’s [19] research with the quota parameter set to 0.35. The Shapley
values for this method were calculated for individual predictions and then aggregated by
averaging all individual model’s Shapley values. In cases when this method was unable
to produce Shapley values they were substituted with equal weights. The heterogeneous
experiments used the same models that were created for homogeneous ensembles, but
mixed different model types into a single ensemble. Monolith (Mono) approach was
calculated separately by providing model training libraries with undivided training data
and training a single model. To enable a comparison of overall performance, the Mono
strategy that presented the best performance in a homogeneous experiment was also added
to the experiment results. Experiments were conducted with multiple ensemble sizes:
{2, 3, 5, 8, 13} for homogeneous ensembles and {4, 6, 10, 16} for heterogeneous ensembles.
Data hold-out was performed using the R script with Caret package version 6.0-90.

4.2. Experimental Results

The results of the experiment will be presented using two diagrams: the line diagram
displays how BCE error values change with increasing ensemble size and the critical
difference diagram ranks models after pooling the BCE results of all tested ensemble
sizes. Detailed results of the experiments are available online [60]. The experiments
compared the monolith approach (Mono) to five ensemble weighting strategies: equal
weight strategy (Equal), performance-based (Perf), randomly generated (Rand), voting-
based Shapley [19] (Roz), positive Shapley (PosShap) and maximum Shapley (MaxShap).
The monolith approach Mono used the undivided training and testing dataset, providing
a base value for model capabilities without the introduction of ensembling. Due to a
sufficient amount of data, members of ensembles built on the BNG-credit_a dataset did not
produce negative Shapley values; thus, the MaxShap weighting strategy was not applied
in relation to this dataset. Critical difference diagrams evaluate the statistical significance
overall of the ensemble sizes tested.

4.3. Results of Homogeneous Model Ensembles

The homogeneous model ensembles were created using a single type of model. The
two model types chosen were decision tree and logistic regression. The results of logis-
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tic regression ensembles for the BNG-credit_a dataset are presented in Figure 5. These
results indicate that the monolith approach had the lowest BCE of 0.326. All ensemble
weighting strategies exhibited similar results across all evaluated ensemble lengths. The
critical difference diagram in Figure 6 shows an overview of the aggregated rankings for
all tested ensemble configurations and notes that the equivalent model rankings were
produced by both Python and R implementations. These model ranks specify that there
was no statistical significance difference between the other weighting strategies and the Roz
strategy indicating that the gains provided by ensembles using logistic regression model
type we minimal. A Mono approach had the highest rank with posShap ranked as the
second most successful.

Appl. Sci. 2023, 13, x FOR PEER REVIEW 11 of 25 
 

4.2. Experimental Results 
The results of the experiment will be presented using two diagrams: the line diagram 

displays how BCE error values change with increasing ensemble size and the critical dif-
ference diagram ranks models after pooling the BCE results of all tested ensemble sizes. 
Detailed results of the experiments are available online [60]. The experiments compared 
the monolith approach (Mono) to five ensemble weighting strategies: equal weight strat-
egy (Equal), performance-based (Perf), randomly generated (Rand), voting-based Shapley 
[19] (Roz), positive Shapley (PosShap) and maximum Shapley (MaxShap). The monolith 
approach Mono used the undivided training and testing dataset, providing a base value 
for model capabilities without the introduction of ensembling. Due to a sufficient amount 
of data, members of ensembles built on the BNG-credit_a dataset did not produce nega-
tive Shapley values; thus, the MaxShap weighting strategy was not applied in relation to 
this dataset. Critical difference diagrams evaluate the statistical significance overall of the 
ensemble sizes tested. 

4.3. Results of Homogeneous Model Ensembles 
The homogeneous model ensembles were created using a single type of model. The 

two model types chosen were decision tree and logistic regression. The results of logistic 
regression ensembles for the BNG-credit_a dataset are presented in Figure 5. These results 
indicate that the monolith approach had the lowest BCE of 0.326. All ensemble weighting 
strategies exhibited similar results across all evaluated ensemble lengths. The critical dif-
ference diagram in Figure 6 shows an overview of the aggregated rankings for all tested 
ensemble configurations and notes that the equivalent model rankings were produced by 
both Python and R implementations. These model ranks specify that there was no statis-
tical significance difference between the other weighting strategies and the Roz strategy 
indicating that the gains provided by ensembles using logistic regression model type we 
minimal. A Mono approach had the highest rank with posShap ranked as the second most 
successful. 

(a) 

 

(b) 

Figure 5. Detection error by BCE for various homogenous ensemble sizes: logistic regression in Py-
thon (a) and R (b) using BNG_credit-a dataset. 

Figure 5. Detection error by BCE for various homogenous ensemble sizes: logistic regression in
Python (a) and R (b) using BNG_credit-a dataset.

Appl. Sci. 2023, 13, x FOR PEER REVIEW 12 of 25 
 

(a) 

 

 

(b) 

Figure 6. Ranking of homogenous ensembles: logistic regression in Python (a) and R (b) using 
BNG_credit-a dataset. 

Homogeneous decision tree ensembles in Figure 7 indicate that all ensemble 
weighting strategies surpassed the performance of the Mono approach. The difference be-
tween weighted ensembles and the Mono approach increased on higher ensemble mem-
ber counts. This difference increased from 0% to 4.8% for the best-performing posShap 
weighting strategy. If we compare the performance of only weighting strategies, the re-
sults reveal that if the number of models in an ensemble is small (2 or 3), all tested strate-
gies perform similarly, when the number of models is greater than 5 posShap outperforms 
other approaches with the best result of 0.317 BCE. The performance difference between 
other strategies and posShap also appears in the critical difference diagram in Figure 8 
where the posShap strategy obtained the highest rank. The results also reveal that there is 
no statistical significance between Equal and Roz strategy results, as well as Perf and Roz 
strategies for the Python implementation. The results for the R language implementation 
produced the highest performance gains of all experimentally tested solutions. When 
compared to a single model approach Mono on the largest number of ensemble member 
(13) setting, ensemble weighting increased the performance with 4.1% and 4.8 % for Perf 
and posShap weighting strategies, respectively. 

(a) 

 

(b) 

Figure 6. Ranking of homogenous ensembles: logistic regression in Python (a) and R (b) using
BNG_credit-a dataset.

Homogeneous decision tree ensembles in Figure 7 indicate that all ensemble weight-
ing strategies surpassed the performance of the Mono approach. The difference between
weighted ensembles and the Mono approach increased on higher ensemble member counts.
This difference increased from 0% to 4.8% for the best-performing posShap weighting
strategy. If we compare the performance of only weighting strategies, the results reveal
that if the number of models in an ensemble is small (2 or 3), all tested strategies per-
form similarly, when the number of models is greater than 5 posShap outperforms other
approaches with the best result of 0.317 BCE. The performance difference between other
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strategies and posShap also appears in the critical difference diagram in Figure 8 where the
posShap strategy obtained the highest rank. The results also reveal that there is no statistical
significance between Equal and Roz strategy results, as well as Perf and Roz strategies
for the Python implementation. The results for the R language implementation produced
the highest performance gains of all experimentally tested solutions. When compared to
a single model approach Mono on the largest number of ensemble member (13) setting,
ensemble weighting increased the performance with 4.1% and 4.8 % for Perf and posShap
weighting strategies, respectively.
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Logistic regression ensembles for the Bank Marketing dataset (Figure 9) indicate
similar results for ensembles with 2, 3 and 5 member counts over all tested strategies. For
ensembles sized 8 and 13, there was a major increase in BCE for the maxShap weighting
approach. When the ensemble member count reached 8 members, the distinction between
Mono and other strategies became apparent, but the difference remained minimal at
only less than 0.1%. Of all tested cases, the Perf weighting approach showed the best
performance of 0.236 BCE. The weighting strategy comparison via the critical difference
diagram in Figure 10 reveals that the posShap strategy had the best performance, while the
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Perf strategy gave the second-best results. Both posShap and Perf were ranked better than
the Mono approach indicating a performance boost of weighting. Although the results
indicate a clear performance boost of weighting strategies, the 0.4% gain compared to the
monolith approach could be considered trivial this also explains no statistical significance
between the most tested weighting strategies.
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Decision tree model ensembles for the Bank Marketing dataset (Figure 11) demonstrate
that all weighting strategies surpassed the monolith approach, even in the case of very
small ensembles. When the ensemble contained 3 or more members, the BCE of maxShap
classifiers performance decreased and kept on diminishing with higher member counts.
The results of Python implementation revealed that ensembles with member counts of 2
to 8 outperformed the monolith approach, and for larger ensembles of 13 members only,
the posShap strategy exhibited better results of 0.264 BCE for Python and 0.274 BCE for
R implementations. As for experiment implementation using R language Perf, Equal and
posShap weighting strategies presented a lower BCE than the monolith approach for all
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evaluated model counts. The results also indicate that the Perf ensemble weighting strategy
with member count 8 produced the best result of 0.251 BCE. The posShap approach was
ranked first for the R implementation and second for the Python implementation, as can
be seen in the critical difference diagram (Figure 12). In both implementations, the results
were not statistically significant between Random and Roz strategies as well as the PosShap
and Equal approaches in Python implementation.
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The results of the homogeneous ensembles experiment results presented in Table 4
indicate that ensembles composed of the decision tree classifier benefited more from
weighting than the logistic regression classifier ensembles. Decision tree-based ensembles
exhibited a performance increase when compared to the monolith approach by 1.9 %
for Bank Marketing and 4.8% for BNG_credit-a datasets, whereas the performance of
logistic regression ensembles resulted in only a trivial gain of 0.2 % and 0.002%. Although
the benefit of weighting was not as effective in logistic regression ensembles, posShap
weighting still performed very similarly to the Perf strategy, which outperformed other
weighting strategies. The lowest BCE of 0.236 for the Bank Marketing dataset was exhibited
by the Perf weighting strategy with the largest ensemble size of 13, where the posShap
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strategy presented the second-best result of 0.238 BCE. Similar experiment results were
exhibited for the BNG_credit-a dataset where posShap and Perf performance was 0.317
and 0.318 BCE. The effectiveness of the posShap weighting strategy was more apparent
when applied to ensembles with a larger number of members. In contrast to posShap,
the maxShap weighting strategy performed the worst of all tested strategies for larger
ensembles of sizes 8 and 13. In all tested experiment settings our approach surpassed
or at least performed similarly to the weighting strategy Roz [19]. A comparison of
implementations between two different programming languages revealed that even though
some minor differences in results were evident, general trends and ensemble performance
insights were consistent.

Table 4. Rank comparison from Friedman test for homogeneous experiment results with lowest rank
value highlighted in bold.

Model Type LR 1 DT 2 LR 1 DT 2

Dataset BNG 3 BNG 3 Bank 4 Bank 4

Weighting Strategy

Implementation
Python R Python R Python R Python R

Mono 2.13 2.45 5.52 4.86 3.67 3.61 5.33 6.40
Rand 4.40 4.38 3.80 3.50 4.97 5.04 4.11 4.22
Equal 4.58 4.43 3.86 3.94 4.88 4.86 3.21 3.52
Perf 3.63 3.52 2.86 3.10 3.32 3.22 2.25 3.44
Roz 3.58 3.65 3.27 3.54 3.91 3.78 3.68 3.51

MaxShap - - - - 4.43 4.57 6.19 4.22

PosShap 2.67 2.57 1.68 2.06 2.81 2.91 3.24 2.68
1 LR—logistic regression. 2 DT—decision tree. 3 BNG—BNG_credit-a dataset. 4 Bank—Bank Marketing dataset.

4.4. Heterogenous Ensembles

The homogeneous experiment demonstrated weighting capabilities applied to using
identical types of machine learning models. In real-world applications, researchers may
prefer using different model types to increase the ensemble’s diversity and improve its
generalization, but also due to varying capabilities [61] of forming internal representations
from features available. In the following experiment, weighting strategies were applied to
heterogeneous ensembles. The logistic regression monolith model was chosen here as a
baseline due to the best performance in the homogeneous experiment.

The results for heterogeneous ensembles trained on the Bank Marketing dataset using
the Python implementation (Figure 13) were similar to the results presented in the R
implementation. The equal ensemble weighting strategy demonstrated the lowest BCE
overall with the best performance in an ensemble with 16 models that exhibited 0.233 BCE.
The maxShap weighting strategy displayed reduced performance over ensembles with
a higher number of models and exhibited the worst performance overall. The opposite
could be observed for the results of the posShap weighting strategy, although it performed
similarly to the Mono approach in ensembles with 4 and 6 members. Ensembles with 10 and
16 members outperformed the Mono approach. The posShap strategy also outperformed
Perf when the number of models in the ensemble was 16. The posShap advantage over the
Perf strategy demonstrates that Shapley values are able to measure model contribution
in greater detail. This advantage stems from the evaluation of all possible permutations
revealing combinations that cannot be considered by the simple performance metric of
a single model. The ranking of weighting strategies (Figure 14) also reveals that in this
scenario, the Equal strategy outperformed other tested approaches. The Rand approach was
ranked as second best, and Perf and posShap were ranked third and fourth, respectively.
The Mono and maxShap ensemble weighting strategies were the least performant.
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Using the same Python implementation and training the heterogeneous weighted en-
sembles on the BNG-credit_a dataset, the results (Figure 15) were similar to homogeneous
ensemble implementation (Figure 7) for the same dataset. The introduction of logistic
regression models further reduced the BCE for ensembles with applied weighting strategies
and improved the performance of ensembles. The results of the posShap weighting strategy
were the best out of all tested strategies, resulting in a median BCE of 0.312. The Perf
and Equal strategies resulted in a somewhat similar performance. The critical difference
diagram (Figure 16) did not show a statistically significant difference between these two ap-
proaches. The model ranking also revealed that the monolith strategy was ranked the
lowest, meaning that all the ensembling strategies increased their performance over their
homogeneous counterparts. For ensembles of 16 models, the performance gain over Mono
ranged from 1.3% for Equal, Perf and Rand strategies to 1.4 % for posShap strategy.

The heterogeneous ensemble results (Figure 17) for the Bank Marketing dataset using
R language implementation demonstrated that for ensembles with 10 and 16 members,
the posShap weighting strategy surpassed the performance of the monolith approach, but
the best-performing weighting strategy was Equal with 0.233 BCE. With the ensemble
consisting of 10 or more members, posShap outperformed the Perf strategy and produced
the same median as the Rand strategy of 0.235 BCE. Although the weighting performance
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gains were only 0.6%, all weighting strategies, except maxShap, outperformed the Mono
approach. The ranking of ensembles (Figure 18) revealed that the Mono strategy was
ranked as the best-performing one, with posShap and maxShap methods ranked as the
least-performing strategies.
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The results of the heterogeneous ensembles for the BNG-creadit_a dataset imple-
mented in the R language (Figure 19) reveal that all ensemble weighting strategies were
outperformed by the Mono approach. Weighting strategies performed similarly with no
statistically significant differences. Surprisingly, the best result of 0.339 BCE was achieved
by Rand weighting. As for posShap, its performance dropped when the number of mod-
els in an ensemble was 16, but when applied to ensembles with 6 and 10 members, it
exhibited the best performance. The ensemble ranking (Figure 20) also reveals that the
results for all approaches have no statistically significant difference between them, the
Mono approach ranked as the best, and other approaches performed without statistically
significant difference between their results.

The results of the heterogeneous ensemble experiment are presented in Table 5, which
demonstrated that in some cases choosing the right model type is more important than
choosing the right weighting strategy. This is especially evident from Figure 19 where
the monolithic logistic regression model outperformed the ensembles with performance
differences ranging from 1.3% to 2.2%.
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Table 5. Rank comparison from Friedman test for heterogenous experiment results with lowest rank
highlighted in bold.

Dataset BNG 1 Bank 2

Weighting Strategy

Implementation Python R Python R

Mono 5.99 1 4.89 4.04
Rand 3.54 3.79 2.96 2.79
Equal 3.26 3.88 1.82 1.75
Perf 3.20 3.53 3.91 3.65
Roz 3.09 5.50 3.81 5.74

MaxShap - - 6.23 5.97
PosShap 1.92 3.29 4.38 4.05

1 BNG—BNG_credit-a dataset. 2 Bank—Bank Marketing dataset.

One could argue that the difference between the monolith model and the weighting
strategies was caused by implementation-specific hyperparameter settings since no such
advantage of the monolith can be noticed with the Python implementation (Figure 15)
when using the BNG-Credit-A dataset.

The differences between implementations were also minimal when comparing
Figures 13 and 17. The performances of the two implementations ranged from 0.233 to 0.269
BCE and exhibited the same best-performing ensembles achieved with an equal weighting
strategy. The introduction of additional model types improved ensemble performance
in three out of four test cases. Compared to the best result produced in homogeneous
experiments, 0.236 BCE, the heterogeneous ensembles increased the performance to 0.233
BCE. Similarly, the experiment results reveal that in three out of four cases, any weighting
strategy can outperform a monolithic model, signifying the value of ensembling. PosShap
strategy outperformed the Roz strategy in all 3 tested heterogeneous experiment settings
except for Python implementation using the Bank Marketing dataset, where results were
not statistically different between the two strategies. The maxShap weighting strategy
presented the worst results overall, indicating that underlying assumptions and efforts
to account for it only deteriorated the ensemble. This was the more evident the larger
the ensemble.

5. Discussion

Even though the maxShap weighting strategy performance was the lowest when
compared to other tested approaches in both experiments, we consider that model variety
would play a bigger role in real-life applications for heterogeneous ensembles. We assume
that the cause of this phenomenon may be attributed to classifiers trained on smaller data
sets that may contain more noisy data and may result in constructing a very weak learner
upon it. Such models in real-life scenarios might be discarded as erroneous even before in-
cluding them in an ensemble. The posShap method benefited from the opposite effect when
the exclusion of poor-performing members boosted the performance of the ensemble. The
experiment results revealed that even though in some tested cases the weighting strategy
produces a positive gain in ensemble performance, it mostly depends on the used model
type and datasets characteristics. When comparing performance between implementations
in heterogeneous experiment results (Figures 15 and 19) a clear difference between the
monolith model and weighting strategies, when the Mono approach outperforms weight-
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ing strategies (Figure 19), surprisingly, only in the R implementation case. We speculate
that this disparity could be attributed to implementation-specific calculation methods of
Mono models and differences in hyperparameters, although we tried to unify those values
as much as possible.

We assume that the presented weighting strategy could be used in applications that
require high model precision such as medical research because in some other cases, the ac-
curacy gains would not be significant enough to justify the computational costs of Shapley
value exact estimation. The computational complexity of exact Shapley computations is
O(N!), whereas the expected marginal contributions [19] (EMC) approximation methods
complexity is O(N). For illustration, the runtime of Shapley calculations has been evaluated
and the results, supporting these theoretical complexities, are presented in Figure 21. The
exact Shapley computation runtime was similar for ensembles that contained 2–5 members,
but its runtime increased exponentially with higher member counts. The average calcula-
tion time for exact Shapley calculations with 13 ensemble members was 13.612 s and for
EMC approximation 0.002 s.
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This problem of increase in runtime could be addressed by estimating Shapley value
using existing approximation algorithms [62,63], as in, related Shapley vote-based strat-
egy [19] or using approaches to reduce the number of models inside the ensemble without
significantly worsening its performance [64]. However, if approximation is applied our
method would have a computational advantage over competitors’ strategy [19] because
their calculations were performed at an individual data point level, whereas we pool all the
data into a validation set and estimate prediction performance on it. The proposed strategy
could also be applied to achieve privacy preservation when applied in conjunction with
knowledge transfer architecture [17]. The strategy could provide optimal weights for an
ensemble of individually trained shared models that would result in a strong teacher model.

Another use for this study could be developing the architecture described in [20,21] to
provide motivation and an incentive mechanism for the blockchain network participants.
Incentive mechanisms, based on Shapley value, could be used to measure a participant’s
contribution, and provide rewards for model and data sharing. The incentive mecha-
nism would evaluate all machine learning models uploaded by calculating the BCE metric
using all existing data donated to the network. This model performance results pre-
sented in BCE should then be used as an input into the Shapley function that evaluates all
possible combinations.
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6. Conclusions

The proposed weighting strategy for ensemble learning used the reciprocal of binary
cross-entropy as a model performance metric and the Shapley value estimation to enhance
performance weighting with a more global ensembling aspect: how useful the model in
question is, if we test all possible ensemble combinations both including and excluding
it, under the assumption of equal weights. Two variations of this strategy (posShap
and maxShap) were implemented and empirically compared with the monolith model
and other weighting strategies using two large banking-related datasets. A decision tree
and logistic regression were used as our base learners for constructing homogenous and
heterogeneous ensembles.

The highest performance gains over the monolith model in homogeneous ensembles
were observed for the posShap strategy, with the largest ensemble size of 13 members: 4.8%
and 1.9% for the BNG_credit-a and Bank Marketing datasets, respectively. If compared to
traditional performance-based weighting (Perf), our approach improved the performance
by 0.7%. The posShap was ranked as the best strategy, except for the case of the Python
decision tree classifier using the Bank Marketing dataset. Similarly, the posShap weight-
ing strategy in heterogeneous ensembles achieved the best performance with the largest
ensemble size of 16 members, achieving a performance gain of 1.4% over the monolith
approach using the BNG-credit-a dataset. Using the Bank Marketing dataset, posShap
featured a 0.4% gain, but the winner there was equal weighting with a 0.6% gain over the
monolith model.

From the two variants tested only posShap was successful, whereas maxShap was
outperformed by all other weighting strategies, implicating that efforts to correct model
outputs could not improve the performance of a resulting ensemble and simply eliminating
such models from the ensemble works better. While the performance of posShap differs
with respect to the dataset and the base learner used, the experiments demonstrate that it
performs better or at least similarly when compared to other weighting strategies, including
the most similar Shapley vote-based strategy (Roz).
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