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Abstract: The software design model performs an important role in modern software engineering
methods. Especially in Model-Driven Engineering (MDE), it is treated as an essential asset of software
development; even programming language code is produced by the models. If the model has errors,
then they can propagate into the code. Model verification tools check the presence of errors in the
model. This paper shows how a UML class model verification tool has been built to support complex
models and unsupported elements such as XOR constraints and dependency relationships. This tool
uses ontology for verifying the UML class model. It takes a class model in XMI format and generates
the OWL file. Performs verification of model in two steps: (1) uses the ontology-based algorithm
to verify association multiplicity constraints; and (2) uses ontology reasoner for the verification of
XOR constraints and dependency relationships. The results show the proposed tool improves the
verification efficiency and supports the verification of UML class model elements that have not been
supported by any existing tool.

Keywords: ontology; model verification; class model; verification tool; MDE

1. Introduction

A model is an abstract representation that is used to analyze and comprehend a
system [1]. In the engineering world, models are used in almost every discipline, such as
the house map in civil engineering and circuit diagram in electronic engineering. These
models are used to understand the characteristics of the system [2]. In software engineering,
design models play a vital role in software development. In modern software engineering
methodologies, they are used to elicit requirements, design the system, and generate
the code.

Software design models are a formal description of the structures and behaviors
of the system. The discourse is the complete software design, including functionality,
architecture, collaboration, user interfaces, and interaction with other software [3]. In
software engineering, designing a model before the implementation is very beneficial. It
provides an understandable view of the system and improves communication among all
stakeholders. Furthermore, the software design model provides early identification of
incompleteness and inconsistencies in the underdeveloped system with the help of model
verification techniques [4,5].

Current software design modeling techniques such as Unified Modelling Language
(UML) and Systems Modeling Language (SysML) are robust and cover all aspects of soft-
ware development. However, they do not have a formal foundation. Therefore, verification
of the model is not possible in them. On the other side, formal modeling methods pro-
vide the capability of analysis. A formal model mathematically represents the software
specification and provides an automated reasoning facility [6–8]. They eliminate ambi-
guities, design faults and improve system reliability [9]. However, they are complex and
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inspired by mathematics [10]. UML is a modeling language that is especially involved in
the specification and visualization of the object-oriented system. Initially, Rational software
developed the UML, but now Object Modeling Groups (OMG) managing it [11]. In the
UML, an underdeveloped software system is represented by a set of different models, and
each model focuses on a different facet of the software.

The UML class model is the most essential element of UML. According to a survey
presented in [12], it is the most frequently used UML model. It is also a vital ingredient
of the MDE process [13–15]. The main elements of a class model are classes and different
types of relationships such as dependency, association, and generalization [16]. Association
and generalization are also dependency relationships; however, they have specific seman-
tics [16]. These three relationships (dependency, association, generalization) are the basic
building block of UML and object-oriented modeling [16].

In modern software development methodology like Model-Driven Engineering (MDE),
the software design model is considered a nucleus of all development activities and is rec-
ognized as a core element rather than a traditional programming language code [3,4,17,18].
In Model-Driven Software Engineering, the programming language code is produced from
the design model automatically, and defects of the model can implicitly transfer in the
programming code, which is harder to determine and repair. Model verification is a feasible
solution to this problem.

Model verification ensures that the model will be built without errors. It makes sure
that the model must have some important correctness features such as satisfiability and
consistency [19]. Model is considered incorrect when it does not satisfy any correctness
features, and when it satisfies all correctness features, it is considered correct [19].

Satisfiability, consistency, and well-formedness are the most fundamental correctness
proprieties [19–21]. The consistency verifies whether the model elements are consistent
with the declaration, whereas well-formedness verifies whether a model is a valid instance
of its meta-model [19,20]. However, both of them only verify the initial level of syntax
weaknesses and do not concern the model’s semantic correctness. Semantic correctness
concerns the constraints which are specified in the model graphically such as associations,
dependencies, and generalizations, or textually defined through constraint language such
as Object Constraint Language (OCL).

The most fundamental semantic correctness property of the UML class model is
satisfiability [19]. Other important correctness properties which are verified and come
under the umbrella of satisfiability are strong satisfiability, weak satisfiability, and class
liveliness [22]. Strong satisfiability checks whether a model can instantiate successfully
in which one instance of each element successfully populates. Weak satisfiability checks
whether at least one or more elements of the model can be instantiated successfully. Class
liveliness checks whether a class can populate successfully. The problem addressed in this
work is twofold and can be stated as follows:

Firstly, current UML class model verification methods are sufficiently good to check
correctness. However, they do not focus on some fundamental class model elements such
as dependency relationships and XOR constraints. With few exceptions in which the
XOR constraint is indirectly supported by some existing methods through OCL, however,
OCL has some limitations. For example, UML specification does not restrict constraint
language, and according to the UML specification, constraints can be defined through
formal languages, informal languages (JAVA, C#), and natural language [23]. Most of
the Computer-Aided Software Engineering (CASE) tools do not support OCL or provide
limited support because commercial CASE tools do not see a large market of OCL [24].

Secondly, the problem faced by the current verification methods is scalability due to
its high computational complexity [13,25]. When they deal with large and complex models,
they consume enormous computational resources and time [14]. In [19], authors also
identified different research directions for future UML class diagram verification methods,
in which one is search space reduction for dealing with scalability issues. Therefore, there is
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a need for UML class model verification methods that efficiently verify large and complex
models within a reasonable time and with minimum computational resources.

Previously, we proposed ontology-based transformation and verification of UML class
model unsupported elements, that is, XOR constraints and dependency relationships. These
transformations map XOR and dependency relationships to an ontology for verification of
various correctness properties such as satisfiability, consistency, and consequences. The
proposed method verifies a large UML class model in an acceptable time [26]. In this paper,
we extend our work in multiple directions. Firstly, it presents the complete transformation
mechanism of UML’s XMI to ontology. Secondly, it demonstrates the implementation
details (Pseudocode) of the verification method proposed in the previous work. Finally, it
presents the complete transformation and the verification model. Furthermore, this paper
explores the various components of the tool and algorithms which have been used in the
Ontology-Based Verification method. Additionally, it shows the performance of the tool in
the real world for large and complex UML class models. In total, this paper presents the
software implementation of our previously published works [26–29].

The rest of the paper is structured as follows. Section 2 presents related work. Section 3
focuses on the running example along with the details of ontology-based finite satisfiability.
Section 4 explores the tool architecture with all details of transformation rules. Section 5
describes the experimental results measuring verification time as compared to other tools.
Finally, Section 6 provides the conclusions and future directions.

2. Related Work

The UML class model provides a graphical modeling notation without any formal
foundation [30]. The well-formedness rules have been specified in the meta-model without
any formal proof [31]. Therefore, different formal methods have been used to formalize and
verify meta-model and well-formedness in the initial research work [32,33]. Furthermore,
they also performed different analyses on the UML class models, such as diagrammatical
transformation analysis, intersection, and refinement analysis [33,34]. However, most
recent works focus on the consistency and satisfiability of the UML class model [24,35–40].

Ledang et al. [41] presented a tool ArgoUML+B on ArgoUML. This tool transformed
classes, class attributes, and class operations into B Machine and transformed OCL con-
straint into B’s method. In ArgoUML+B, the UML class model is inputted as XMI and
transformed into the B specification. Finally, this tool uses B Prover for checking the con-
sistency of the UML class model. Marcano et al. [42] build a tool called OCL2B, which
performs analysis on the UML class model and OCL. In the tool, the transformation pro-
cess performs in two stages. (1) an abstract machine is declared, representing the class
structure and the associations, and (2) abstract machines are made for all classes. OCL2B
uses OCAML language for transformation rules. Maraee et al. [37] developed a tool called
FiniteSatUSE, which uses the proposed algorithm FiniteSat for verification of generalization
relationships of the class model. This tool performs bounded verification of generalization
set constraint and analysis on different types of generalization, for example, tree structure,
acyclic structure, and graph structure through linear inequalities system.

Cabot et al. [43] proposed a tool called UMLtoCSP which uses Constraints Satisfaction
Problem (CSP) for representation of UML class diagram. In this tool, all UML class model
elements are represented through the set of variables, domains, and constraints of CSP,
and verification is performed in 2 stages. (1) cardinality variables for every instance
of classes, associations, domain, and entire constraints are defined. This step aims to
allocate legitimate values to all CSP variables, and if it is not possible, then CSP is declared
unsatisfiable. (2) an instance model is built through the value of cardinality variables.
UMLtoCSP takes a UML class model in the XML Meta-Model Interchange (XMI) format
and OCL in a separate text file. The XMI is parsed through the MDR, and the Dresden OCL
Toolkit processes OCL constraints. Anastasakis et al. [44] built a tool called UML2Alloy.
It formalized the class model and OCL into the specification of Alloy and used Alloy
Analyzer for variation. Maozi et al. [34] presented a plug-in CD2Alloy for ECLIPSE. It
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mapped advanced features of the class model through a combination of the basic construct
of Alloy. It supports different analyses on the UML class model, such as the intersection
and refinement analysis. It uses the FreeMarker template for making transformation rules.

Currently, ontology is extensively being used in software development practices, and
many researchers have used it for the specification and verification of numerous software
engineering objects and different UML models.

Nguyen et al. [45] combined USE-CASE modeling and goal-oriented techniques and
presented a verification framework through ontology for checking inconsistency, incor-
rectness, and incompleteness. The authors also created a tool called “GUITAR”, which
takes input requirements in a text format and transforms them into ontology. The tool
performs automatic reasoning through built-in reasoners and generates comprehensive
feedback about the problems. Corea et al. [46] represented the business in the ontology
and presented an ontology-based method for verifying business processes. In this method,
business rules are transformed in the logic program, and reasoning is performed to identify
model elements that violate the rules. Fellmann et al. [47] proposed an ontology-based tech-
nique for transformation and verification of business process model. This work divided the
verification task into two steps. In the first step, different model elements are transformed
into the ontology, and constraints of the model are represented through the rules. In the
second step, the ontology model and rules are tested through the built-in reasoner.

Sun et al. [48] proposed the transformation of software architecture into Web Ontology
Language (OWL) and used Semantic Web Rule Language (SWRL) for representing the
dynamic communication (constraints). Kezadri et al. [49] presented an ontology-based
transformation and verification of the behavioral model. They also proposed transforming
various verification and validation terms, elements, and relationships into the ontology. He
et al. [31] proposed ontology-based verification of UML behavioral models. The behavior
model is divided into static elements specified through ontology and dynamics elements
specified by DL-safe rules in this work. Dilo et al. [50] proposed the difference between
UML and Web Ontology Language (OWL) and presented many common elements such as
classes, attributes, and relationships. They also identified the difference between UML and
OWL, such as UML having many relationships (association, aggregation, and composition).
On the other side, OWL only has an object property.

Lastly, they presented that OWL and UML are compatible with each other. Bahaj et al. [51]
presented a different transformation procedure for the class model to ontology. They
transformed encapsulation and aggregation/composition into Object Property. Belghiat
et al. [52] proposed a graph-based transformation of the UML class Model into ontology.
Parreiras et al. [53] combined UML with OWL-DL for representing the software model.
They integrated the MOF meta-model as the backbone for both UML and OWL.

R. Clariso et al. [54] proposed incremental verification of the UML class model. The
significant feature of the proposed technique is the use of valid instances of the UML class
model as certificates of satisfiability. The proposed technique implemented the UML-based
Specification Environment (USE) Tool. Abbas, M et al. [55] present FoCaLiZe development
environment for specification and verification of UML class diagram. They generate
FoCaLiZe specification of multiple inheritances, dependency template, template binding,
and the navigation of OCL contained in the FoCaLiZe specification classes are transformed
into species, properties of a class into getter functions, operations into signatures, and OCL
constraints into species properties. FoCaLiZe uses Zenon theorem Prover for specification
verification. Perez [56] proposed a framework for reasoning on the UML class and the OCL
model through Constraint Programming Logic (CPL). They translate the UML class model
in constraint satisfaction problems and performed reasoning through the model-finding
formula and developed an Eclipse plug-in. the plug-in automatically translates the class
diagram into the CPL formula.

Current verification methods of the UML class model are capable of checking correct-
ness. However, they do support some fundamental constraints (such as XOR dependencies
and XOR). Another problem faced by the existing methods is scalability, due to high com-
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putational complexity when dealing with large and complex models verification methods
consume enormous computational resources and time. Various existing research works also
pointed out different research avenues for future UML class diagram verification methods
in which most important is search space reduction for dealing with scalability issues. There-
fore, there is a need of UML class model verification methods that efficiently verify large
and complex models within a reasonable time and with minimum computational resources.

3. Running Example

Throughout the paper, we will use a running example, simple enough to illustrate
the UCLAONT concepts and mechanisms concisely. This example represents the entire
verification process of the ontology-based verification process. However, faulty model and
its verification through ontology has been discussed in our previous work [27].

Figure 1 shows the running example “Monopoly Game”, which will demonstrate the
functionality of UCLAONT. Monopoly is a board game in which players roll dice to move
around the game board and try to buy various properties. Players gather rent from other
players to drive them into bankruptcy.

The “Model Monopoly” has six classes, eight associations, and two associations
between “player” and “Unowned property” are annotated with the XOR constraint.
Monopoly Game class is a central class which has association relationships with the three
classes Die, Players, and Board. The Plays association between Player and Monopoly Game
specifies that two to eight players can play the game together. The game will be played
with two dice is specified through Played with the association between Die and Monopoly
Game. The game will be played on one Board is specified by the association Played On. The
Board has 40 Squares as specified by the Contains association between Board and Square
classes. Zero to eight Pieces can be placed on Square is specified through Is-On association.
The Player can either Buy or Auction the property but cannot perform both actions because
the associations are marks as XOR.

Figure 1. Running Example of Monopoly Game.

Ontology-Based Finite Satisfiability

There are two techniques for verifying satisfiability of static model: (1) linear inequali-
ties; and (2) detection graph. In the first technique, a class model is transformed into linear
inequalities, and the satisfiability problem is solved by finding the solution of inequalities.
In the second technique, a class model is converted into a directed graph, and satisfiability
is checked through the detection of the critical cycle. Ontology is also based on graph-
theoretic structure and has concepts like vertices and edges of the graph. In this work
ontology-based technique is used for finding critical cycles in the ontology graph of the
class model. Figure 2 shows how an ontology graph of Figure 1 (Monopoly Game class
model) will be built.
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In graph-based representation, many cycles are not important for checking the class
model’s satisfiability, such as balance or greater. In the balance cycle, the same quantities
are involved for the division and multiplication for calculating cycle weight. Therefore,
quantity 1 is always produced. In the greater cycle, a smaller quantity for the division and a
larger quantity is involved for multiplication. Therefore, a quantity greater than 1 is always
produced. Both balance and greater cycles are not crucial for determining satisfiability.
Therefore, they should not be part of the search. Furthermore, one critical cycle is enough
for proving the unsatisfiability of the class model. As per the above investigation, this
work proposes an ontology-based technique that minimizes the search space for finding a
critical cycle in the ontology graph of the ontology-based representation of the UML class
model. In this proposed tool, the object property is used for traversing the graph. In the
proposed method, an arbitrary object is selected for traversing and step forward to the next
object property until and unless the next selected object property range becomes equal to
the domain of the first selected object property where the traversing was started. Further
details can be found in [27].

Figure 2. Ontology Graph of Monopoly Game Class Model.

UML classes connect to each other with different relationships; one of them is the
dependency relationship. The dependency relationships specify the object of class effects
on the object of another class such as in initiate dependency when an object of a class is
created, it also creates an object of another class. The dependency relationships are not
only used in the class diagram they can also be used in package diagrams, component
diagrams, and so forth. The dependency relationships which impact the correctness of
the class model only those are considered in this work such as create/Initiate, drive, call
and use. In the proposed solution, the dependency relationship is transformed into object
property and some additional restrictions are also applied on them such as use and calls
are annotated as transitive, and drive and create/initiate are annotated as transitive and
asymmetric. Sometimes a class model can become incorrect due to some concealed aspects
of the dependency such as a class model presented in Figure 3. According to the model,
Class A initiates the object of Class B, when the Class B object is initiated, it initiates the
object of Class C. Furthermore, Class C has a generalization relationship with Class D, and
the Class C object will also be considered a Class D object due to inheritance. ultimately,
there will be a cycle of objects initialization that will never end and the model will not be
finitely satisfiable.
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Figure 3. Infinitely Unsatisfiable Dependency Relationships.

4. UCLAONT Architecture

There are many tools available for the verification of the UML class model. However,
none of them focus on XOR constraints and dependency relationships. They also face scala-
bility issues: their performance goes down when they deal with large and complex models.
UCLAONT tool uses the ontology-based approach to verify large and complex association
constraints, XOR constraint and decadency constraint of the class model. Additionally, it
provides the formalization and verification of various XOR constraints and different types
of dependency relationships. The implemented approach in UCLAONT is very prompt
and can check the correctness of large models within a few milliseconds. The tool has been
implemented in Apache JENA, which is an open-source JAVA-based API. JENA is used
for extracting and writing OWL and RDF. It has many inference engines and also provides
support for many third-party inference engines. The core of JENA is a JAVA library that
manipulates the ontology graph.

The proposed tool takes the UML class model in the XML Metadata Interchange
(XMI) format, that is, XMI 2.41. The XMI provides the facility of exchanging UML models
among the CASE tools in XML format. It provides a common format of UML models
for sharing them among different CASE tools. The architecture of the prototype tool is
shown in Figure 4. The UML class model in the XMI format is given as an input to the
tool. The transformation component is responsible for transforming the UML class model
into the ontology, so the proposed method can be implemented. The reasoning component
is in charge of the verification of the UML class model. Finally, the feedback component
generates feedback on the verification result.

4.1. Transformation Component

The transformation component translates the UML class model into the ontology. The
transformation component contains the XLST templates, which map a given UML class
model elements to the corresponding ontology elements, and used Saxon 9 XSLT parser to
generate ontology TURTLE format. Figure 5 depicts the outline of the model transformation
process within the UCLAONT tool.

4.1.1. Transformation Rules

Rules are developed as eXtensible Stylesheet Language Transformations (XSLT). XSLT
is a language that transformed XML content into another Format, Such as HTML, RDF,
OWL. In the transformation rules, we transformed the UML XMI file into an OWL file
(Turtle Format). Other transformation techniques can be used for transformation, but XSLT
is very powerful than DOM and SAX. Its templates are based on XPath, which are very
powerful in term of performance to process XML documents. We used saxon9 to process
the XSLT because its engine supports standard Java application programming interfaces
and supports XSLT version 3.0.
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Figure 4. Architecture of UCLAONT.

Figure 5. Model Transformation Process of UCLAONT.

4.1.2. Class and Attributes

In the proposed tool, UML classes are transformed into ontology classes. In XMI,
we filter xmi:type uml:Class for classes and transformed it to rdf:type owl:Class. The
attributes of a class are declared as datatype properties of OWL and make the respected
class a domain of the property and datatype set as a rang.
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Rules ( XSLT )
< x s l : i f t e s t =" ./@xmi : type = ’uml : Class ’ ">
: < x s l : value −of s e l e c t ="@name"/> rdf : type owl : Class .
</ x s l : i f >

Example (XMI)
<packagedElement xmi : type="uml : Class "
xmi : id="_0bvU1IwREeeHI8ZOY9KM8g" name=" Player "/>

Output (OWL)
: Player rdf : type owl : Class .

4.1.3. Generalization Relationship

The generalization relation of the UML class diagram transformed into the subClass
constraints of OWL. In XMI, we filter generalization keywords for generalization relation-
ships. Then the key function is used for searching parent class.

Rules ( XSLT )
< x s l : for −each s e l e c t =" ./ g e n e r a l i z a t i o n ">
: < x s l : value −of s e l e c t =" . . / @name"/> r d f s : subClassOf
: < x s l : value −of s e l e c t =" key ( ’ Class id ’ , @general )/@name" / >.
</ x s l : for −each >

Example (XMI)
<packagedElement xmi : type="uml : Class " xmi : id=" _LxECg " name="A"/>
<packagedElement xmi : type="uml : Class " xmi : id="_LxECh" name="B">
< g e n e r a l i z a t i o n xmi : type="uml : Genera l iza t ion " xmi : id="_LxEC"
general=" _LxECg "/>
</packagedElement >

Output (OWL)
:A rdf : type owl : Class .
: B rdf : type owl : Class ;
r d f s : subClassOf :A

4.1.4. Association

The association relationship is transformed into the object property of OWL, and
respected classes appear as domain and range. In XMI, we filter the UML: Association
keyword for the association. We defined a customized function in XSLT for the identification
of class positions in the association. If the class appeared in position one, it appeared as
domain, and the other class appeared as a range. Additionally, another object property
is added as an inverse of the declared property due to maintained two-way navigation
between classes.

Rules ( XSLT )
< x s l : i f t e s t =" ./@xmi : type = ’uml : Assoc ia t ion ’ ">
< x s l : choose >
< x s l : when t e s t ="mf : check ( . / ownedEnd/@xmi : id , . . / ownedRule/
@constrainedElement ) "> </ x s l : when>
< x s l : otherwise >
: < x s l : value −of s e l e c t ="@name"/> rdf : type owl : ObjectProperty ;
< x s l : for −each s e l e c t =" ./ownedEnd">
< x s l : i f t e s t =" p o s i t i o n ( ) = 1 ">
r d f s : domain : < x s l : value −of s e l e c t =" key ( ’ Class id ’ , @type )/@name" / >;
</ x s l : i f >
< x s l : i f t e s t =" p o s i t i o n ( ) ! = 1 ">
r d f s : range : < x s l : value −of s e l e c t =" key ( ’ Class id ’ , @type )/@name" / >.
</ x s l : i f >
</ x s l : for −each >
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: inv −< x s l : value −of s e l e c t ="@name"/> rdf : type owl : ObjectProperty ;
owl : inverseOf : < x s l : value −of s e l e c t ="@name" / >.

Example (XMI)
<packagedElement xmi : type="uml : Class " xmi : id="_C" name=" Player "/>
<packagedElement xmi : type="uml : Assoc ia t ion " xmi : id="_D"
name=" Plays " memberEnd="_CE">
<ownedEnd xmi : type="uml : Property " xmi : id="_CE" type=" _CJ "
a s s o c i a t i o n ="_D"/>
<ownedEnd xmi : type="uml : Property " xmi : id=" _Cc "
type=" _Cf " a s s o c i a t i o n ="_D"/> </packagedElement >
<packagedElement xmi : type="uml : Class " xmi : id=" _E "
name=" Monopoly Game"/>

Output (OWL)
: Plays rdf : type owl : ObjectProperty ;
r d f s : domain : Player ;
r d f s : range : Monopoly Game ;
: inv −Plays rdf : type owl : ObjectProperty ;
r d f s : domain : Monopoly Game ;
r d f s : range : Player ;
: Plays owl : inverseOf : inv −Plays

4.1.5. Multiplicities

In the association relationship, multiplicities define how many instances of a class can
be linked to how many instances of the other class. Association multiplicity can be defined
in various ways such as range of values, an exact value, unlimited, and a set of distinct
values. In ontology, the association multiplicity is represented by qualified cardinality
in Range constructs. We specified UML association multiplicities in ontology through
owl:minQualifiedCardinality and owl:maxQualifiedCardinalityc in owl:equivalentClass
constraint.

Rule ( XSLT )
< x s l : i f t e s t =" p o s i t i o n ( ) ! = 1 ">
< x s l : value −of s e l e c t =" key ( ’ Class id ’ , . / preceding − s i b l i n g : : *
[ 1 ] / @type )/@name"/>
owl : equiva lentClass [ rdf : type owl : Class ;
owl : i n t e r s e c t i o n O f ( [ rdf : type owl : R e s t r i c t i o n
owl : onProperty : < x s l : value −of s e l e c t =" . . / @name" / >;
owl : onClass : < x s l : value −of s e l e c t =" key ( ’ Class id ’ , @type )/@name" / >;
owl : minQual i f iedCardinal i ty "< x s l : choose >
< x s l : when t e s t =" not ( . / lowerValue ) "> 1 </ x s l : when>
< x s l : when t e s t =" ./ lowerValue/@value "> < x s l : value −of s e l e c t =" .
/lowerValue/@value "/> </ x s l : when> < x s l : otherwise > 0 </ x s l : otherwise >
</ x s l : choose >"^^xsd : nonNegativeInteger ] [ rdf : type owl : R e s t r i c t i o n ;
owl : onProperty : < x s l : value −of s e l e c t =" . . / @name" / >;owl : onClass
: < x s l : value −of s e l e c t =" key ( ’ Class id ’ , @type )/@name" / >;
owl : maxQual i f iedCardinal i ty "
< x s l : choose >
< x s l : when t e s t =" not ( . / upperValue ) "> 1 </ x s l : when>
< x s l : when t e s t =" ./ upperValue/@value ">< x s l : value −of s e l e c t =" ./
upperValue/@value "/> </ x s l : when>
< x s l : otherwise > 0 </ x s l : otherwise >
</ x s l : choose >"^^xsd : nonNegativeInteger ] ) ]
</ x s l : i f >

Example (XMI)
<ownedEnd xmi : type="uml : Property " xmi : id=" _bc1 " a s s o c i a t i o n =" Plays ">
<upperValue xmi : type=" uml : L i t e r a l I n t e g e r " xmi : id=" _b1 " value=" 1 "/>
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<lowerValue xmi : type="uml : L i t e r a l I n t e g e r " xmi : id=" _b2 " value=" 1 "/>
</ownedEnd>

Output (OWL)
r d f s : range [ rdf : type owl : Class ;
owl : i n t e r s e c t i o n O f ( [ rdf : type owl : R e s t r i c t i o n ; owl : onProperty : Plays ;
owl : onClass : Monopoly Game ; owl : minQual i f iedCardinal i ty
" 1 "^^xsd : nonNegativeInteger ] [ rdf : type owl : R e s t r i c t i o n ;
owl : onProperty : Plays ; owl : onClass : Monopoly Game ;
owl : maxQual i f iedCardinal i ty " 1 "^^xsd : nonNegativeInteger ] ) ] .

4.1.6. XOR Constraint

In the UML class model, a class can be associated with multiple associations with other
class/classes. These associations can be mutually exclusive by XOR constraint, as shown in
Figure 1, where Player and Unowned Property classes are linked through Buy and Auction
associations. The XOR constraint can be applied to a single association when an association
is asscoaited with more than one class, as shown in Figure 6, where the Account class is
associated with the Company and Person classes through Belong association. In this case,
the XOR constraint restricts the instance of a source class which can be linked only to the
one target class instance.

Figure 6. XOR Constraint on Single Association between Different Classes.

In the proposed tool, for the first case, two disjoint object properties are declared
for XOR association constraint. Due to disjoint constraint, an instance of Player can be
connected with an instance of Unowned Property through object property Buy or through
object property Auction but not both of them.

Rule ( XSLT )
< x s l : i f t e s t ="@name= ’ xor ’ ">
< x s l : v a r i a b l e name=" abc " s e l e c t =" tokenize ( @constrainedElement , ’ ’ ) "/>
< x s l : v a r i a b l e name= " key1 " s e l e c t =" key ( ’ consid ’ , $abc [ 1 ] ) / @assoc ia t ion "/>
< x s l : v a r i a b l e name= " key2 " s e l e c t =" key ( ’ consid ’ , $abc [ 2 ] ) / @assoc ia t ion "/>
< x s l : v a r i a b l e name=" Ass1 " s e l e c t =" key ( ’ Class id ’ , $key1 )/@name"/>
< x s l : v a r i a b l e name =" Ass2 " s e l e c t =" key ( ’ Class id ’ , $key2 )/@name"/>
< x s l : v a r i a b l e name=" Ass1End " s e l e c t =" key ( ’ Class id ’ , $key1 )/@memberEnd"/>
< x s l : v a r i a b l e name =" Ass2End " s e l e c t =" key ( ’ Class id ’ , $key2 )/@memberEnd"/>
< x s l : v a r i a b l e name=" leftAssownedend1 " s e l e c t ="mf : s e a r c h o b j e c t ( $Ass1End , 2 ) "/>
< x s l : v a r i a b l e name=" l e f t c l a s s i d 1 " s e l e c t =" key ( ’ consid ’ , $leftAssownedend1 )
/@type "/>
< x s l : v a r i a b l e name=" rightAssownedend1 " s e l e c t ="mf : s e a r c h o b j e c t ( $Ass1End , 1 )
"/>
< x s l : v a r i a b l e name=" r i g h t c l a s s i d 1 " s e l e c t =" key ( ’ consid ’ , $rightAssownedend1 )
/@type "/>
< x s l : v a r i a b l e name=" rightAssownedend2 " s e l e c t ="mf : s e a r c h o b j e c t ( $Ass2End , 1 ) "/>
< x s l : v a r i a b l e name=" r i g h t c l a s s i d 2 " s e l e c t =" key ( ’ consid ’ , $rightAssownedend2 )
/@type "/>

Example (XMI)
<ownedRule xmi : type="uml : Constra int " xmi : id="_Q1" name=" xor "
constrainedElement="_Q2 _Q1">
< s p e c i f i c a t i o n xmi : type="uml : L i t e r a l S t r i n g " xmi : id="_Q2" value=" "/>
</ownedRule>
<packagedElement xmi : type="uml : Class " xmi : id="_Q1" name=" Player "/>
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<packagedElement xmi : type="uml : Assoc ia t ion " xmi : id="_Q3" name="Buy">
</packagedElement >
<packagedElement xmi : type="uml : Assoc ia t ion " xmi : id="_Q6" name=" Auction ">
</packagedElement >
<packagedElement xmi : type="uml : Class " xmi : id=" _Q11 " name=" Auction "/>

Output (OWL)
: Unowned Property rdf : type owl : Class .
: P layers rdf : type owl : Class .
: Auction rdf : type owl : ObjectProperty ;
: Buy rdf : type owl : ObjectProperty ;
owl : propertyDis jo intWith : Auction .

For the second case, the association is transformed into an object property with the
constraint as shown below.

Rule ( XSLT )
< x s l : when t e s t =" $Ass1=$Ass2 ">
: < x s l : value −of s e l e c t =" $Ass1 "/> rdf : type owl : ObjectProperty .
: < x s l : value −of s e l e c t =" key ( ’ Class id ’ , $ l e f t c l a s s i d 1 )/@name"/>
owl : equiva lentClass [ rdf : type owl : Class ;
owl : unionOf ( [ rdf : type owl : Class ;
owl : i n t e r s e c t i o n O f ( [ rdf : type owl : Class ;
owl : complementOf [ rdf : type owl : R e s t r i c t i o n ;
owl : onProperty : < x s l : value −of s e l e c t =" $Ass1 "/> ;
owl : someValuesFrom : < x s l : value −of s e l e c t =" key ( ’ Class id ’ , $ r i g h t c l a s s i d 2 )
/@name" / > ; ] ]
[ rdf : type owl : R e s t r i c t i o n ; owl : onProperty : < x s l : value −of s e l e c t =" $Ass1 "/> ;
owl : someValuesFrom : < x s l : value −of s e l e c t =" key ( ’ Class id ’ , $ r i g h t c l a s s i d 1 )
/@name" / > ; ] ) ]
[ rdf : type owl : Class ;
owl : i n t e r s e c t i o n O f ( [ rdf : type owl : Class ;
owl : complementOf [ rdf : type owl : R e s t r i c t i o n ;
owl : onProperty : < x s l : value −of s e l e c t =" $Ass1 "/> ;
owl : someValuesFrom : < x s l : value −of s e l e c t =" key ( ’ Class id ’ , $ r i g h t c l a s s i d 1 )
/@name" / > ; ] ]
[ rdf : type owl : R e s t r i c t i o n ;
owl : onProperty : < x s l : value −of s e l e c t =" $Ass1 " / >;
owl : someValuesFrom : < x s l : value −of s e l e c t =" key ( ’ Class id ’ , $ r i g h t c l a s s i d 2 )
/@name" / > ; ] ) ] ) ] . </ x s l : when>

Example (XMI)
<packagedElement xmi : type="uml : Class " xmi : id=" _L1 " name=" Account "/>
<packagedElement xmi : type="uml : Assoc ia t ion " xmi : id=" _L2 " name=" Belong ">
</packagedElement >
<packagedElement xmi : type="uml : Class " xmi : id=" _L10 " name=" Person "/>
<packagedElement xmi : type="uml : Class " xmi : id=" _L11 " name="Company">
</packagedElement >

Output (OWL)
: Account
owl : equiva lentClass [ rdf : type owl : Class ; owl : i n t e r s e c t i o n O f ( [ rdf : type owl : Class ;
owl : i n t e r s e c t i o n O f ( [ rdf : type owl : Class ; owl : complementOf [ rdf : type owl : R e s t r i c t i o n ;
owl : onProperty : Belong ; owl : someValuesFrom : Person ] ] [ rdf : type owl : R e s t r i c t i o n ;
owl : onProperty : Travel ; owl : someValuesFrom : CommercialVehicle ] ) ]
[ rdf : type owl : Class ; owl : unionOf ( [ rdf : type owl : R e s t r i c t i o n ; owl : onProperty : Belong ;
owl : someValuesFrom : Vehic le ] [ rdf : type owl : R e s t r i c t i o n ; owl : onProperty : Travel ;
owl : someValuesFrom : Company ] ) ] ) ] .

4.2. Reasoning Component

After transformation, the reasoning component performs model verification. The rea-
soning component initially passes the transformed ontology to the association satisfiability
verifier sub-component, which uses an ontology-based algorithm to determine whether the
association multiplicity constraints are finitely satisfiable, and the model has a finite number
of elements. The ontology-based algorithm optimized the “detection graph technique” and
improved the verification time through the search space reduction. It transformed the Class
model into the ontology graph, as shown in Figure 2, and traverse the graph for finding the
critical cycles. The tool does not transverse unimportant cycles (greater, balance cycles),
which cause unnecessary delay in the verification process. Here is an abstract pseudo-code
of the ontology-based verification of association constraints.
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CheckCardinality ()
for (Graph g :list)
findPath(g,g.getRange , g.getDomain );
CriticalCycle=false;
for (CardFeedBackObject f : fb)
if (f.criticalCycle)
CriticalCycle=true;
return CriticalCycle;
findPath(Graph g,String r, String s)
String p=g.getProperty ();
Path.add(p);
weight =1.0;
while (true)
Graph g1=searchInverse(p);
weight *=g.getMax *(1.0/ g1.getMin );
g= searchInGraph(g.getRange ,g.getProperty );
r=g.getRange;
p=g.getProperty;
Path.add(p);
if (s=r)
g1=searchInverse(p);
weight *=g.getMax *(1.0/ g1.getMin );
break;

If the association constraints are successfully verified, then the verification process
moves toward the verification of XOR constraint and dependency realtionship. The XOR
constraint verifier sub-component verifies the satisfiability of both types of XOR constraints
through built-in ontology reasoner.

4.3. Feedback Component

Once the UML class model is verified successfully or fails in any test, the result of
the verification is prepared by the feedback component. In the failure condition, a proper
reason for the failure is generated by the feedback component, as shown in Figure 7.

Figure 7. Verification Result Generated from UCLAONT.

5. Experimental Results

We implemented our approach as a Java prototype tool which has been already
discussed in the previous section. For the subject of our study, we consider 11 different
UML class models in which six models are used for association verification, 5 are used for
XOR constraints. The Bellman-Ford algorithm [57] has been used to compare the proposed
method because Bellman-ford is also a graph-based technique for detecting negative weight
critical cycles. Many current verification techniques have employed the same with a little
bit of adjustment for verification of satisfiability of association constraint. Furthermore,
we also compared the proposed tool with UMLtoCSP and Alloy because they are widely
used. To be justified, the proposed approach should provide an advantage over OCL based
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approach that does not support direct verification of XOR constraint. We thus compared the
performance of the proposed approach with UMLtoCSP and UML2Alloy, which support
verification of the UML class model with OCL.

For the performance verification of the proposed tool, the experimental setup was
made to run on a Core i7 machine with 4 GB of RAM. However, UMLtoCSP tool does not
execute on 64-bit architecture due to this experimental setup was made to run on Core2Duo
1.34 GHz computer with two Gigabytes of RAM.

The implemented approach in UCLAONT is very prompt and can check the correct-
ness of large and complex model within a few milliseconds, as shown in Table 1 and Figure 8.
For example, a class model containing 100 classes and 100 associations can be verified in
0.68 s in Alloy [44] and 0.89 s in UMLtoCSP [15,43]. On the other side, UCLAONT takes
only 0.003963 s. The presented tool offers two major advantages compared to other similar
tools. First, it supports verification of large class model in a reasonable time, such as a class
model containing 1000 classes and 1000 associations it takes only 0.090366 s. Secondly, it
provides unbounded verification of XOR constraints and dependency relationships.

Table 1. Experimental Results.

Model Classes Associations UMLTOCSP Alloy UMLtoONTO

Employee Department 3 5 0.032 s 0.032 s 0.00099 s

Travel Agency 12 12 0.51 s 0.51 s 0.00210 s

Pet Store 18 19 0.65 s 0.631 s 0.00328 s

Programmed 1 100 100 0.89 s 0.686 s 0.003963 s

Programmed 2 500 500 Timeout 3.890 s 0.04534 s

Programmed 3 1000 1000 Timeout 7.28 s 0.090366 s

Figure 8. Verification Time of UML Class Models with UMLtoCSP, Alloy, and UCLAONT.

Table 2 presents the execution time to verify the XOR models. For the first model, that
is, Project-Tasks, the proposed tool takes on average 0.035 s with three classes and 1 XOR
association. In Order Management, which has XOR constraints of type 2 (XOR on multiple
associations), the proposed tool takes on average 0.103 s with eight classes and three XOR
association constraints. In the Restaurant model, which has XOR constraints of type 1 (XOR
on single association), the proposed tool takes on average 0.100 s with eight classes and
three XOR associations. the Meta-model of value properties attributes model, which has
both types of XOR constraints takes on average 0.080 s. Finally, for checking the proposed
tool’s performance on a large model, an experiment is performed on Programmed 4, which
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has 100 classes, 200 associations, 100 XOR constraints, and the proposed tool takes on
average 0.570 s.

Table 2. Experimental Results.

Model Name Classes Associations XOR Case 1 Case 2 Verification Time

Project Tasks 4 3 1 X × 0.035

Order Management 6 8 3 × X 0.103

Meta-model of value Properties Attributes 4 10 3 X × 0.080

Restaurant 8 8 3 X X 0.100

Programmed 4 100 200 100 × X 0.547

6. Conclusions and Future Work

Software Model verification tools are required in many software methodologies, in-
cluding Model-Driven Engineering, Agile, rational unified process methodology, and so
forth. Generally, a model verification tool checks the bugs’ presence in the model. UML is an
industry-standard and well-recognized modeling language among software practitioners.
The UML class model is the essential UML model, and it is used in the analysis and design.
In the existing literature, various correctness properties of the UML class model have been
checked by vacuous tools. However, the two correctness properties: (1) consistency; and
(2) satisfiability are the most frequently tested correctness properties. Consistency can be
cover in satisfiability because consistency focuses on non-emptiness and finite satisfiability
focuses on finiteness. This paper presents a research tool—UCLAONT—which verifies
the UML class model. The tools can verify a complex class model which has thousands of
classes and associations. Additionally, the tool supports verification of XOR constraints
and dependency relationships, which did not support any existing tool. This tool uses an
ontology-based graph algorithm to verify the class model and provides feedback to the
user if it is unsatisfiable. As our future work, we plan to develop an Eclipse plugin along
with other relationships such as aggregations.
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