
Citation: Pietrasik, M.; Reformat,

M.Z. Probabilistic Coarsening for

Knowledge Graph Embeddings.

Axioms 2023, 12, 275. https://

doi.org/10.3390/axioms12030275

Academic Editors: Cheng-Shian Lin,

Chien-Chang Chen and Yi-Hsien

Wang

Received: 21 January 2023

Revised: 26 February 2023

Accepted: 1 March 2023

Published: 6 March 2023

Copyright: © 2023 by the authors.

Licensee MDPI, Basel, Switzerland.

This article is an open access article

distributed under the terms and

conditions of the Creative Commons

Attribution (CC BY) license (https://

creativecommons.org/licenses/by/

4.0/).

axioms

Article

Probabilistic Coarsening for Knowledge Graph Embeddings
Marcin Pietrasik 1,* and Marek Z. Reformat 1,2

1 Department of Electrical and Computer Engineering, University of Alberta, Edmonton, AB T6G 2R3, Canada
2 Information Technology Institute, University of Social Sciences, 90-113 Łódź, Poland
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Abstract: Knowledge graphs have risen in popularity in recent years, demonstrating their utility in
applications across the spectrum of computer science. Finding their embedded representations is
thus highly desirable as it makes them easily operated on and reasoned with by machines. With this
in mind, we propose a simple meta-strategy for embedding knowledge graphs using probabilistic
coarsening. In this approach, a knowledge graph is first coarsened before being embedded by
an arbitrary embedding method. The resulting coarse embeddings are then extended down as
those of the initial knowledge graph. Although straightforward, this allows for faster training by
reducing knowledge graph complexity while revealing its higher-order structures. We demonstrate
this empirically on four real-world datasets, which show that coarse embeddings are learned faster
and are often of higher quality. We conclude that coarsening is a recommended prepossessing step
regardless of the underlying embedding method used.
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1. Introduction

Knowledge bases have received considerable research attention in recent years, demon-
strating their utility in areas ranging from question answering [1,2] to knowledge genera-
tion [3–5] to recommender systems [6]. These knowledge bases are underpinned by graph
structures called knowledge graphs, which describe facts as a collection of triples that relate
two entities via a predicate. Advances in artificial intelligence have spurred the need to
find representations of knowledge graphs that can be easily and accurately reasoned with
by machines. Perhaps the most common approach to this is knowledge graph embedding,
which transforms a knowledge graph into a low-dimensional embedding space, thereby
providing a representation that is both intuitive and highly operable. Many [2–5,7,8] knowl-
edge graph embedding methods have been proposed in recent years, each excelling at
capturing different aspects of the knowledge graph’s structure and semantics. Relatively
less work has been performed on methods for preprocessing a knowledge graph prior to
embedding. It has been shown on simple graphs, however, that hierarchically coarsening
prior to embedding yields higher-quality embeddings [9,10]. This provides the motivation
for our work, namely to investigate whether or not such an approach can improve embed-
dings for knowledge graphs. Specifically, we propose a simple embedding meta-strategy
that can be applied to any arbitrary embedding method. Our strategy first reduces an input
knowledge graph—henceforth referred to as a base graph—to a coarsened graph, along
with a mapping between the entities in each knowledge graph. Coarse embeddings are then
learned on the coarse graph and mapped back down as base embeddings. They may then
be fine-tuned on the base graph to reintroduce information that was lost in the coarsening
procedure. Figure 1 outlines the flow of this approach. The hypothesized rationale for
coarsening is multifactorial, as pointed out in [9,10]. Although largely untested empirically
in these works, it may be summarized as follows:
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• Coarsening reduces knowledge graph size whilst preserving the global structure,
potentially revealing higher-order features.

• Training schemes that rely on stochastic gradient descent may learn embeddings that
fall in local minima. Initializations learned on the coarse graph may be more resistant
to this problem.

• Structurally equivalent entities are embedded jointly in coarse graphs, reducing train-
ing complexity.

We evaluate our proposed strategy on the entity classification task using four real-
world datasets and perform a pairwise comparison against common embedding methods.
The results indicate that embedding on a coarse graph produces faster and, in many cases,
higher-quality embeddings.

In summary, the contributions of our paper are as follows. To the best of our knowl-
edge, we are the first to use coarsening as an explicit preprocessing strategy for generating
knowledge graph embeddings. To this end, we propose a novel probabilistic coarsening
procedure that reduces knowledge graph size while preserving its global structure. The
results of our empirical evaluation allow us to conclude that coarsening is a recommended
strategy regardless of the underlying embedding method being used.
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Figure 1. Toy example demonstrating our proposed embedding strategy. The logical flow is guided
by dashed line arrows, starting in the bottom left corner and proceeding clockwise.

2. Related Work

Research in graph representation, including graph embeddings, has a long history
rooted in mathematics with early methods discussed in [11]. More recently, deep learning
has been leveraged for graph embeddings to achieve state-of-the-art results. For instance,
DeepWalk [12], Large-scale Information Network Embedding [13], and node2vec [14]
sample random walks on a graph and treat them as input words to the skip-gram language
model [15]. The intuition behind this approach is that nodes that are sampled in the
same random walks are more similar semantically and should have similar embeddings.
Another class of deep approaches, Graph Convolution Networks (GCN) [16,17], utilize the
convolution operator to learn neighbourhood information for graph entities. Extensions
and derivatives of GCNs are ample; for a comprehensive discussion of these methods,
we refer readers to [18]. Autoencoders use neural networks to reduce input to a latent
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embedding before reconstructing the embedding back to the original input. This approach
has shown success in generating graph embeddings in [6,19].

Meta-strategies that preprocess graphs into hierarchies before applying embedding
methods have been shown to produce higher-quality embeddings at reduced training
complexity. The first of these proposed, HARP [9], sequentially reduces the input graph
into a hierarchy of progressively coarser graphs. These coarse graphs are then embedded,
starting with the coarsest graph such that their embeddings serve as the initialization
of the graph directly below it in the hierarchy. This idea was extended in Multi-Level
Embedding [10] and GOSH [20], both of which modify the coarsening procedure. In the
case of MILE, a hybrid of Structural Equivalence Matching and Normalized Heavy Edge
Matching [21] is utilized for coarsening. Furthermore, GCNs are used to refine learned
embeddings when moving down the coarse hierarchy to initialize embeddings.

Knowledge graphs present structural traits that render the aforementioned methods
ill-suited for their embedding. Specifically, knowledge graphs are directed and labelled
in their relations between entities. In light of this, much research has been devoted to
developing methods that account for these complexities. For instance, RDF2Vec [7] uses
breadth-first graph walks on the skip-gram model to generate embeddings. This model
generates embeddings in which entities that are in lower-order neighbourhoods of one
another are more proximal in the embedding space. Being one of the first and most popu-
lar embedding approaches, it has received significant research attention and extensions,
such as KG2Vec [22], Triple2Vec [23], and RDF2Vec_oa [24]. GCNs have been extended to
knowledge graphs with the Relational Graph Convolution Network (R-GCN) [3], which
aggregates predicate-specific convolutions of the original model. As with RDF2Vec, its
success attracted much attention and many extensions, including the Relational Graph
Attention Network [25], which leverages graph attention mechanisms and QA-GNN [26],
which incorporates contextual information for question and answering tasks. ConvE [5]
also leverages the convolution operator in a neural framework by stacking embeddings as a
matrix and convolving them in two dimensions. This approach is capable of learning highly
expressive embeddings while achieving computational efficiency [27]. Translation-based
methods apply the intuition that subject embeddings should be near object embeddings
when translated by valid corresponding predicates. These models were pioneered by
TransE [4], which was subsequently improved upon to address its challenges in modelling
certain types of relations, such as one-to-many and many-to-one [28–34]. Two of these exten-
sions, TransR [29] and TransH [28], are described later on in the paper. Factorization models,
such as RESCAL [8] and DistMult [35], learn embeddings by factorizing the knowledge
graph adjacency tensor into the product of entity embeddings and relation-specific transla-
tion matrices. In bilinear models, such as the two mentioned, the embedded representation
of the relations forms a two-dimensional matrix. Non-bilinear factorization models, such as
HolE [36] and TuckER [37], do not share this property. Deep reinforcement learning has also
shown promise in this domain with MINERVA [2], which learns knowledge graph paths
to find the correct entity in incomplete triples. A recent and comprehensive discussion of
knowledge graph embedding methods can be found in [38].

3. Proposed Strategy

We define a knowledge graph, K, as a collection of triples such that each triple relates a
subject entity, es, to an object entity, eo, via a predicate, pr. In this view, K := {(es, pr, eo)} ∈
E × P × E where e ∈ E is the set of entities and p ∈ P is the set of predicates. The task
of knowledge graph embedding is to find a function, f , which maps each entity to the
embedding space f : E 7→ R|E |×d where d is the dimensionality of the embedding space
such that d << |E ||P|. Most embedding methods also embed predicates, although their
formulation is highly variable.

We employ the notation used in [39] wherein a knowledge graph is interpreted by
a set of entities and the tags that annotate them. In this view, a tag t, is defined as a
predicate-entity pair that describes another entity, t := (pr, eo) | (es, pr). The order between
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a tag’s predicate and entity correspond to whether the tag is incoming or outgoing. Thus,
each triple in K corresponds to two entity-tag mappings. These mappings are expressed as
sets such that each entity ea has a corresponding set of tags that annotate it, denoted as Aa.

Our proposed strategy embeds a base graph via an intermediary coarse graph. In this
process, the coarse graph is first generated from the base graph before being embedded.
Coarse embeddings are then mapped back down to the base graph and fine-tuned. Our
strategy may be divided into the following three steps:

1. Probabilistic graph coarsening reduces the base graph to a smaller, coarsened graph
and returns an entity mapping between the two graphs.

2. Coarse graph embedding applies a predetermined embedding method on the coarse
graph to obtain coarse embeddings.

3. Reverse mapping and fine-tuning maps coarse embeddings back down to the base
graph to obtain base embeddings. Base embeddings may be fine-tuned on the
base graph.

The remainder of this section describes each of these steps in detail. The intuition for
this process is described visually in Figure 1, while its sequence is outlined in Algorithm 1.

3.1. Probabilistic Graph Coarsening

In this step, the base graph is reduced to create a coarse graph, denoted as K′, such
that |K′| < |K|. This procedure involves collapsing structurally similar entities in K to one
entity cluster in K′. Relations in K are extended to K′ such that a cluster’s relations are the
union of its constituent entities’ relations. Collapsing entities are divided into two stages,
designed to preserve the first-order and second-order proximities of the base graph [13].
This allows the base graph to be reduced of structural redundancies, making it more
computationally manageable and potentially revealing its global and most salient features.
The mapping between base entities and coarse entities is represented by Ψ : E 7→ E ′.
Coarsening is demonstrated visually on the left half of Figure 1.

3.1.1. Collapsing First-Order Neighbours

Preserving first-order proximity refers to the notion that entities should be embedded
proximally to their first-order (i.e., one-hop) neighbours. By collapsing entities with their
first-order neighbours, proximity is ensured as collapsed entities share identical embed-
dings. In undirected, single predicate graphs, edge collapsing [9,40,41] finds the largest
subset of edges such that no two edges are incident to the same vertex. Vertices incident to
each edge in this set is then collapsed, yielding a graph coarsened to preserve first-order
proximity. Edge collapsing may be applied to knowledge graphs by assuming undirected
graph relations. This approach proves too liberal in its coarsening, however, since the cost
of coarsening is increased in knowledge graphs due to the loss of predicate information. In
response, we restrict edge collapsing to entities whose collapsing incurs no loss of predicate
information other than predicates that are incident to both entities. Formally, entity ea is
collapsed with eb if:

{t ∈ Aa : eb /∈ t} ⊆ {t ∈ Ab : ea /∈ t} (1)

First-order entity collapsing is demonstrated in the lower left quadrant of Figure 1,
where entity eg is collapsed with its neighbour e f to form entity cluster e f g in the coarse
graph. We note that entities ea and eb are also valid candidates for first-order collapsing
with ed. This demonstrates the necessity of initially performing second-order neighbour
collapsing since ea and eb are structurally equivalent and thus more similar to one another
than to ed. As such, first-order collapsing is performed after second-order collapsing, as
seen in Algorithm 1, where it is captured in lines 11 to 18.
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3.1.2. Collapsing Second-Order Neighbours

Second-order (i.e., two-hop) neighbours are two entities that share a first-order neigh-
bour. The rationale for preserving second-order proximity is discussed in [13] and predi-
cated on the intuition that entities that have many common first-order neighbours tend to
exhibit similar structural and semantic properties. As such, they should be proximal to one
another in the embedding space. In Figure 1, we see that second-order neighbours ea and eb
have identical tag sets (i.e.,Aa = Ab) and are thus structurally equivalent. Collapsing these
entities and embedding them jointly ensures the preservation of second-order proximity in
the embedding space while incurring no loss of information. We apply this reasoning to
our coarsening procedure. Namely, if two second-order neighbours exhibit a high degree
of structural similarity, we collapse them in the coarse graph. We measure the similarity
between a pair of second-order neighbours as the Jaccard coefficient between their tag sets:

Sim(ea, ec) =
Aa ∩Ac

Aa ∪Ac
(2)

where Sim(ea, ec) is the similarity between ea and ec such that 0 ≤ Sim(ea, ev) ≤ 1. Second-
order neighbours are collapsed if their similarity is greater than or equal to a threshold,
α, which is chosen such that 0 < α ≤ 1. The value of α dictates the coarseness of the
graph, with lower α values resulting in smaller, coarser graphs. This process may be
seen as a relaxation of Structural Equivalence Matching (SEM) proposed in [10], which
collapses second-order neighbours only if they are structurally equivalent. In other words,
SEM is analogous to our method of α = 1; collapsing entities ea and ec when Aa = Ac.
Second-order collapsing is summarized in lines 2 to 10 of Algorithm 1.

Algorithm 1 Coarse knowledge graph embeddings.
Input: base graph K; collapsing threshold α; random walk count η
Output: base embeddings E

1: Initialize K′ and Ψ
2: for all ea ∈ E do
3: for iteration in 1, 2, ..., η do
4: Obtain second order neighbour ec using (5) and (6)
5: Calculate Sim(ea, ec) using (2)
6: if Sim(ea, ec) ≥ α and ec /∈ Ψ then
7: Collapse ea with ec; Update K′ and Ψ
8: end if
9: end for

10: end for
11: for all ea ∈ E do
12: for iteration in 1, 2, ..., η do
13: Obtain first order neighbour eb using (3) and (4)
14: if (1) holds for ea and ea /∈ Ψ then
15: Collapse ea into eb; Update K′ and Ψ
16: end if
17: end for
18: end for
19: Obtain coarse embeddings E′ using (7)
20: for all ea ∈ E do
21: Reverse map base embedding E[ea] using (8)
22: end for
23: Fine tune base embeddings E using (9)

3.1.3. Neighbour Sampling

The pairwise comparison between entities and their first- and second-order neighbour-
hoods has a worst-case time complexity of O(|E |2) and is thus computationally infeasible
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for large-scale knowledge graphs. To overcome this, we propose a scheme for sampling
neighbours using constrained random walks. To obtain a first-order neighbour for entity
ea, we first sample a tag from its tag set:

t1 ∼ Uniform(Aa) (3)

where t1 represents one hop in a random walk on the base graph. The first-order neighbour
eb is then extracted from t1:

eb = t1 ∩ E (4)

Note that since t1 ∩ E is a singleton set, we can abuse the = symbol such that eb = {eb}.
The predicate pr = t1 ∩ P is used as a constraint in sampling a second-order neighbour for
ea. Specifically, given ea and its first-order neighbour eb on predicate pr, we only sample
second-order neighbours that are incident to eb on pr:

t2 ∼ Uniform({t ∈ Ab : pr ∈ t ∧ ea /∈ t}) (5)

The second-order neighbour ec is extracted from t2 analogously to eb:

ec = t2 ∩ E (6)

Sampled neighbours are collapsed if they meet the aforementioned requirements,
resulting in a stochastically derived coarse graph.

We sample η ≥ 1 neighbours for each entity, resulting in a O(|E |η) time complexity for
our sampling scheme. As a hyperparameter of coarsening, η is chosen a priori allowing for
flexibility to account for knowledge graph size. In practice, we see that even small values
of η yield encouraging results. The intuition behind this may be summarized as follows:

• Entities that meet the criteria for collapsing are likely to have smaller neighbourhoods.
• Entities that belong to smaller neighbourhoods have a higher chance of getting sam-

pled as candidates for collapsing.

This allows our strategy to be performed with little added computational overhead. We
note that reading a dataset has a time complexity of O(|K|), which may itself be more
computationally taxing than coarsening on dense knowledge graphs.

3.2. Coarse Graph Embedding

Having coarsened the base graph, coarse embeddings are obtained by applying an
arbitrary embedding method on the coarse graph. Since the coarse graph has all the
properties of its base counterpart, no additional changes to the embedding method are
necessary, merely a different input. Due to there being fewer entities in the coarse graph
than its base counterpart, coarse embeddings may require fewer training steps, resulting in
faster training times. We use the notation f (K′) to denote the embedding of coarse graph
K′ to yield coarse embeddings E′:

E′ = f (K′) (7)

Line 19 in Algorithm 1 places this step in the context of our whole strategy.

3.3. Reverse Mapping and Fine Tuning

Coarse embeddings are extended down as base embeddings E by reversing the map-
ping obtained in the coarsening step:

E[ea] = E′[Ψ(ea)] (8)

where E[ea] indexes the base embedding for ea. A consequence of reverse mapping is that
entities that were coarsened together share identical embeddings. In applications that
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rely on the distinction between these entities, this property is not desired. As such, base
embedding may be fine-tuned by embedding E with respect to the base graph using E′

as initialisation. This ensures that structural information that was lost in the coarsening
process is reintroduced to base embeddings, and collapsed entities become delineated.
Furthermore, the training process may be less likely to get stuck in local minima due to its
global initialisations. We use the following notation to capture fine-tuning E using E′ as
initialisation:

E = f (K|E′) (9)

Reverse mapping and fine-tuning are described in lines 20 to 23 of Algorithm 1 as the
final steps in our strategy.

4. Evaluation

We evaluate our strategy on the entity classification task performed in [3,7], which
involves embedding a knowledge graph and using the embeddings to infer entity labels.
Our strategy is compared pairwise against the baseline methods used in the embedding
step. This allows us to measure whether our coarsening strategy is justified in comparison
to using the baseline methods conventionally. We use three baseline methods to evaluate
our strategy: RDF2Vec, R-GCN, and TransE. In performing our evaluation, we extend
the code provided in [3,42] and publish it online for replication (https://sites.ualberta.ca/
~pietrasi/coarse_embeddings.zip (accessed on 3 March 2023).

4.1. Datasets

We use four canonical datasets from [3,7] in our evaluation: MUTAG, AIFB, BGS,
and AM. Each dataset consists of a knowledge graph in Resource Description Framework
format and labels for a subset of its entities. We mirror [3] in removing knowledge graph
relations, which are on predicates that correlate strongly with their labels. Statistics for
each dataset are provided in Table 1. What follows is a brief description of each dataset.

• MUTAG depicts the properties and interactions of molecules that may or may not be
carcinogenic. We remove the labelling predicate isMutagenic from the dataset.

• AIFB reports the work performed at the AIFB research group and labels its members
by affiliation. We remove predicates, employs, and affiliation.

• BGS captures geological data from the island of Great Britain and is used to predict
the lithogenicity of rocks. As such, we remove the hasLithogenesis predicate.

• AM describes and categorises artefacts in the Amsterdam Museum. We remove the
materials predicate as it correlates with artefact labels.

Table 1. Summary of datasets used in this paper.

Dataset MUTAG AIFB BGS AM

Triples 74,227 29,043 916,199 5,988,321
Entities 23,644 8285 333,845 1,666,764

Predicates 23 45 103 133
Labelled 340 176 146 1000
Classes 2 4 2 11

4.2. Procedure

Embeddings were learned using each of the baseline embedding methods on the
base graph and on the coarse graph as per our strategy. To assess the quality of these
embeddings, entity classification was performed by training a support vector machine
on 80% labelled entities and testing on the remaining 20% using splits provided in [7].
We use the accuracy of classification on the testing entities as the metric of our strategy’s
performance. To account for stochasticity in this process, embeddings were learned and
evaluated ten times for each dataset.

https://sites.ualberta.ca/~pietrasi/coarse_embeddings.zip
https://sites.ualberta.ca/~pietrasi/coarse_embeddings.zip
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To obtain optimal results, we set aside 20% of the training entities as validation for
hyperparameter selection and to prevent overfitting. In magnanimity, we used embedding
hyperparameters, which were selected on validation results obtained on the base graphs.
For coarsening hyperparameters, we performed exploration on α ∈ {0.25, 0.5, 0.75, 1} and
used η = 10 in all of our experiments. The optimal hyperparameters for each dataset and
baseline method may be found with our published code.

4.3. Results

The results of our evaluation are summarised in Table 2. We use the notation C(x) to
refer to our strategy applied to baseline embedding method x. Our strategy improved on the
baseline in 10 of the 12 experiments, 7 of which were statistically significant. Furthermore,
we were able to achieve state-of-the-art performance on three of the four datasets, albeit
using different baseline methods.

Table 2. Results of pairwise comparison between our strategy and baseline embedding methods
as measured by accuracy (mean ± standard deviation) obtained on testing entities for each dataset.
Asterisk (*) indicates superior performance as per Student’s t-test at a 0.05 level of significance.
Underline indicates top performance on the dataset, regardless of the baseline method.

Method MUTAG AIFB BGS AM

RDF2Vec 0.7500± 0.0392 0.9111± 0.0117 0.7828± 0.0327 0.8758± 0.0143
C(RDF2Vec) 0.7956± 0.0340 0.9167± 0.0000 0.8828± 0.0178 0.8778± 0.0211

Change 6.1% * 0.6% 12.8% * 0.2%

R-GCN 0.7397± 0.0286 0.9528± 0.0264 0.8345± 0.0424 0.8833± 0.0197
C(R-GCN) 0.7294± 0.0242 0.9694± 0.0088 0.8690± 0.0317 0.8828± 0.0138

Change −1.4% 1.7% * 4.1% * −0.1%

TransE 0.7397± 0.0422 0.8722± 0.0397 0.6793± 0.0371 0.4207± 0.0143
C(TransE) 0.7412± 0.0368 0.9056± 0.0299 0.7759± 0.0335 0.4955± 0.0179

Change 0.3% 3.8% * 14.2% * 17.7% *

Although extensive comparisons between the baseline methods with and without
the application of our strategy are outside the scope of this paper, we suggest possible
reasons for the improved results and how employing coarsening may overcome certain
limitations present in the baselines. The main difference in using our strategy in conjunction
with RDF2VEC is in how it changes the sequences obtained from the random walks on
the knowledge graph. Because densely connected entities are less likely to be collapsed
in the coarsening process, they are more likely to be sampled in walks on the coarsened
graph. This bears some similarity to RDF2VEC Light [43], which only performs walks on
entities of interest if we assume that densely connected entities are more likely to be of
interest. Furthermore, on all four datasets, we see a larger reduction in the percentage of
entities as opposed to triples. This too changes the nature of sampled walks, namely in
that predicates are more likely to be sampled. The difference between sampling entities
versus predicates was discussed in [44] and termed e-walks and p-walks, respectively. In
short, it was shown that e-walks are better at capturing the relatedness of entities, and
p-walks are better at capturing their semantic similarity. Because coarsening changes
the sampled walks in the direction of p-walks, our strategy is theorised to be better at
capturing semantic similarity between entities. In general, the idea of biasing random
walks in order to improve the performance of RDF2VEC is well studied and extensively
evaluated in [45]. The advantage of using our strategy in conjunction with a R-GCN baseline
is that of parameter reduction. Recall that R-GCN relies on computations made on the
adjacency matrix of the knowledge graph. Such a formulation results in an increasing
number of parameters as the size of the knowledge graph increases, making its scalability
poor for very large datasets. By coarsening the knowledge graph, we reduce the number
of trainable parameters in the model, improving its efficiency. We note, however, that



Axioms 2023, 12, 275 9 of 13

our strategy appears to perform worse on R-GCN relative to the other baselines. The
reason for this may be that coarsening produces graphs with a larger proportion of highly
connected hub entities, which is a structural weakness of R-GCN as pointed out by its
authors. The limitations of the translational assumption inherent to the TransE model is
not addressed by our strategy directly, as the underlying embedding procedure is never
changed. These include the inability to properly handle relational patterns such as one-
to-many, many-to-one, inverse, and symmetric relations and were largely addressed by
subsequent models in the translational family, such as the aforementioned TransR and
TransH models. Specifically, TransR finesses the issue of entities and predicates being
embedded in the same space by introducing a separate predicate embedding space. Entities
are then projected to the predicate space by a predicate-specific projection matrix, and
the original translation assumptions of the TransE model are applied. This solves the
problem of embedding entities, which may or may not be similar to one another depending
on their predicate context. TransH was proposed to handle the problem of embedding
one-to-many and many-to-one relationships. To this end, it too introduced the notion
of predicate-specific projections, although unlike TransR, entities and predicates were
mapped in the same space. In contrast to these approaches, our strategy may be seen as
improving on TransE indirectly, namely by augmenting the input data. One-to-many and
many-to-one relationships are likely candidates for second-order collapsing, ensuring tight
embeddings of these entities by TransE. Such a feature does not rectify TransE’s challenges
in handling these types of relationships but merely accepts its inadequacy and ensures that
less computation is spent on embedding these entities. This is also the case for symmetrical
relationships whose entities are candidates for first-order collapsing. Thus, in order to
overcome the obstacles of TransE, it would be advised to apply our strategy in conjunction
with one of its successors, which explicitly deals with the limitations mentioned. We note
that despite our strategy’s positive impact in regard to the aforementioned limitations, it
is formulated to be embedding-method agnostic. As such it does not inherently seek to
overcome the limitations of any particular embedding method. Finally, we see that datasets
with knowledge graphs that have a higher degree of reduction at α = 0.5 and η = 10
perform better. This is because not all knowledge graphs are equally suitable candidates for
coarsening. Namely, knowledge graphs that exhibit a high degree of structural equivalency
between entities lose less information in the coarsening process. We see this in the AIFB
and BGS datasets, where more than half of their entities get collapsed in the coarsening
step, as shown in Table 3.

Table 3. Percent reduction in coarse graphs relative to base graphs at α = 0.5 and η = 10.

Dataset MUTAG AIFB BGS AM

Triples 52,179 20,134 501,722 4,080,981
Change −29.7% −30.7% −45.2% −31.8%

Entities 16,115 2801 78,335 944,759
Change −31.8% −66.2% −76.5% −43.3%

Predicates 23 43 97 129
Change 0% −4.4% −5.8% −3.0%

Figure 2 plots the performance of our strategy compared to baselines when increasing
the number of training steps performed. Due to computational constraints, we trained
the embeddings up to fifty epochs. It is possible that given enough training, baseline
methods could catch up in performance to our coarsening strategy, as can be seen on the
AM dataset using TransE. This, however, still demonstrates that coarse graphs produce
quality embeddings faster than embedding on base graphs. This is further confirmed by
RDF2Vec on AIFB and AM and R-GCN on MUTAG, which show similar trendlines to the
coarsened counterpart requiring fewer training steps. This suggests that our strategy is
faster to train than its baseline counterparts.
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Figure 2. Pairwise comparison between the baseline method and our strategy demonstrating perfor-
mance (accuracy) as a function of the number of training steps performed for each dataset.

5. Conclusions

We introduced a simple meta-strategy for embedding knowledge graphs that relies
on coarsening as a preprocessing step to obtain a reduced knowledge graph prior to
embedding. To this end, we adapted existing graph coarsening concepts to knowledge
graphs and introduced a novel entity collapsing and neighbour sampling scheme. Our
evaluation demonstrates that such an approach results in faster and, oftentimes, more
accurate knowledge graph embeddings. Coupled with the fact that our strategy incurs
little overhead costs, we conclude that graph coarsening is a recommended preprocessing
step before applying any existing knowledge graph embedding method.

Despite the encouraging results, there are still limitations to our work and avenues
for future work. The evaluation of the reverse mapping procedure could be performed
by a simple pairwise comparison. Specifically, comparing the embedding quality with
and without reverse mapping and fine-tuning. We anticipate, however, that on the entity
classification task, such a comparison would not be indicative of the extent to which
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information is regained in this step. This is because entity classification is performed on a
subset of graph entities that are highly connected and thus unlikely to be collapsed in the
coarsening process. This is due to the requirements for collapsing and their satisfaction
being more likely by peripheral entities. As such, the embeddings of classified entities will
not change during the reverse mapping and fine-tuning process. This brings attention to
another limitation, namely that of evaluating the strategy on different downstream tasks,
such as the commonly used link prediction task. In this task, triples not present in the
knowledge graph are inferred by assigning a score to reflect the likelihood of observing such
a triple. This task was not originally handled by RDF2Vec, whose principal function was
data mining. It has been shown more recently [46] that RDF2Vec can be adapted to the link
prediction task. As such, testing our strategy on this task is a worthwhile endeavour. Finally,
future improvements to our work may be made by proposing alternate coarsening schemes,
such as those which leverage graph clustering or community detection. These models
present the opportunity for more intelligent collapsing of nodes, which may improve the
efficiency of our overall strategy. To this end, models such as KDComm [47], Bayesian
Symmetric NMF [48], the Multilayer Stochastic Blockmodel [49], and the Multilayer Mixed
Membership Stochastic Blockmodel [50] can be utilized. One of the challenges to overcome
if these models were to be integrated with our strategy would be that of computational
efficiency. In general, the process by which these models induce communities from the
knowledge graph is more expensive than our approach. This would be further exacerbated
if multi-step coarsening were to be employed.
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