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Abstract: This paper presents an innovative computer graphic method for viewshed generation
from big point clouds. The proposed approach consists in simplification of typical methods for
viewshed formation that are based on sorting and binary trees. The proposed method is based on the
k-d tree concept optimized with radial segmentation and a dedicated mathematical algorithm for
subtree rejection. The final visualization of the viewshed is designed with a graphic method using
triangulated irregular network (TIN) surfaces from the accepted subtrees.
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1. Introduction

1.1. Background

At present, emotions arising from the surrounding landscape greatly affect human wellbeing.
More and more people would like to prevent the destruction of natural landscape and its monuments
in an ill-conceived pursuit for financial profit. We want to experience beauty in the historic districts
of our cities, outside our windows, and far away from the urban areas: in the mountains, forests,
meadows, and parks.

Information about natural resources is increasingly collected by virtue of a variety of terrain
scanning methods. As a result, more and more data are created, which include point clouds. Due to
the increasing technological possibilities, the obtained point clouds have an enhanced density, and
that makes them more detailed [1,2]. Therefore, the development of acquisition methods must be
accompanied by the development of software for their rapid processing. In many cases, the amount of
data is so large that only a well-prepared environment enables their practical use.

The main use of point clouds, which the authors focus on, is to generate a viewshed. Viewsheds
can be, among others, applied to study to what extent a newly designed building affects the
surrounding landscape [3]. There are many cases of investments for which such analyses were
not carried out, and it resulted in their negative impact on the observation of surrounding monuments
from various viewpoints.

Another application is to perform an analysis of the area visible to the surveillance cameras [4].
Such an analysis indicates the areas visible to a camera from a given place, which leads to the optimal
distribution of the objects in a given space. The area of research on the possible viewsheds applications
is still developing, which increases the number of opportunities for their use.
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1.2. Formulation of the Problem of Interest for This Investigation

It is difficult to imagine contemporary spatial planning or designing objects without being aware
of the close relationship between their visibility and surroundings [5]. This issue affects environmental
protection services, central city monuments, rural areas, and tourist places. The analyses dedicated
to solving such problems typically require the generation of a viewshed [6,7] in the digital point
cloud environment provided with a ray-tracing algorithm [8]. In that case, a polygon mesh must be
established around the point cloud points, which poses some problems in the case of large areas due
to the significant size of the data sets [9].

Point clouds have become a very important medium of spatial data used in such fields as spatial
management, crisis management, detection of threats resulting from natural disasters, agricultural and
forestry economy, as well as environmental and landscape protection [10]. Such data are used whenever
information about a space is needed. Unfortunately, the more possibilities there are, the more problems
their processing poses. For example, the point cloud that was used during the research consists of
108 points, which hinders performing operations on them. Different methods of storing, sorting, and
browsing were applied to cope with the problem, but even the use of high computing power hardly
improved the processing time of the entire point cloud; it has remained unacceptably long.

1.3. Literature Survey

According to the available literature, the most common method for solving typical problems
accompanying the creation of a viewshed from a huge point cloud is based on the reduction of the
number of points included in the cloud. It can be achieved through the rejection of some random
points (for instance, every fifth point), by means of the removal of the noise and outliers from the point
cloud [11] or by taking account of the distance between the points [12–14] or similarities occurring in
the point cloud [15]. A lot of software dealing with point clouds uses this method. However, the results
are not a hundred percent accurate. The other method is based on using only the points belonging to
the specified group. Grouping of such points is, nonetheless, time-consuming and hardly accurate.
This study concerns a different approach towards the issue, i.e., an innovative multilayered method
that adopts k-d tree to optimize the above-described process.

1.4. Scope and Contribution of This Study

This paper provides the method of supporting computer designing that minimizes the number of
points and can be useful also at the data collection stage. Due to the specific processing requirement,
point clouds were divided into radial parts, which effectively turned point cloud structure into a k-d
tree; a new method of rejecting points was also applied. The purpose of such processing was to obtain
visualization of a viewshed using the ray-tracing method. Such viewsheds can be a source of data in
landscape analysis, spatial planning, and urban space management [16]. Both individual viewsheds
and visibility maps generated from them are GIS layers (Geographic Information System) [17].

1.5. Organization of the Paper

The study is organized as follows:

• Section 2—Presentation of the concepts used in the research;
• Section 3—Discussion on the process of creating visibility viewsheds;
• Section 4—Presentation of the original method of dividing the point cloud into radial parts with

the consequent transformation of the storage structure of points into k-d tree;
• Section 5—Presentation of the subtree rejection algorithm in k-d tree;
• Section 6—Results;
• Section 7—Discussion;
• Section 8—Conclusions and future work.



Symmetry 2019, 11, 1451 3 of 15

2. Viewshed and Point Clouds

The viewshed is a way to determine areas in a certain space from which a given point is visible
and, simultaneously, the areas that are visible from the given point. In its simplest form, the viewshed
is generated from one specific viewpoint. The extension of a viewshed is a visibility map generated
from many points. The viewshed is generated for each point, and the resulting map (grayscale image)
is the composition of many viewsheds; it contains combined information about visibility. Various
digital and analog methods are used during the process of creation of visibility map. One method of
obtaining viewsheds is to generate them on radial parts and to combine them together. This method
was described in detail in the paper “Point Cloud based viewshed generation in Autocad Civil 3D” [18].
In the present work, the authors use the mentioned method to create viewsheds and combine them to
provide visibility maps.

Point cloud is a set of points in three-dimensional space. Each point is determined by x, y, and z
coordinates and may contain color information in the form of an RGB value. It can also be assigned
to one of the existing point classes. The .LAS file specification includes four main classes: ground,
building points, water, and high vegetation [19].

There are many methods dedicated to the acquisition of point cloud data. These methods depend
mainly on the size of the cloud and its density. For small-size point clouds, one can use 3D laser
scanners or scanners based on structural light. In the case of large clouds, photogrammetry and LIDAR
scanning are preferable [20–22]. The cloud examined and processed in this research was obtained by
means of LIDAR scanning.

The referred cloud was created in 2012 as a part of the ISOK project. One of the main goals of
that project was to develop a high-resolution orthophoto map covering the area of about 15,000 km2.
The above orthophoto map was additionally supplemented with the data included in the resources
made available by the National Office of Geodesy and Cartography; this has made it one of the most
accurate data sources. To create a point cloud, one should follow the recommendations for obtaining
data by means of LIDAR scanning. The point cloud used in this research was created according to the
so-called Standard II, which means that the number of points per square meter was greater than or
equal to 12. To fulfill the standard, many conditions had to be met. The crucial one was to provide the
specified minimal number of points per square meter. Other European countries require much less
dense point clouds; Denmark, Switzerland, and Spain demand only 6 points per m2. A point cloud
with the following parameters was used for the research:

• The point cloud of Krakow, made in 2012 as a part of the ISOK project according to the Standard
II—12 points/m2, about 27 * 107. points.

3. Previous Work

The application of viewsheds can be very broad. They may refer to small spaces around buildings
and housing estates but also to entire cities, municipalities, and regions. Visibility maps and viewsheds
can be used in road designing, spatial and strategic planning, archaeology, and military sciences. They
are also indispensable for analyzing the impact of the designed buildings on their surroundings [23].
Figures 1 and 2 present the same fragment of a city as a viewshed (Figure 1) and as an orthophoto map
(Figure 2).
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Figure 1. A viewshed with a highlighted center point.

Figure 2. A orthophoto map with a highlighted center point.

One of the methods to create a viewshed is to place a point of light in the digital model that
contains a model of terrain and its coverage. Then, the rendering with a dedicated algorithm is
performed. It results in a raster image with the marked surfaces that are either visible or invisible from
the point where the light is located. The method requires the use of a digital terrain model whose
representation would be able to reflect and obscure the rays of light. The only representation that
meets such a requirement is TIN (triangulated irregular network). The effectiveness of algorithms in
the TIN model has been described by Floriani [24]). The TIN surface is created by combining points
with the smart use of triangles [25]. Vertices of that surface are points that, connected by edges, create
triangles. In the TIN representation, triangles constitute a continuous surface that can be both opaque
and reflective to digital light rays.

Visibility can refer to all the objects visible from a given point or to surfaces from which a given
point is visible. The former case is called active exposure, while the latter is called passive exposure [26].
To determine the visibility of large objects, one must compile viewsheds from many points distributed
on the surface of the specific object [27]. Such viewsheds are arranged in monochrome maps on
which the higher lightness value indicates that a larger part of the object is visible in a certain place.
As concerns the analysis of the visibility of mountain ranges, lakes, or similar objects, the density of
points spread on their surface is significant. To achieve suitable resolution of a visibility map, the
number of points must be very large. Such data sets require a high computing power and memory.

The method of obtaining viewsheds that is believed to provide the best results in terms of quality
is based on the use of a ray-tracing algorithm [8]. In that method, it is necessary to fill a space with
objects that can obscure the rays of digital light. A perfect representation of 3D objects for that purpose
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is a polygon mesh defined on the TIN data. Since it is built on a digital terrain model and coverage
from GIS layers, it requires moderate processing time. Therefore, a viewshed can be obtained relatively
quickly. Point clouds acquired using LIDAR scanning contain much more detailed information about
the area. A viewshed generated from that data would be much better analytical material. However, it
was not possible to obtain models of TIN surfaces and polygon meshes for the analyzed area within an
acceptable time. There are, nevertheless, some ways to optimize the process using segmentation of
data and paralleling during the processing of the chunks of acquired data.

4. Radial Segmentation of Point Clouds

Because of the lack of access to the equipment able to convert the entire point cloud to a TIN
surface in one go, it was necessary to split the point cloud into many smaller parts; this enabled the
generation of the TIN surface within a predictable time. Then, the core of the innovative method
was applied, i.e., the cloud was divided into radial parts with the center at the viewpoint. Such an
approach was taken for a reason: The angle range of the view did not affect the visibility of individual
objects in space. The speed of generating the TIN surface in the radial sections of the point cloud
depends on the angular range that can be chosen freely. To obtain a full viewshed, one can combine
TIN surfaces of all radial slices. However, it is more efficient to generate viewsheds on each of the
sections separately. They should be combined together to create one image with the desired spatial
extent. Figure 3 presents a fragment generated from the point cloud compared to an orthophoto map.

Figure 3. A viewshed of the orthophoto map section with the highlighted center point.

The radial parts are determined by specifying the center point (viewpoint) of an area and then
the minimum/maximum angles that are later used to construct a visibility cone. On the other hand,
only the points that are within the range of the cone are selected for further calculations; all other
points are rejected. Every single point must be checked and accepted or rejected from the given cone.
Unfortunately, this is a long process because the points in the referred file are kept in the order they
were created. Therefore, the process of creation of each fragment requires the analysis of the entire
data set.

5. Binary Trees

In this section, one presents the method of reorganization of a point cloud with the use of binary
trees. The important elements of binary trees are:

• Root—the starting element of the tree;
• Subtree—a tree being a part of the main tree;
• Node—one of the elements of the tree.
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5.1. BST Tree—Binary Search Tree

One of the simplest examples of a tree structure is the BST (binary search tree, Figure 4) [28]. It is
a structure that retains the rules of sorting and storing. The left subtree includes the points that have
lower values than the root, whereas the right subtree includes the points with the higher values than
the root. Each node of the subtree becomes a root for another set of subtree points. Turning the storage
structure of point cloud into a binary tree enables the possibility of optimizing the processing time of
point cloud data.

15

11 26

128 3020

96 14 35

Figure 4. An example of a binary tree.

One of the reasons for using a binary tree in the point cloud is to sort the points according to their
distance from the selected central point. In this case, tree nodes can be represented by the distance
between the current point and the central point after projecting them on the XY plane. The limitation
of the point cloud size can be performed by rejecting points that are too far from the central point. The
disadvantage of this solution is the necessity of creation of a separate BST tree for each central point.

Figure 5 presents a fragment of a point cloud with two distance ranges from the center point.
If a binary tree structure is not used, each point should be checked by calculating its distance from
the central point individually. With the use of a binary tree, all points within the chosen range can be
selected in an easy and quick way.

The program execution time is proportional to the size of the cloud stored in the tree. However,
when one wants to perform an operation for another range, creating a binary tree and checking the
distance to points, which is the most time-consuming step, can be omitted. Avoiding the repetition of
binary tree construction can reduce the range determination time.

Unfortunately, a separate tree must be created for each central point. Hence, the main problem
remains unsolved.

Figure 5. An example of two ranges of distance from the central point.
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5.2. k-d Tree

The k-d tree is another type of binary tree [28]. In the field of IT studies, it is referred to as a
k-dimensional tree. Creating this type of tree is not complicated. The process consists in dividing the
point cloud seen as a set of multiple tree nodes, each of which divides the points into subsets. The
division is made according to the axes (in the case of two-dimensional trees) or by planes (in the case
of three-dimensional trees). The points on the left side represent the left subtree, whereas the points
on the right represent the right subtree. The order in which the divisions are made depends on the
choice of the median according to the axes or planes. In other words, if one creates a 2D tree, the
division follows the alternating X-axis and the Y-axis. In general, the dimension of the k-d tree is not
predetermined; 2D or 3D trees, etc. are allowed. Trees are generated for the whole cloud. This results
in the possibility of choosing any point as the central point of division, which was not provided by the
BST. The selection of the k-d tree also gives the opportunity to apply many methods of paralleling the
process of generating radial slices for different angles, which speeds up the work on the entire cloud.
Figure 6a–d presents the process of k-d tree creation.

(a) (b)

(c) (d)

Figure 6. (a) An exemplary point cloud is projected onto the XY plane. (b) A point cloud divided
by a vertical axis passing through a point in the median defined along the X axis. (c) Subsequent
division according to the points in the medians for the left and right subtrees after the Y axis. (d) Repeat
previous steps for all subtrees.

A point cloud is projected onto the XY plane. (b) A point cloud divided by a vertical axis passing
through the median point defined along the X axis. (c) Subsequent divisions according to the median
points for the left and right subtrees, determined along the Y axis. (d) Repetition of previous steps for
all subtrees.

The described example applies to a 2D tree. Figure 7 presents a case of a 3D tree that divides
space using planes parallel to the main planes of the coordinate system.
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Figure 7. A three-dimensional k-d tree.

6. The Subtree Rejection Algorithm in k-d Tree

The use of the k-d tree structure without using some additional accelerating algorithm does not
trigger speeding up the division of the point cloud into radial parts. However, this very structure
facilitates limiting the sets of points subjected to radial segmentation.

As previously indicated, the input data are a point cloud (set of points) that contains information
about coordinates, brightness, and color. The goal of this study was to select the radial segment from
the point cloud in the cylindrical coordinate system (Figure 8). The fragments are arranged on the XY
plane; the Z coordinate is not taken into account. The structure of the cloud is redefined as a k-d tree,
with only X and Y coordinates taken into consideration during the creation of a 2D tree.

Figure 8. A point cloud with the selected 2D-tree division axes with a specific point of the radial center,
along with 30 and 50 degrees split directions.

To divide the point clouds into radial slices, it is advisable to approach them in narrow ranges.
Then, the minimum and maximum directional angle vectors are close to each other, which means that
large parts of the space do not have to be considered at all. Rejection of points that do not intersect
the area between minimum and maximum directional angle vectors greatly accelerates the algorithm
for determining slices. Depending on where the slice is pointing, there are different rules for rejecting
subtrees that contain unnecessary points. The algorithm proposed in this paper formulates the rules
according to which the key data points used to determine subtree rejection are special corner points
located on the intersections of the k-d tree division axes. Description of the subtrees rejection algorithm.
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If the minimum and maximum area-limiting angles are between 0 and 90 degrees, all the points that
are below the horizontal k-d tree division axis (A) (which is lower than the radial division point) are
discarded. All points that are on the left from the vertical division axis of k-d tree (2), located on
the left from this point (Figure 9), are discarded as well. Rejecting the next subtree marked green
(Figure 9) requires checking if its left upper corner (1B) does not fall within the scope of the section.
The coordinates of the 1B point result from the X coordinate of the axis 1 dividing the tree into the
right and left part and from the Y coordinate of the B axis, dividing the right subtree into the upper
and lower part. If the angle between the radial center point and point 1B is not in the section range, all
points to the right of the axis (1) and down from the axis (B) can be rejected.

1B

1A

1

2

A

B

2B

2A

3B

α

β

Figure 9. Rejecting the subtrees.

Subsequent corners cannot limit the tree because they do not meet the rules for rejecting subtrees
that are described in Section 6.1.1. According to Figure 9, it can be seen that the set of points which
could belong to the radial section has been limited.

The rejected subtrees according to the above principles in the main tree are shown in Figure 10.

Figure 10. All rejected subtrees.
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An interesting case is a subtree marked in red in Figure 11. At first glance, it would be ideal
for rejection, because it is completely out of the angular range of the radial segment. However,
the indicated subtree was determined by the corner marked in blue and, therefore, referring to the
description of the elements from Section 6.1, it is the left point. On the basis of subtree rejection
rules, such a subtree cannot be rejected despite the fact that this would actually limit the number of
points checked.

Figure 11. An example of a not rejected subtree.

6.1. Description of Subtree Rejection Rules

The rules for describing points and angles should be adopted before discussing the rejection
principles (Section 6.1.1). The following list shows points and angles with the specific names referring
to their location (Figure 9).

• Point 1A belongs to the left subtree resulting from the division through axis 1; the point is located
on the right side of the left subtree, and as a result, it was described as the RIGHT point;

• Point 1B belongs to the right subtree resulting from division by axis 1; the point is located on the
left side of the right subtree, and as a result, it has been described as the LEFT point;

• Point 2B belongs to the upper subtree resulting from division by the B-axis; the point is located at
the bottom of the upper subtree, and as a result, it was described as LOWER;

• Point 3B belongs to the lower subtree resulting from the division by the B-axis; the point is located
on the top of the lower subtree, as a result of which, it has been described as UPPER;

• The angle LA0 is the angle between the straight line determined by taken point (this is one of the
points: left—L (xl, yl), right—R (xr, yr), bottom—D (xb, yb), upper—G (xu, yu)) and the central
point C and the axis OX;

• The MIN—α angle is the angle LA0 with the lower value;
• The MAX—β angle is the angle LA0 with the higher value;
• The red point is the central point of the division C—xc, yc.

For different angular intervals, there are different rules for rejecting a subtree. One of them is
presented below. All of them are presented in the supplementary files.

6.1.1. Rules for 0–90 Degrees

• If the angle to the LEFT point is smaller than the MIN angle, reject the lower subtree.
∀ (xl,yl) : 0 <LA0 <α <90 reject {(x,y) : x ≥ xl; y ≤ yl}
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• If the angle to the RIGHT point is greater than the MAX angle, reject the upper subtree.
∀ (xr,yr) : 90 >LA0 >β >0 reject {(x,y) : x ≤ xr; y ≥ yr}

• If the angle to the UPPER point is smaller than the MIN angle, reject the right subtree.
∀ (xu,yu) : 0 <LA0 <α <90 reject { (x,y) : x ≤ xu; y ≤ yu}

• If the angle to the BOTTOM point is greater than the MAX angle, reject the left subtree.
∀ (xb,yb) : 90 >LA0 >β >0 reject { (x,y) : x ≤ xb; y ≥ yb}

7. Results

Table 1 presents a comparison of radial slice generation times based on one degree angle and five
degrees angle using different generation methods. Three methods of selecting points from the cloud
for radial slices were compared: point by point, creating the k-d tree along with checking the angles
in the k-d tree, and checking the angles in the k-d tree together with the subtree rejection algorithm.
In these two methods, one has to additionally consider the time required to load all points into the
computer’s memory and the time to generate a k-d tree. The comparison was made on four different
point clouds of the same type, i.e., point clouds of all or parts of cities. In all cases, the cloud density
remains the same. The following figures show a comparison of times for generating one radial slice
with one degree angle (Figure 12) and time for generating ninety slices based on one degree angle
(Figure 13). The presented charts show very accurately that for a single segment, the algorithm does
not accelerate the generation of the slice. This is due to a large amount of time spent on generating
a k-d tree. It is only during creating many slices that time decreases significantly. The next graph
(Figure 14) shows the time needed to generate more slices. As indicated earlier, it is easy to notice that
for individual slices, the times for k-d tree and k-d tree with the algorithm are similar, but for a larger
number of slices, the subtree rejection algorithm significantly speeds up the generation procedure.
The results prove that changing the point structure only is not sufficient for achieving the maximum
acceleration. It should be additionally provided with some algorithms that limit the number of points
for calculations, such as the presented subtree rejection algorithm.

Table 1. Comparison of times needed to determine the radial parts of different point clouds using
different methods.

Number of Points Loading Points
(Only Once)

Tree Generation
(Only Once)

Average One
Degree Radial Part

Average Five
Degree Radial Part Method

320796467 0 ms 0 ms 1,429,215 ms 1,550,938 ms point by point
320796467 1,350,067 ms 676,580 ms 89,194 ms 94,230 ms k-d tree
320796467 1,350,067 ms 676,580 ms 6204 ms 29,920 ms k-d tree + alg
165806532 0 ms 0 ms 965,633 ms 1,055,864 ms point by point
165806532 715,479 ms 356,701 ms 24,227 ms 28,237 ms k-d tree
165806532 715,479 ms 356,701 ms 2527 ms 16,274 ms k-d tree + alg
18848780 0 ms 0 ms 101,855 ms 107,057 ms point by point
18848780 83 179 ms 34,714 ms 3673 ms 4379 ms k-d tree
18848780 83,179 ms 34,714 ms 945 ms 1878 ms k-d tree + alg
917333 0 ms 0 ms 18,415 ms 23,130 ms point by point
917333 3568 ms 2885 ms 2473 ms 2685 ms k-d tree
917333 3568 ms 885 ms 309 ms 1396 ms k-d tree + alg
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Figure 12. The time needed to generate one slice based on one degree angle.
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Figure 13. The time needed to generate ninety slices every one degree.
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Figure 14. Comparison of split times using only k-d trees and k-d trees together with the subtree
rejection algorithm.

The time of performing the division into a radial section using k-d trees is presented together
with the method of rejecting the subtree. The results depend on the direction and the point at which
the division is made.
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Specification of the computer which was used for research

• Processor i7-6820HQ CPU 2.70GHz
• 64 GB RAM
• Windows 10

Computational complexity of the algorithm
The determination of the angle between the point of observation and the corner resulting from

the intersection of median lines in k-d tree was assumed as the leading operation. In a pessimistic
scenario, for instance, when the whole cloud is included in the angular range, one will need to search
all points in the grid, i.e., the complexity will amount to O (n). The actual calculation time depends on
the real conditions (which will not always be the same) associated with the imposed pruning rules.
Acceleration data are presented in Table 1.

8. Discussion

The presented results show a significant and large difference between the methods of creating
viewsheds on the radial parts. If it is necessary to generate it on only one angle part, the presented
algorithm does not speed up the search of points. This is due to the large time expenditure on loading
points and creating k-d trees. However, the case of viewsheds on few radial parts is different. The
construction of an algorithm to acquire these operations is based on the tree that is created once. Thus,
the selection of points from it is very fast. In this case, the algorithm provides a very large acceleration
in the acquisition of radial slices. Compared to the method where the points are searched point by
point for many slices, the proposed algorithm accelerated this process several thousand times. In
comparison with k-d tree not using the algorithm, it is still satisfying. In both cases, generating a k-d
tree takes time. The use of k-d trees accelerates the process despite the need to check each point because
the points are in the cache, but it is still long-lasting. Based on the above results, the algorithm finds its
application with a greater number of slices. The acceleration that was obtained thanks to the rejecting
subtrees algorithm in the k-d tree in comparison to the checking point by point reaches as much as 98%,
and the k-d tree with the algorithm in relation to the same k-d tree 60%. Such significant acceleration
can significantly support the processing of point clouds and their practical use. The resulting visibility
charts can be used in many areas, such as urban planning, landscape research, security, visualizations
or checking the accuracy and matching existing buildings to their digital models. There exist also
algorithms for recognizing three-dimensional objects based on point clouds [29]. The point cloud
itself can also store information on how points are allocated to different classes [22]. Presently, there
are point clouds of the same elements or areas recorded over the years, which makes it possible to
compare them and check for changes, i.e., occurring in the terrain or the impact of a given building or
high voltage cable on the surrounding nature [30]. Therefore, point clouds can be used in many areas
of research. The presented algorithm encourages their use by limiting the processing time. However, it
should be noted that as shown in the presented charts, the algorithm accelerates operation only in the
case of generating a number of radial slices. For individual slices, time is comparable to processing
the cloud point by point. The presented article uses the k-d tree structure, which gives a large field of
research for other types of structures that can further increase acceleration or globally change the time
spent working on a point cloud. Such studies are already being carried out by the authors. The last, but
also an important aspect, which provides an innovative method of rejecting subtrees is that in a flexible
way, one can change the angular range of the generated slice, which does not require regeneration of a
k-d tree.

9. Conclusions

This article presents the benefits of using binary trees to store and process a point cloud
structure. One of the main benefits is the acceleration of point cloud searching and segmentation [31].
Additionally, a novel algorithm for rejecting the subtrees was proposed. The goal of the presented
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algorithm is to limit the number of points that are tested against its belongings to specific slices of radial
segmentation which additionally accelerate the searching process. The obtained points are used to
create viewshed and visibility maps. The algorithm execution time was presented in comparison to the
time of performing the same operation without the use of k-d trees. Acceleration in accomplishing this
particular task is several dozen times. The next step will be to distribute the algorithm by separating
the subtree into different processors and threads, which will further accelerate the calculation process.
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