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Abstract: The Internet of Things (IoT) is comprised of connected devices which are equipped with
sensors, actuators, and applications to provide services for enabling those objects to connect and
exchange data. For these connected devices and the IoT network environment, heterogeneous
protocols and frameworks have been published and applied to provide novel IoT services in our
daily life. On the Internet, most of the services are provided by existing web service providers
which are based on the high-performance processor, storage, and stable power supply. However,
devices of the IoT are developed for constrained environments using the small size of equipment
to provide seamless services ubiquitously. For accessing the constrained devices and existing web
service providers using the clients in the IoT networks such as smart homes, the services of servers
from the devices and web service providers shall be discovered by the clients using a consistent
discovery service. In this paper, a consistent registration and discovery scheme is proposed for the
devices and web service providers in the Open Connectivity Foundation (OCF)-based IoT network.
For supporting the proposed scheme, an embedded resource directory (RD) server is proposed
to provide a consistent registration service that is used for publishing information of devices and
web service providers. For the registration, a unified profile format is used that is based on the
RESTful API Modeling Language to describes the information of devices and web service providers.
Furthermore, the discovery service provides the consistent interface to discover the registered devices
and web service providers by the client using the unified user interface. Accordingly, the client can
access the resources of devices and web service providers based on the discovered information.

Keywords: Internet of Things (IoT); resource directory (RD); RESTful API modeling language
(RAML); Open Connectivity Foundation (OCF); web service provider (WSP); constrained network

1. Introduction

The Internet of Things (IoT) is an emerging engineering paradigm to build heterogeneous
industrial systems for segments such as healthcare, residents, transportation, manufacture,
and agriculture. IoT services are provided to the professionals, clients, and providers through the
Internet-connected devices at the edge of networks. In the center of networks, powerful computers
support sufficient storage and computing ability to enable data saving and processing for smart and
ubiquitous applications. In the IoT, the devices are a most important element, which is comprised
of information and communication technologies (ICT) to implement the IoT systems in a specific
domain or cross-domain of industries. With the development of ICT, the quantity of Internet-connected
devices will be increased to reach 20.4 billion by 2020, and the quality also will be enhanced with the
deployment of the next generation (5G) communications networks [1,2]. Therefore, the heterogeneity
of devices shall be the challenge because of the increasing number of devices [3]. Moreover, most of the
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existing services are developed for the hypertext transfer protocol (HTTP)-based web service provider
(WSP) on the Internet [4]. However, the IoT frameworks prefer the IoT-specific protocols such as
constrained application protocol (CoAP), message queuing telemetry transport (MQTT), and other
communication implementations based on those protocols [5]. The IoT system shall support the
HTTP-based existing services of WSPs as well as support the constrained and novel IoT-specific
protocols. For accessing those massive number of devices in various protocols, the directory service is
needed to provide a consistent service to discover the information of objects in the network.

In the IoT network, the directory service enables things to be discovered. The functionality of the
directory service supports the information of IoT devices to be stored and retrieved [6]. The resource
directory (RD) is a server that provides a set of services for enabling the services of discovery in
the network where the RD is deployed [7]. The registration and discovery services are the main
features of the RD, which are used for registering the information of services to the directory and
providing the discovery service to enable the discovery of accessible services by the clients. Services
are exposed by the resources to handle the requests from clients and communicate the results to
clients [8]. For registering those services’ information to the RD, a profile format is required to include
the information. The RESTful application programming interface (API) modeling language (RAML)
is used for describing the APIs from a service provider such as an IoT device and WSP. The RAML
is a framework to describe the APIs using a structured and unambiguous format [9]. RAML data
includes the basic information of the service provider, and the introduction of each resource that
includes resource uniform resource identifier (URI), request requirements such as query parameters,
and request body structure, response body structure, and examples. Therefore, the RAML data can be
used for describing the information of resources and registering the resource to the RD.

In the IoT network, the server applications are deployed on the devices which have a processor,
memory, storage, and network communication module. A server application provides the services
which are exposed by the resources in the network [10]. The resource discovery approaches can be
used with a multitude of techniques according to the number of parameters such as network scale,
deployed devices, and communication protocols. In the IoT network, the devices can be deployed
in the constrained networks using the constrained network protocols with limited power supply
and computing ability [11]. Moreover, some devices need a stable power supply and sufficient
storage to provide services using the professional parts such as e-Health sensors in the wireless body
area network (WBAN) [12–15]. These devices can be the standalone ubiquitous devices to support
real-time decision making through the analysis base on bit data, and also can be the local servers
which provide discovery, registration, and forwarding service to the devices and service clients in a
specific network [16,17]. However, in the IoT network, the constrained devices and local servers need
to collaborate for providing better services to the clients.

In this paper, we present a registration and discovery scheme for the IoT devices and WSPs
which are deployed in different networks using different protocols. For the IoT devices, the IoTivity
framework is applied, which is an open source implementation of the Open Communication
Foundation (OCF) specification [18]. In the OCF network, devices use OCF messages to communicate,
which are based on CoAP for the constrained IoT network. The functionalities supported by the RD
server provide service of registration, discovery and request forwarding from the OCF network and
WSPs from the Internet. The registration service is used by the client that registers the information of
discoverable resources. The client can be a publishing client as well as a part of IoT device. An IoT
device can hold the resources to provide sensing and actuating services in the OCF network. A WSP
can be developed by an organization to provide services through the APIs to enable users to use the
APIs and access services. To use the APIs in the OCF network by IoT clients, the information must be
discoverable. The proposed RD server provides a consistent registration service for the RAML-based
resource information. For the registration, a new data model is presented using the RAML definition.
The RAML definition shall be pre-defined for the IoT device as well as the WSP and deployed on the
client that can publish the RAML data to the RD server. A parser in the RD server interprets the RAML
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data and inserts them into the database (DB). In the OCF network, the IoT clients request the RD server
to look up the registered information, then the resources shall be discovered from the OCF network
and Internet. Once the resources are discovered, the IoT client can access the services. The RD server
also provides the message forwarding service to the OCF client for accessing the HTTP-based services
on the Internet. Figure 1 shows the network architecture that presents the interactions of entities for
the registration, discovery, and accessing.
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The rest of the paper is structured as follows. Section 2 introduces related works. Section 3
introduces the proposed methodology of registration and discovery. Section 4 introduces the
registration and discovery scenarios using the proposed elements in the OCF-based IoT network.
Section 5 introduces the implementation results. Section 6 introduces the performance evaluation.
Finally, we conclude this paper in Section 7.

2. Related Works

For the constrained network, solutions of discovery can be considered as distributed and
centralized for the IoT environment [19]. The discovery servers can be deployed for the large-scale
distributed system that has multiple systems to handle the network where the server is deployed [20].
This fully distributed architecture can support an efficient discovery approach in low power and lossy
networks such as the CoAP network [21,22]. The CoAP network is a constrained network because
the CoAP is designed for the M2M services which are provided by the constrained devices [23].
The constrained RESTful environments (CoRE) RD is a server that is deployed in the IoT network
for providing services to discover the constrained nodes [24]. For the registration to the CoAP RD,
the RD provides an interface to accept a POST from an CoAP device containing the list of resources in
the CoAP message payload. The resources are described in the CoRE link format to be added to the
RD. Therefore, the limitation of the CoAP RD is the registration interface of a CoAP RD and cannot
involve the extra information for describing the details of registering devices. For constrained devices,
the registration information shall be smaller. However, according to the edge computing, the devices
quip with high-performance parts in the IoT network. Therefore, the CoAP RD shall provide the
registration interface for the detail registration profile that can describe more detailed information of
the registering device.
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The server shall be based on the connected power supply to provide the lookup services
for retrieving the registered device information that can involve URIs, accessing requirement,
and status [25]. Therefore, the RD also can be used for the centralized solution with powerful
equipment for large-scale IoT networks [26]. With the sufficient hardware specification, the RD also
can support high-performance computing to provide intelligent services based on a large amount of
data. The implementation of RD in the high-performance computer can be supported by the personal
computer, cloud services, and virtualization solutions [27]. However, many small embedded boards are
published for the high-performance such as Raspberry Pi, Intel Edison, and other devices which have
a small size with the full ability to support sufficient computation and network communication [28].
Therefore, the embedded boards also enable deployment of the RD server for providing registration
and discovery services in the constrained environment.

The web-based service discovery solutions are built with a high-performance computer to provide
searching services, such as web searching engines on the Internet. However, traditional web-based
searching solutions cannot provide the service in the same way for the IoT network because of the
heterogeneity and constrained network requirements [29]. In the IoT network, the discovery service
provider shall support resource discovery regardless of the communication protocols and technologies
used by IoT clients [30]. However, it is a challenge to fulfill all the communication interfaces for the
heterogeneous devices. There are many IoT standard solutions to support the discovery mechanism
in the framework level [31–33]. However, most of them present the discovery architecture for their
specific communication protocol and service accessing mechanism [34]. The proposed solution is based
on the OCF specification that refers to the CoAP-based service providing architecture. The proposal
of RD in the OCF specification is focused to provide registration and discovery services for the OCF
devices in the OCF network through CoAP communications.

Also, the proposed RD enables the IoT devices and WSPs together to be discovered by the IoT
clients in the OCF network. To provide the discovery service using the consistent scheme in order to
discover the resource from the HTTP and OCF network, we present a new data model using RAML.
In the OCF specification, the data model is presented for the registration of OCF devices [35]. However,
the properties of the data model are not sufficient for other IoT framework and WSPs. For example,
the presented data model of OCF cannot describe the required parameters of a URI using the properties.
The service-oriented architecture (SOA) enables the system development through the separated APIs
which are used for accessing the services with the exposed URIs. Many IoT frameworks are based
on the SOA to provide the services from the devices [36]. Therefore, the RAML-based description of
resources from the IoT network and Internet can be the information in the RD for the discovering by
the clients.

3. Proposed Methodology of Registration and Discovery

The proposed network architecture is comprised of IoT devices, WSPs, RD server, publishing
client and IoT clients. For the registration process, the IoT devices and publishing client send the
RAML data to the RD server. Then, the information of IoT devices and WSPs can be discovered by IoT
clients through the RD server. Using the discovered information, the IoT clients can access the services
which are provided by the servers in the constrained network and the Internet. Figure 2 shows the
proposed architecture of a consistent registration and discovery scheme. Each component represents
the role of the entity in the proposed system.

In the RD server, the RAML definitions are saved in the storage of the server. The data of RAML
is published by devices and the publishing client. The information of saved RAML definitions can
be retrieved by IoT clients. The RD server is comprised of resources and storage which provide a
registration service and discovery service to the IoT client and service providers in the OCF network
and Internet. The functions of the component write and read the service provider information from
the service information storage. The registration service is a function that is used by devices and
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publishing client to publish service provider information. The discovery service is a function that is
used by clients for obtaining the service provider information.Sustainability 2018, 10, x 5 of 17 
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The system includes the IoT client and publishing client for accessing the RD server. The IoT client
is used for requesting to the RD server for discovering the registered information, and the publishing
client is used for publishing the information of the HTTP service provider to register the provider’s
information that is deployed on the Internet. The discovery is a function that is a part of the client.
Users can, through the discovery service, find the service provider information by requesting the RD
server. The publishing client supports the publishing function. The HTTP service provider can be the
application that is run by other organizations or companies. Therefore, we do not have permission to
add some functions to their application such as a publishing function. The publishing client reads the
profile of the service provider and sends it to the RD server for registration.

In the service providers, the applications can be used for providing services to clients, e.g.,
sensing services, actuating services, and web services from the Internet. The OCF service provider
is used for providing sensing and actuating services that are hosted on IoT devices to support IoT
services. The HTTP service provider is used for providing web services such as weather services,
social network system (SNS) services, stock market services, etc.

For providing services to multiple clients, the RD server includes the handlers, which handle
the requests from the client. In the proposed OCF network, the RD server supports the storage and
retrieval functions for the information of IoT devices and WSPs. The server includes the OCF server
functionality to provide OCF services using OCF resources. Figure 3 shows the functional architecture
of the RD server. The server has the RD resource and RD list resource. The resource name of RD
resource is/rd which has a GET handler and POST handler, and the resource name of the RD list
resource is/rd/list which has a GET handler. Through these handlers, the OCF server handlers OCF
requests. The handlers interact with the DB in the RD server which involves the information of the
provider, resource, method, and parameter. In the RD resource, the GET handler is used for handling
the discovering request from the IoT client. The response message includes the detailed information of
a provider. The POST handler is used for handling the registration request from the publishing client
and IoT device. The registration request includes the information of IoT device and WSP. Once the
server received the registration request, the server parses the request message and stores to the DB.
In the RD list resource, the GET handler is used for handling the discovering request from the IoT
client. The response message includes the provider information list.
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Figure 4 shows the functional architecture of the IoT device. The IoT device is a device that
supports functions for sensing from the environment, and through actuators to update the environment
where the devices are deployed. The devices may need to be constrained and wireless using the battery
and wireless communication equipment such as WiFi, bluetooth low energy (BLE) and long-term
evolution (LTE). The IoT device can be developed using IoT boards such as Raspberry Pi, Intel Edison
board and Arduino Uno. These IoT boards support processor, storage and communication parts.
For building an IoT device, the sensors and actuators are also required. The IoT device includes the
OCF server to provide OCF services for sensing or actuating. In the IoT device, the OCF server includes
resources for providing OCF based services to clients. The handler of a resource can be implemented
for interacting with the sensors or actuators to collect the sensing data or update the environmental
parameters such as temperature, humidity and illumination. The device also includes the OCF client
to request RD server for registering the information. For registering the device to the RD server,
the device sends the information to the RD server through the OCF network. The registration message
includes the RAML definition which is used for describing the device. The RAML file can be deployed
in each device. Once the device is started, then the device can register the information to the RD server
by sending the RAML data.
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Figure 5 shows the publishing client functional architecture. The architecture includes the software
part and hardware part. The software part shows the application and platform for developing the
publishing client. The hardware part shows the device information regarding the publishing client.
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For developing the publishing client, we use the Android Things platform on the Intel Edison board.
The board includes processor, storage, and WiFi modules. The publishing client application includes
the OCF client and HTTP service provider RAML definition. The OCF client is used for sending
the registration message to the RD server. The HTTP service provider RAML definition is a file that
includes the information of the service provider.
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Figure 6 shows the IoT client functional architecture. The architecture includes the software part
and hardware part. The software part shows the application and platform for developing the IoT
client. The hardware part shows the device information regarding the IoT client. For developing the
IoT client, we use the Android platform on the Android smartphone. The Android phone includes
processor, storage, and WiFi module. The IoT client application includes the views and OCF client.
The views are used for displaying the information to the user. The provider information list page is
used for displaying the provider information list. The provider information detail page is used for
displaying the detail provider information of the selected item. The OCF client is used for sending the
discovering message to the RD server.
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4. Registration and Discovery Scenario

In this section, the following sequence diagrams illustrate the scenarios of registration and
discovery using the elements in the proposed IoT network which are the RD server, IoT device,
publishing client, IoT client, and user. The registration process involves the interactions between
IoT device and RD server, and between publishing client and RD server. The discovery process is
comprised of IoT client, RD server and user.

Figure 7 shows the sequence diagram for registering the IoT device to the RD server. The IoT
device is an OCF entity that runs the OCF server for providing the services based on its resources.
For starting the server, the device read and write the data to initialize the application and configuration
settings. The device information is written in the RAML file that is used to send the device information
to the RD server through the OCF communication network. Firstly, the IoT device reads the RAML file
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to get the RAML data. Then the IoT device gets name and data from the RAML data. The name and
data are included in the payload of the request for the registration. The IoT device sends the message
that uses the POST method with URI coap://{RD’s IP:5683}/rd and the payload. Once the RD server
receives the message, then the server parses the RAML data and inserts them in the DB.
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Figure 8 shows the sequence diagram for registering WSPs which are deployed in the Internet to
provide the service based on the HTTP. The information is registered by the publishing client through
the OCF communication network. The publishing client is also an OCF device that is used send the
RAML data to the RD server through the OCF network. Because the RD provides a consistent interface
for the registration, the RAML need to be sent by the same publishing scheme with the IoT device.
Therefore, the process is same as the process of registering an IoT device. Firstly, the publishing client
reads the RAML file to get the RAML data. Then, the publishing client gets the name and data from
the RAML data to put in the payload of the OCF request message. The publishing client sends the
message that uses the POST method with URI coap://{RD’s IP:5683}/rd and the payload. Once the
RD server receives the message, the server parses the RAML data and inserts it to the DB.Sustainability 2018, 10, x 9 of 17 
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Figure 9 shows the sequence diagram for discovering the IoT device and WSP through the RD
server. The returned payload includes the information of OCF service providers as well as the HTTP
service providers from the OCF network and the Internet. The discovery service is used by the
IoT client that requests to the/rd/list resource of the RD server with the keyword query parameter
using the GET method. Once the resource of RD server is requested, the handler responds registered
provider information list. Each item involves the table of provider’s information in the response
payload. Once the response message is delivered to the IoT client, the client displays the provider
information list. The user needs to click an item from the list. Once the item is clicked, the IoT
client requests to the/rd resource of the bridge device with id query parameter using GET method.
The handler of the resource responds with the provider information in detail. The data includes all
information that relates to the provider.
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5. Implementation Results

Table 1 introduces the development environment of the proposed system. The RD server,
IoT device, and publishing client using the Intel Edison board for the device, and the IoT client uses
the Samsung Galaxy S4 Android smartphone as the device. For the Intel Edison board, the runtime
operating system (OS) is Android Things 0.2 that is built by compiling software development kit
(SDK) 25 and min SDK 24. For the smartphone, the runtime OS is Android 5.0 Lollipop that is built
by compile SDK 25 and min SDK 21. The development tool Android Studio 2.3.1 is used for the
Android applications. For the Intel Edison board application implementation, we use IoTivity library
that is compiled on Ubuntu 16.4 64 bit for Android OS on x86 CPU. For the smartphone application
implementation, we use IoTivity is compiled on Ubuntu 16.4 64 bit for Android OS on armeabi central
processing unit (CPU). For the RAML parser, we use RAML parser library that supports RAML version
0.8 and 1.0.
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Table 1. Development environment.

Component RD server IoT Device Publishing Client IoT Client

Physical device Intel Edison Board Samsung Galaxy S4

Runtime OS Android Things 0.2 (Build: compile SDK 25, min SDK 24) Android 5.0 Lollipop (Build:
compile SDK 25, min SDK 21)

tool Android Studio 2.3.1

Library and
Frameworks IoTivity 1.2.1(x86), raml-parser-2 1.0.13, jackson-core 2.9.0 IoTivity 1.2.1(armeabi),

jackson-core 2.9.0

Figure 10 shows the IoT device’s RAML definition. The RAML definition illustrates the service
information of the IoT device. According to the RAML definition, the IoT device provides 2 services
through the resource/led and resource/temperature. The/led resource has GET and PUT handler
for handling the request. The/temperature resource has GET handler for handling the request.
For each handler of resources in this IoT device, the query parameters and response body are defined.
The response body is defined using JavaScript object notation (JSON) format and an example also is
included in this RAML definition.
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Figure 11 shows the HTTP service provider RAML definition. The RAML definition illustrates
the service information of HTTP service provider in the Internet. According to the RAML definition,
the HTTP service provider provides one service through the resource/weather. The/weather resource
has a GET handler for handling the request. For the handler of a resource in this HTTP service provider,
the query parameters and response body are defined. The response body is defined using JSON
format and an example also is included in this RAML definition. The HTTP service provider is a
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weather service provider that provides several weather-related services using open APIs. The service
is described in the presented RAML definition that provides the current weather information. Once the
service is accessed, the current weather information is returned to the client. The information is also
described in the RAML definition.
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Figure 12 shows the result of IoT device registration that is captured from the loggings in the RD
server. The IoT device sends the information to the RD server using OCF based on CoAP. The request
uses the POST method with the payload that includes the RAML data for the information of the IoT
device. The RD server is an OCF server that has the RD resource for handling the request for the
registration. The OCF is implemented using the IoTivity framework; therefore, some loggings are
shown in the results by the IoTivity internal functionalities. The title and information of the RAML
definition are printed out in the figure. The title is the IoT service and the print outed string is the
name of the RAML file that consists of the title. The RAML data is defined for the IoT device, which is
parsed by the RD server to a JSON data, and is used for inserting the DB. The print outed data is the
JSON data that includes information from the RAML. The IoT device has resource/humidity that
requires parameters rt and if.

Figure 13 shows the result of publishing client registration that is captured from the loggings
in the RD server. The publishing clients send the information to the RD server using OCF based on
CoAP. The request uses the POST method with the payload that includes the RAML data for the
information of the HTTP service provider. The title is Weather Service and the print outed string is
the name of the RAML file that consists of the title. The RAML data is defined for the HTTP service
provider, which is parsed by the RD server to JSON data, and is used for inserting the DB. The print
outed data is the JSON data that includes information from the RAML. The HTTP service provider has
resource/weather that requires parameter APPID and q.
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Figure 14 shows the result of displaying the service providers’ information in the list page and
detail page of the IoT client. The page displays the registered service providers information list.
Each item of the list displays the RAML name, version, and description. For requesting the page,
the IoT client needs to include query parameters in the request URI. The parameter is the OCF resource
interface, and the parameter keyword is used to retrieve the list with the query. The parameter
startRowNo is used for pagination, and parameter pageSize is used for pagination. The request
method is GET, and the handler of the method is in the RD server that is used for getting the service
provider information list. The detail page displays the registered service provider detail information.
The page includes the resource list because a provider can include multiple resources. For requesting
the page, the IoT client needs to include query parameters in the request URI. The parameter is on
the OCF resource interface, and id is used for retrieving a provider information by its ID. The request
method is GET, and this method handler is in the RD server that is used for obtaining service
provider information.
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Figure 15 shows the results of accessing the IoT services which are discovered by the IoT client.
The page in the Figure 15a shows the resource information with the form for sending the OCF request
message to the/humidity resource using the GET method. The IoT client can recognize that the request
is sent to an IoT device or an HTTP service provider through the information that is registered. If the
request is used for requesting an IoT device, the parameters rt and if are used for generating the OCF
request. If there are other parameters, then those parameters shall be used for the query parameter of
the request. The result is shown in the screen using JSON format. The page in the Figure 15b shows
the HTTP service provider service accessing the result through the service page. The page shows the
resource information with the form for sending the OCF request message to the/weather resource
using the GET method. To access the/weather resource, the parameters q and application identifier
(APPID) are required. Once the parameters are filled, and then click the button REQUEST. The IoT
client sends the request to the RD server. The RD server forwards the request to the HTTP service
provider in the Internet.
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6. Performance Evaluation

The performance evaluations for registration of the IoT device, registration of the publishing
client and discovery by the IoT client are presented. Each evaluation is tested by 20 times for the
round-trip time (RTT) and the deviation is very small according to the average.

Figures 16 and 17 shows the evaluation results of the network communication delays for
registering the IoT device and WSP. For registering the IoT device, the IoT device sends the RAML
data to the RD and the RD returns the acknowledgement to the IoT device. Similarly, for registering
the WSP, the publishing client is the client for registering the WSP. Figure 18 shows the evaluation
results for the discovery by the IoT client. The IoT client requests to the RD and the RD responds the
information of registered entities. The RTTs for each registration is done in the same hardware and
network environment. The RTT is collected in the IoT device through the time difference between the
time for sending the first request and the time for receiving the last response.
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The evaluation result for the IoT device registration, that illustrates the RTTs are between 488 ms
and 652 ms, the average is 523.6 ms, and the standard deviation is 37.57 ms. The evaluation result
for the WSP registration illustrates the RTTs are between 544 ms and 679 ms, the average is 570.3 ms,
and the standard deviation is 30.26 ms. The evaluation result for the IoT client discovery illustrates the
RTTs are between 345 ms and 505 ms, the average is 398.05 ms, and the standard deviation is 39.92 ms.

Through the performance evaluation, the results illustrate that the interactions take time. The first
reason may be the network where the elements communicate. The communication is supported by the
OCF IoTivity which is the communication solution based on the CoAP. The CoAP is novel protocol for
the constrained environment. Therefore, the implementation of CoAP may not be as mature as HTTP.
The problem may be occurred because of the delay of discovery by the IoT client. For example, in the
exhibition, there are many people using the WiFi to build the network. The WiFi speed shall be bad
even if the signal is strong. If the client requires the discovered result to be presented quickly, then the
OCF based discovery may not be sufficient. We will implement the HTTP based discovery scheme to
support stable interaction.

7. Conclusions

In this paper, we present a consistent registration and discovery scheme using RAML to enable
the information of an IoT device and WSP through the embedded RD server in the OCF-based IoT
network. The registration enables the IoT device and publishing client to register the information
of the device and WSP using the RAML-based profile. Through the registration, the IoT device
registers the IoT device information to the RD, and the publishing client registers the WSPs to the RD.
The registered information is included in the RAML definition that is the profile for describing the
resource information. The RAML-based profile in the payload of a registration request that involves
the basic information of a service provider, such as IoT device and WSP. The resource is also described
for accessing the service by the IoT client. Therefore, the RD server provides the information to
the IoT clients using the registered information that is published by IoT device and the publishing
client based on the RAML definition. The discovery service enables the users to retrieve the service
information using the IoT client. Through the discovered information, the IoT client accesses the
services of IoT device and WSP. Therefore, using the embedded RD server in the OCF-based IoT
network, the registration and discovery of services from heterogeneous providers are supported by
the consistent scheme. Moreover, through the message forwarding service of RD server, the users use
the same IoT client to consume the services from the IoT network as well as the Internet.

In the future, we will extend the functionalities to support more communication solutions for
enabling transparent access to heterogeneous IoT devices. Currently, the proposed scheme only
enables the registration of OCF devices and WSPs from the networks of the OCF over the CoAP and
the Internet based on the HTTP. The discovery interface is provided to OCF clients for discovering the
registered IoT devices and WSPs. Based on the proposed scheme, we will implement a registration
interface for the IoT devices which are deployed in the constrained environment using low-energy
based communication solutions such as zigbee, BLE, and OCF IoTivity over BLE. The registered IoT
resources shall be represented as HTTP-based virtual resources to appear in the Internet. Therefore,
this is a consistent discovery interface to provide clients for discovering IoT resources.
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