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Abstract: This paper uses colored Petri nets (PN) to develop a model of vehicle movement in a city.
The modeler defines the number and location of crossroads, the connections between them, and how
many vehicles are at the given points of the network. The vehicles are recognized by their license
plate numbers, and it is possible to determine where they start their journey and where they are
going. The algorithm proposed in this paper suggests the shortest vehicle route based on Dijkstra’s
algorithm. This study focuses on improving route planning by considering road usage, which is
determined by the starting and ending locations of vehicles (as if traffic cameras were identifying
license plates). This approach will lead to optimal control of traffic lights (or vehicle navigation) to
minimize traffic jams and make good use of all roads. Additionally, this paper shares the results of
preliminary simulations using both colored and uncolored Petri nets in the GPenSIM environment.

Keywords: discrete system simulation; colored Petri nets; traffic lights; GPenSIM

1. Introduction

Petri net is a tool for modeling discrete systems. Petri net was invented in the 1960s
by Carl Adam Petri. Petri nets are closely related to automaton theory, but they have
the ability to express concurrent events [1]. In its simplest version, a Petri net consists of
places, transitions, and directed arcs. Such a network can only describe a system as a static
combination of possible states [2,3]. To describe a particular state of the system, “tokens”
are needed, which can be moved between places through transitions along the graph’s
arcs. In their simplest form, tokens in a Petri net are indistinguishable from one another [2].
More extended forms of Petri nets use concepts such as token coloring, transition activation
time, and hierarchy.

This paper uses an extended Petri net—a colored Petri net—to develop a city model
for the dynamic simulation of vehicle traffic. Colored Petri net (CPN) distinguishes tokens
using colors, where color is an identifier with a specific name [4,5]. This identifier can be
the same for multiple tokens (e.g., “blue”) or individuals as a registration number (each
token has a different “color” as an identifier, e.g., 001, 002, 003, and so on) [6,7].

In a Petri net, the most important elements are:

- Places: Places are drawn as circles, inside which the token presented by the black dots
can be placed. There can be any non-negative number of tokens in one place.

- Transitions: Transitions are drawn with rectangles.
- Arcs: Arcs can have weights greater than or equal to 1. Weights equal to 1 (default

value) are not shown in the Petri net. The weight determines exactly how many tokens
pass along the arc [8].

There are some problems associated with modeling real-life discrete event systems
using Petri nets:
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- Petri net models are very large (number of data and structures) for real-life systems,
even for simple systems. Such models are not small or compact [9].

- Long simulation time: Simulation of Petri nets takes a long time as large matrix
manipulations are involved (as a large Petri net model results in a large incidence
matrix). In addition, every enabled transition is checked to determine whether it can
start firing by checking the additional firing conditions.

- Difficulty in model analysis: Due to the huge size, analyzing structural and behavioral
properties becomes time-consuming.

- “Explosion of states”: Possibility to obtain information (for certain Petri net classes)
from the Petri net structure without exploring its state space. The Petri net tool auto-
matically generates the state space, showing every possible state that can eventually
be reached from the initial state. For real-life systems, this space is huge (and usually,
it is of infinite size). Hence, analyzing such a huge or infinite state space is difficult
and usually impossible [10–13].

Many tools are available for Petri net-based modeling (e.g., CPN and GPenSIM). Some
extensions increase the computational power of modeling while maintaining its analytical
capabilities (e.g., colored Petri nets) [10,13–15].

A manual description of crossroads throughout the city with the definition of de-
pendencies and transit trigger conditions would be impossible. It is, therefore, necessary
to develop crossroad modules as universal blocks. Modular Petri nets are proposed in
some works [9,13,16,17] (e.g., for control of traffic lights [18]) and implemented in the
General-purpose Petri net Simulator (GPenSIM) [13]. Modeling, simulation, and analysis
of modular Petri nets using GPenSIM offer many possibilities, e.g., all input data can be
collected in the form of tables, and the model structure can be built automatically from
modules as needed. This type of approach saves time and avoids errors when describing
each state [13,15,16,19].

Managing traffic signals through an algorithm that adapts to traffic volume has been
known for many years. The most commonly used for this are induction loops in the
roadway, counting the queue of vehicles [20]. Newer solutions include CCTV video
surveillance with object recognition [21,22]. This system works very well in each part of
the day but is sensitive; e.g., errors arise when objects move too close together and when
weather conditions are unfavorable (such as rain and snow). Currently, the solutions are
based on machine learning and neural networks, allowing us to achieve better results
compared to classical algorithms [23]. The network learns the traffic characteristics of a
given crossroad and optimizes traffic routing. Combining crossroads throughout the city
into a single system allows for even better management of traffic signal control. Systems
based on artificial intelligence are already being used and tested in China [24,25]. More
and more, algorithms are not only able to identify objects (like cars and people), but they
can also discern and interpret vehicle license plates. Such data analysis at each crossroad
can identify the exact route taken by each vehicle within the range of the CCTV system.
The extent to which this information can aid in traffic optimization is yet to be determined.
Based on these data, can we better regulate traffic light cycles, thereby directing cars to
roads with less traffic? Alternatively, will the information be transmitted to the vehicles so
that the driver can take the route with a lower ETA (estimated time of arrival)? This solution
(combined with a mesh network of vehicles and city infrastructure) could be particularly
relevant for autonomous vehicles. There are a few possible applications for the proposed
solution. The security of distributed systems, where the infrastructure is connected directly
to users, is also a significant issue, as an open network is exposed to attacks, which poses a
major challenge to ensuring its stability and resilience against cyber attacks [26]. At this
stage, the primary focus is to introduce the concept and carry out its simulation, which is
the main objective of this study.

The optimization of urban traffic with the help of proper algorithms that determine the
cycles of traffic lights has been known for years [20,21]. Hence, this study proposes a novel
approach, in addition to the existing ones, where alterations in the paths of moving vehicles
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are facilitated by modifying their directions in the navigation system. This proposition
is based on the concept of suggesting routes with a minimal estimated time of arrival
(ETA), taking into account the prevailing traffic conditions. A significant difference from
current navigation (through, e.g., online maps, which have such functionality) is the use
of information from traffic cameras for this purpose. It is not navigation that is supposed
to decide which route is the shortest at any given time, but the integrated management
system of the city’s traffic light network. Knowing information about the typical (most
often duplicated) routes taken by individual vehicles each day (based on reading license
plate numbers and recording the path of each vehicle—one of this paper’s assumptions), it
would be possible to propose access routes in such a way that centrally controlled traffic is
optimally distributed. Machine learning, or AI algorithms, which are now being extensively
used, could be used for this purpose (in further research). As previously stated, such a
groundbreaking control system would be especially useful in self-driving vehicles. By
recognizing the recurring start and end points of a journey (considering that most of us
follow a similar route to and from work daily) and correlating them with consistent travel
times, it becomes feasible to design optimal routes, which may not necessarily be the
shortest. This would enable vehicles to move in a “green wave”, minimizing their waiting
time in traffic jams at intersections. Currently, such solutions are not used due to the
enormous complexity of the proposed problem. It would be necessary to integrate the
entire system of cameras in the city (they are not everywhere, which makes the task more
difficult), along with a database of routes traveled (optimized by an adaptive algorithm),
and end with the indication of the route to individual (willing) users. At this moment, such
a system can be created only virtually as a simulation; however, its development, together
with the demonstration of practical advantages, can be realized in practice in the future.
This paper aims to focus on developing a model of the intersection network along with
a description of the required properties. The goal is to conduct simulations on the fully
functioning model before implementing optimization; conducting advanced optimization
is proposed as a continuation of this research (further work).

The proposed model aims to completely change the plane and level of traffic control.
The basic axiom changes because we no longer want to control traffic lights in such a way
as to relieve traffic jams. We want to control traffic and vehicles so that these jams do not
form or are as small as possible. This is a completely different approach from the current
one, and ongoing simulation studies are leading to proof of this thesis.

The most important goals are:

- Development of crossroad and road modules (algorithms and their construction in a
simulation environment).

- Proposing the concept of a modular colored Petri net to solve the given problem.
- Comparison of the possibilities of a colored and uncolored network based on the

assumptions of universal modules.
- Allowing the user to define the appearance of the city and crossroads, as well as the

number of vehicles, in a transparent and convenient way.
- Visualization of the above data in graphical form.
- Development of functions that automatically generate data and parameters necessary

to perform simulations in the GPenSIM environment.
- Using this tool to create a model and simulate sample input data.

The rest of the paper is organized as follows: The basic concepts of Petri nets are
introduced in Section 2. Section 3 describes a P/T (noncolored) Petri nets alternative
example. Section 4 shows the results of the simulation using a colored Petri net. Finally,
Section 5 presents conclusions and future research.

2. Concept of Modular Colored Token Petri Net (MCTPN)

Research on optimizing vehicle routing using colored Petri nets requires some assump-
tions. Of course, there are many works where authors have proposed various assumptions
and solutions using Petri nets (colored and timed) [27–30]. However, none of them use the
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capabilities of GPenSIM, and there are very few where modularity has been used. The goal,
therefore, is to develop such a network so that it can be modeled and shown from a different,
previously unknown perspective. The proposed solution is not only a description of the
modular Petri net itself (as a mathematical model) but is also a tool that can be extended in
further works. The end goal is to optimize the control of traffic signals or vehicles to make
both the travel time as short as possible and the distribution of traffic balanced. Controlling
the movement of cars can be performed based on correcting navigation indications as they
pass through successive crossroads. Such corrections can be applied using data from the
central traffic management system. The second solution is the automatic rerouting of an
autonomous vehicle. Vehicles of this type will be on the roads more and more every year.
There are already about 40 million autonomous cars (and around 1.5 billion of all) in the
world, with a projected growth of 5 million per year [21,26,31]. In both cases, we can talk
about automatic route control either by the vehicle’s behavior or by directing it with the
appropriate traffic light setting. This automation system, however, must be managed by a
complex computer algorithm. The possibilities are many, and this article proposes the use
of the GPenSIM tool and the Matlab environment.

For modeling large systems as modular systems, the modular Petri net is defined as a
to-tuple (Equations (1)–(3)) [12–14]:

MCTPN = (C, S) (1)

where
C = ∑m

i=1 Φi (Crossroads − Petri Modules) (2)

S = ∑n
j=1 Ψj (Street − connectors between Petri Modules) (3)

The formal definition of a single module (MCTPN) is shown in Formula (4), and the
connector between modules is in Formula (5). A detailed description of the function of
each component will be discussed when the colored Petri net algorithm is described in
detail in Section 3 [16,17].

Φ = (PI, PO, TC, TG, AC, MC) (4)

where:

PI—input places of the crossroad;
PO—output places of the crossroad;
TC—traffic light transitions at the crossroad;
TG—colored token transitions of the crossroad;
AC—arcs in the crossroad;
MC—initial markings in the crossroad.

Ψ = (TS, AS, MS) (5)

where:

TS—transitions between two crossroads;
AS—arcs in the street (towards crossroads);
MS—initial markings in the street.

The implementation of the presented algorithm is based on the following assumptions:

1. Colored: each vehicle (token) has a unique number (license plate).
2. Modular: the network simulates the layout of crossroads in the city.
3. Model define: The user can define what the city looks like. Data can be prepared in a

spreadsheet. Users can also define the number of cars at each point.
4. Constant speed: It means that vehicles cannot overtake each other.
5. Shortest path: the cars follow the shortest path to their destination (defined randomly).

The Dijkstra algorithm was used for this.
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6. Single-lane roads: all of them. Tokens congregate in a place in front of the traffic
light and drive in any direction independently. There are no dedicated lanes for going
straight or turning in either direction.

7. No reverse: no vehicle can turn around at the crossroad. This situation is impossible
due to the determination of the shortest paths using Dijkstra’s algorithm.

8. Definition of routes: the routes of the cars are known based on the readings of traffic
cameras (in reality). For simulation, this information will be asked from the database
(see point 5).

9. Reconfigurable: the simulation conditions may change each time. This does not
include the starting and ending points of the vehicles, which are fixed. This means
that vehicles may start at slightly different moments in time and that signals operate
differently during each simulation.

The proposed modules are universal. It is possible to implement multi-lane roads [32],
but this is not necessary for the proposed solution. In the proposed model, the road is not
differentiated by the number of lanes, so it can be treated as both single-lane and multi-lane.
This is due to the averaging of traffic, not due to the volume in front of the traffic lights
themselves but relative to the road as a general section between crossroads—taking into
account its full capacity. Scheme of whole modules was shown in Figure 1.
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Figure 1. Scheme of modules representing segments of the city.

The following issues are key when using colors in GPenSIM [33,34]:

1. Only transitions can manipulate colors; output token colors can be added, removed,
or changed in the preprocessor.

2. By default, the system collects all the colored tokens from the input locations when a
transition is fired and then moves the colored tokens to the output locations.

3. An enabled transition can select specific input tokens based on color.
4. An enabled transition can select specific input tokens based on time (e.g., when the

creation time of the tokens is known).
5. The token has the following structure: tokID, creation time, and color setting.

tokID: A single token identifier (integer value).
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time_creation: The transition time (real value) when the token was created.
t_color: The color setting (the set of text strings).
Several functions are available in GPenSIM for color manipulation. One of those used

in this article is tokenEXColor, which can be described as follows [9,13]:
[set_of_tokenID,nr_token_av] = tokenEXColor (place, nr_tokens_wanted, t_color), where the

function requires three input arguments and returns two output values.
Input arguments (place, nr_tokens_wanted, t_color):
Place: From which place the tokens are to be selected.
nr_tokens_wanted: The number of required tokens of a certain color.
t_color: The set of colors.
Output values [set_of_tokID,nr_token_av]:
set_of_tokID: A set of tokIDs that meet the color specifications.
nr_token_av: Number of valid tokIDs available in set_of_tokID.
The crossroads module consists of four identical groups of elements (for each direction

of the world). The full structure of the entire module will be presented in Section 3.
However, it is important to explain the principle of operation of a single group in the
block diagram shown in Figure 2. Its base is the transit system responsible for the passage
of vehicles in a given direction. Its output is the place marked as an exit (along with
information about the world direction and the number of the current crossroad). The
inputs, on the other hand, are three. They correspond to the other directions of the world
(except the one described for the exit, satisfying the assumption of no turning back). Tokens
accumulate at the input locations and wait for a transit to be triggered (which corresponds
to the situation at the actual crossroad). Each token has a different “color”, and its routes
are known. Based on these parameters, the transit only lets through tokens consistent with
their destination direction. The remaining tokens wait for other transitions (corresponding
to the other world directions, e.g., “north”) to be triggered because the same inputs are
connected by paths to the other transitions, as will be shown in detail in Section 3.
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Figure 2. Scheme of one side of the traffic light (one form of four parts of a cross).

As mentioned, the most important element here is the transit using information about
which tokens from which locations can be passed on. These parameters are generated
automatically based on the following information:

1. Vehicle registration number (color);
2. starting point (random);
3. end point (random);
4. the shortest path, containing information on consecutive crossroad numbers.

Based on this information, a database is created where the following parameters
are specified:

1. Crossroad number combined with the direction of exit (according to geographical
direction);
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2. registration numbers of vehicles to go in this direction to reach the next crossroad
according to their shortest path;

3. the direction of entry (from where they are coming).

These data define the parameters necessary for the COMMON_PRE [13] function,
making it possible to direct tokens using their colors. This is carried out by specifying
the parameter tokID1 = tokenAllColor (input buffer, number of tokens to pass, colors of tokens to
pass) [7,19]. These would not be needed in a classical Petri net, where there is no possibility
of targeting tokens according to their colors (no vehicle differentiation). All parameters
are calculated automatically from the input data set by the user. A block diagram of the
function that generates the data matrix named sp2 (shortest path 2) is shown in Figure 3.
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The very large loop Is due to the need to correlate data with the following:

1. All crossing;
2. for each crossroad i, the others are all crossroads j to which traffic is going (i ∼= j);
3. all directions;
4. all shortest paths from the sp (shortest path) matrix;
5. information on whether the vehicle is moving on or pulling over to the destination

parking lot.

The data should be properly stored in the correct cells to minimize the number of
operations in the COMMON_PRE function. The sp2 matrix generation function described
above is executed once during the entire simulation, while the COMMON_PRE function
is called for each transit for each fire. Therefore, it is important to perform most of the
complex operations beforehand. Ready-made data will enable the entire simulation to run
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much faster because the COMMON_PRE function, having ready-made data sets, does not
have to search and calculate them every time.

Special transit blocks were used to generate the tokens. They are responsible only
for the “departure” of vehicles from parking places directly adjacent to crossroads. In
different simulation variants, the timing of their triggering (token release) can be changed
independently of the operation of the crossroad transitions. This means that vehicles can set
off quickly and jam up the city. Each of the transitions, labeled T_gen, has been implemented
with a designation of its location—crossroad number and geographic orientation. A block
diagram of the crossing segment containing vehicle-generating transitions is shown in
Figure 4. The generated tokens can be retrieved by the transit agency responsible for
directing traffic when they are triggered. These tokens are subsequently transferred to
output locations to reach the next crossroads.
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3. Colored Petri Net Modeling Algorithm

Using the described concept of a modular colored Petri net and the defined fragments
of structures, it is possible to create entire functional blocks. Recall that these are the
two basic types on which the entire simulated structure is built:

• The junction module consists of the four fragments described earlier.
• The road module that connects crossroads located directly next to each other is in the

crossmap file input.

Both of these modules, together with all their components, are shown in Figure 5.
Individual sections of crossroads responsible for passing vehicles (tokens) in one of

the world directions collect data from other directions (entrance places). For example, a
transition directing vehicles to the north takes tokens from the input places in the directions
east, west, and south. Therefore, the vehicle cannot turn around at the crossroad. This
is due to the assumption that such an operation is not optimal from the point of view
of the shortest path between the start and end points. With such a crossroads network
structure, there is no way for Dijkstra’s algorithm to route traffic through the same node
twice (returning from the next and returning to the previous one to change direction). Each
crossroad module has the same set of four entry and four exit locations, regardless of the
connections between them. Entrances not connected to the road are treated as car parks
adjacent to a given crossroad, from which vehicles can set off on the road (e.g., parking
under a block of flats with access to the first crossroad). Exits without further connections
are treated identically but as the end of the vehicle’s journey (e.g., under the factory). In
the case of connections with other crossroads, these places are points where vehicles move
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along the road module. Decisions to target individual tokens were described in the previous
section. However, in Figure 5, the transitions responsible for coloring the tokens (assigning
them registration numbers and releasing them for traffic in the city) are not included due
to the readability of the structure. The complete structure with all components is shown in
Figure 6. The algorithm written in pseudocode can be presented as follows:
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The road module is generated automatically only when two crossroads are directly
adjacent. The names of these modules are generated from the number of interconnected
crossroads; in particular, transitions connecting traffic lanes in each direction are described
in this way. On this basis, it is possible to clearly define a lane connecting two crossroads.
For example, the lane connecting junctions 4 and 5 is T_street_45, but the return lane is
T_street_54. The numbering is unique and completely distinguishable in the system, so you
can adjust the parameters individually for each road (or globally for all types) at once. The
global setting of parameters, such as firing time, is divided into each module separately.
You can set this parameter for all crossroads, for all roads, and, if necessary, individually
for each transition by modifying the matrix containing all the transitions in the model.
Similarly, you can globally set the weights of all paths or independently of paths inside
crossroads and roads. In the case of complicating the model, each path can be defined
individually because all paths, along with their weight as a parameter, are available in the
matrix of paths.
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Main program pseudocode.

START
User sets data: Car number, topography of city map, locations of parkings, and
numbers of cars in each parking place.
For each crossroad from MAP

For each direction
Generate transitions, places, and arcs in the CROSSROAD module

For each pair of crossroads
For each direction

Generate transitions, places, and arcs in the STREET module,
connected to CROSSROADS modules

OR
If it is not a pair

Make connections to parking places
For each car

Generate random starting and ending points
Generate the shortest path using the Dijkstra algorithm
For each crossroad

For each direction
Generate data for transitions on Petri net about where moving
tokens (cars) are
Put tokens in places
Set Arcs throughput

Set all data for Transitions, Places, Arcs, firing time, simulation time,
initial values, and others for Petri net in the GPenSIM library as a
structure

Generete colored Petri net model in GPenSIM
Make simulation

Show results (defined by the user)
STOP
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4. Noncolored Petri Net Modeling Algorithm

The task of optimizing travel time for vehicles using Petri nets can be solved in two
ways. The first assumes colored networks, where the “color” is the vehicle registration
number. This consideration has already been described in the introduction. The second
option assumes that there is no information about the starting and ending points of vehicles.
Therefore, the analysis is carried out with a classic Petri net, where vehicles are treated as
mere tokens. Due to the lack of information, this approach requires a simpler model and less
decision-making. The algorithm is much simpler, resulting in much lower computational
complexity and shorter computation time. An example of an algorithm using an uncolored
Petri net is described in this chapter as an example of an alternative approach. The process
of traffic management can be performed only by optimizing the traffic signal control system
without interfering with the routes of moving vehicles. An example of the algorithm is
shown in Figure 7.
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5. Results

Based on the presented algorithms and modules of crossroads and roads, software
was developed as a function called in the GPenSIM (v. 9) environment. For the simulation
to work correctly, it is necessary to prepare the main simulation file (MSF) that generates a
Petri net model based on the input data. This file has the structure shown in Figure 8.
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Figure 8. Main simulation file.

The main simulation file references a number of other functions. Most of them are
elements of the GPenSIM environment, but it is necessary to prepare a PDF file (Petri net
Definition File) to build the model. In this file, all locations, places, and transitions are
defined. This can be carried out manually or by creating appropriate functions that define all
parameters from the input data, as was done. The PDF file is called from MSF as a function
that returns the Petri net model. The data for the PDF file is generated in the crossgen.m
file, which is the main component of the study. As described earlier, it generates all the data
necessary for all the other functions that make up the model, which is ultimately simulated
from the function called in MSF (sim = gpensim(pni)). The result of the generator is not only
the simulation parameters but also a graphical map of crossroads in the city defined in the
file by the user (Figure 9) and a graph where each crossroad is a node and the connections
between them are one-way paths (Figure 10). In Figure 9, the x and y axes are the cardinal
directions. The starting point of the city starts in the northwest and leads through subsequent
points with intersections (placed on the grid). Figure 10 only shows the connections between
intersections using the path model. You can therefore see possible connections, but without
their geographical location.

The result for the sample input data is shown in Figure 9. Map of the city with
crossings defined by the user in a spreadsheet. Simulation results for different times are
shown in Figure 11 (20 units) and Figure 12 (50 units). These graphs illustrate the number
of vehicles (tokens) at different locations. The graph in Figure 11 shows all geographic
directions of one selected crossroad. It can be seen that there are no vehicles in the west
direction; this is because there is no vehicle parking at this “location”—it is off-limits to
traffic, so no vehicles arrive there. It can be seen that there is an increase in vehicles both
in the parking lot located to the south and in the other directions, where this crossroad is
connected to the others (numbered 13 and 16).
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Figure 12. Results of the simulation (cars in selected ends’ parking places).

Figure 12, in turn, shows the attainment of maximum vehicle values for the parking
lots in question. This simulation had different input data, as cars could reach any point.
Therefore, both parking lots for crossroad number 15 (west and south) accumulate tokens
(unlike the earlier example). This graph only shows cars reaching their destinations at the
two selected crossroads (numbers 8 and 15). Reaching the limit resulted from limiting the
number of vehicles to 2000 for the entire city, which consists of 25 crossroads, as shown in
Figure 9. The final quantities of tokens vary because their endpoints were selected randomly
by the function that generates points for each car (discussed earlier). Both simulations,
therefore, involve the same Petri net layout but differ in the initial conditions and simulation
time. Figures 11–13 show the number of vehicles reaching randomly selected locations
on the map (these may be parking lots or intersection exits). The x-axis presents the time
flowing in the system, and the y-axis presents the number of vehicles at each moment
in time. In the initial phase, traffic begins to increase and stabilizes as the road capacity
becomes saturated, which can be seen for longer time intervals (e.g., Figure 12). For parking
lots, it will reach the set value for the number of vehicles that were supposed to arrive there.
For intersections, it will start to decrease over time (of course, if the number of cars leaving
the parking lots starts to decrease).

Figure 13 shows the result of a modular simulation of a colored Petri net simulated in
GPenSIM, showing the difference in the number of cars traveling on the road and arriving
at the final destination (crossroad number 23 north). It can be clearly seen that the number
of cars from the neighborhood arriving at the parking lot is clearly higher than those present
in traffic. These are, of course, simulations for a short duration due to the computational
complexity of the current solution. However, they show that the software produces results
that can be further analyzed, especially considering further model development.

Simulations with longer times are very time-consuming, and optimization of some
functions is still required to reduce the number of iterations while the simulation is running.
Future changes will introduce optimizations that reduce computation time and add new
functions for further research and simulation.
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6. Discussion

There are many proposals for modeling the vehicle traffic system based on Petri net
models. Among them, we can distinguish those based on classic, hybrid, modular, or
colored networks [27–30,35–47]. There are detailed models of traffic lights taking into
account their control and optimization [20,32,38], but none of them is based on recognizing
each vehicle by its registration number. The reason may be the lack of infrastructure to
analyze such a case in real-world conditions. However, other results can be indicated
(improve traffic control) compared to those presented in this article, as presented in Table 1.

Table 1. Petri net methods for optimization traffic control.

Reference Number Type of PN Contributions

[27] CTPN A model of a real intersection to optimize the timed–colored Petri net for traffic
control.

[38] HPN
Solve the problem of coordinating several traffic lights with the aim of
improving the performance of some classes of special vehicles, i.e., public and
emergency vehicles.

[39,40] DTPN Minimize the number of vehicles in the network in PN (mathematical).

[41] HPN Applied model predictive control to predict the number of vehicles
(optimizing algorithm).

[42] CPN A model with optimal routes for vehicles can be planned independently.

[43] PA Traffic control is dependent on current density due to the traffic system’s
mechanisms being dependent on a fixed time.

[44,45] p-timed PN Implement traffic-responsive control by extending green time on main roads.

[46] TSPN Models reduce the system complexity in terms of combinatorial explosion, and
they could be adapted easily for any real intersection.

[47] TPN Optimization methods to manage the timing of traffic lights at intersections
and speed limitations.
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7. Conclusions

This article describes the concept of a modular colored Petri net. The GPenSIM
tool operating in the MATLAB environment was selected for the simulation. Simulation
of a small city can be performed by manually entering data into simulation files, but
it is very time-consuming and carries a high risk of errors. It was decided to develop
functions that automatically prepare all data and parameters to build the proper simulation
model. Input files in the form of spreadsheets are used for this, where the user enters
data (the city topology, crossroads, and the number of vehicles at each point). These
data are processed when the main simulation file is run. The developed and discussed
algorithms and functions create a Petri net module based on two basic modules: crossroads
and roads. Coloring the tokens made it possible to distinguish the vehicles due to their
registration numbers, which makes them completely distinguishable in the model. Thus,
they can determine the start and end points of the route. There is a clear difference between
a colored and an uncolored Petri net, especially in the same example described in the
previous sections. The inability to distinguish between tokens allows traffic optimization,
but without the ability to individually direct vehicles to the optimal path (due to temporary
road congestion).

It can therefore be concluded, based on the above examples, that the uncolored Petri
net allows traffic optimization by changing the behavior of the signaling system. The
colored network, on the other hand, allows the same, transfers data directly to vehicles, and
influences them to optimize their movement. This can practically be performed through
rerouting in the navigation system or, in the case of autonomous vehicles, through dynamic
re-routing in real-time. Of course, in practice, it is possible to combine both of these
properties at the same time. All this will be the subject of further research on the proposed
traffic optimization solution using modular colored Petri nets.

Further work will focus primarily on the already-mentioned optimization and the
development of a mechanism to minimize the travel time for vehicles. It will therefore
be crucial here to minimize the ETA parameter discussed earlier. Timed–colored Petri
nets could be used for this purpose. They have the advantage of being able to control the
moments of time when tokens reach specific locations and direct them through transitions
relative to their lifetimes (or arrivals). The lifetimes of the tokens will also be a clear
indicator of how long the journey took, making optimization and comparison of results
more reliable [35,36].

The greatest achievements include the following:

- Development of crossroad and road modules (algorithms and their construction in a
simulation environment).

- Proposing the concept of a modular colored Petri net to solve the given problem.
- Comparison of the possibilities of a colored and uncolored network based on the

assumptions of universal modules.
- Allowing the user to define the appearance of the city and crossroads, as well as the

number of vehicles, in a transparent and convenient way.
- Visualization of the above data in graphical form.
- Development of functions that automatically generate data and parameters necessary

to perform simulations in the GPenSIM environment.
- Using this tool to create a model and simulate sample input data.
- Proposing further work related to the process of optimizing the control of both traffic

lights and autonomous vehicles (or navigation in conventional vehicles).

In the proposed variant, we no longer want to control traffic lights to relieve jams. We
want to prevent them. This is a completely different approach to the proposed solution
based on the model of a modular colored Petri net. The presented and discussed software
can be used for many different applications because it allows you to simulate traffic at
crossroads in the city using distinguishable tokens. It is, therefore, a fully working solution
that will be further developed.
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