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Abstract: Recommender systems have been successfully applied to assist decision making in multiple
domains and applications. Multi-criteria recommender systems try to take the user preferences on
multiple criteria into consideration, in order to further improve the quality of the recommendations.
Most recently, the utility-based multi-criteria recommendation approach has been proposed as an
effective and promising solution. However, the issue of over-/under-expectations was ignored in
the approach, which may bring risks to the recommendation model. In this paper, we propose a
penalty-enhanced model to alleviate this issue. Our experimental results based on multiple real-world
data sets can demonstrate the effectiveness of the proposed solutions. In addition, the outcomes of
the proposed solution can also help explain the characteristics of the applications by observing the
treatment on the issue of over-/under-expectations.
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1. Introduction

Information retrieval and recommender systems are two solutions to alleviate the problem of
information overload [1], while recommender systems can deliver personalized recommendations
to the end users without users’ explicit queries. Recommender systems are usually built by learning
from different types of the user preferences, such as explicit ratings or implicit feedbacks [2,3].
In the past decades, different types of the recommender systems have been proposed and developed.
Multi-criteria recommender systems (MCRSs) [4] is one of these recommender systems which
take the user preferences on different aspects of the items into account to improve the quality of
the recommendations.

MCRSs have been implemented and served in real-world applications, such as hotel bookings at
TripAdvisor.com, movie reviews at Yahoo!Movie, restaurant feedbacks at OpenTable.com. An example
of the OpenTable.com can be shown by Figure 1. The system allows users to reserve tables at
a restaurant and leave ratings on their dinning experiences. To review user experiences on a
restaurant, we are able to observe the overall rating and multiple ratings on different aspects of
the restaurant in Figure 1b, such as food, service, ambiance and noise level. It is because the system
collects each user’s overall rating and multi-criteria ratings as shown by Figure la. Afterwards,
MCRSs can be built by taking advantage of these multi-criteria ratings in order to deliver more
effective restaurant recommendations.

An example of data in MCRSs can be shown by Table 1. The rating refers to the users’ overall
rating on the items. We also have users’ ratings on multiple criteria, such as food, service and value.

The research problem in MCRS is straightforward. Take the task of rating predictions for example;
MCRSs predict an overall rating for a user and an item by taking advantage of the user’s multi-criteria
ratings on the item. In Table 1, MCRSs try to predict Us’s overall rating on T; as shown in the
table above, while we do not know Uj’s multi-criteria ratings on T;. Usually, we need to estimate a
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user’s multi-criteria ratings on an item, and then aggregate these ratings to finally predict the overall
rating. The predicted overall rating can be used as a ranking score to sort and produce the list of
recommendations delivered to the user.

* < Back Reviews
Shawn, how was your experience at Sushi Hai

Rate your dining experience (required) Overall

4.3
Overall ***** Outstanding 1 8.8 8 &/
Food * * * * * Outstanding
Food Service Ambiance Noise

Service * * * * * Outstanding 4.4 41 3.9 Moderate
Ambience ***** Qutstanding
Value * * * * * Outstanding

OpenTable Diner (New York Area)

Noise level = Enerqgetic
‘ teview day ag

Reservation made on 12/12/2019

MOST RECENT REVIEWS (764)

1 8.6 8 & ¢

Decent sushi and friendly staff!

(a) Page of rating entry (b) Page of restaurant information

Figure 1. Example of user preferences on multiple criteria.

Table 1. Example of Rating Matrix from OpenTable.

User Item Rating Food Service Value

U, T3 4 4 3 4
U T> 3 3 3 3
U; Ty ? ? ? ?

Most recently, a utility-based multi-criteria recommendation approach [5] was proposed and
it was demonstrated as one of the most effective methods. In this approach, we assume that there
are user expectations on the items which can be represented by a list of ratings in multiple criteria.
Given an item, we can also estimate a user’s ratings on the different aspects of the items. In this
case, the similarity between the user expectations and the multi-criteria ratings on the items can be
considered as the utility of the item from the perspective of the user. A user may like the items more,
if the similarity between user expectation and the user’s multi-criteria ratings on these items is higher.
The similarity score therefore can be used to rank the items to produce the top-N recommendations.
We proposed to learn these user expectations by a learning-to-rank [6,7] method, and the experimental
results were effective and promising.

However, there is a drawback in this approach. @ Namely, there is an issue of
over-/under-expectations, while the current utility or similar function is not able to capture it.
The issue refers to the situation that a user’s rating on an item may lead to over-/under-expectations
in comparison with the user’s expectations on the items. Finally, It could result in false positives
in the recommendation list and false negatives in the recommendation candidates. Take Table 2
for example, the first three rows refer to user u’s rating vectors on three items, while the last row
refers to u’s expectations to select a restaurant to dine in. It is clear that u’s ratings on T; are
under-expectations, while his or her ratings on T, are over-expectations. However, some of u’s ratings
on T3 are under-expectations, while others are over-expectations. It results in the difficulty of deciding
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whether the user will like T3. It could be more complicated when it comes to the recommendation
methods in the proposed utility-based multi-criteria recommendation models. A filtering strategy [8]
may be helpful to alleviate the issue, but we need to pre-define the filtering rules by using domain
knowledge. The challenge, therefore, becomes how to figure out a general solution for the utility-based
multi-criteria recommendation model without domain knowledge.

Table 2. Example of over-/under-expectation.

User Item Food Service Value Ambiance

u T 2 2 2 2
u T 4 4 4 4
u T3 1 4 2 1
u’s expectation 3 3 3 3

In this paper, we propose to learn and apply penalties for the situation of
over-/under-expectations. The proposed solution is generally enough to be applied in any applications,
and we do not need any domain knowledge to define the filtering rules. The experimental results
based on multiple data sets can demonstrate the effectiveness of our proposed solutions.

The remainder of this paper is organized as follows. Section 2 positions the related work. Section 3
presents the utility-based multi-criteria recommendation model. Section 4 discusses our proposed
solution to alleviate the issue of over-/under-expectations. Section 5 presents the experimental results,
followed by the conclusions and future work in Section 6.

2. Related Work

In this section, we discuss the related work in multi-criteria recommender systems, as well as the
utility-based recommendation models.

2.1. Multi-Criteria Recommendations

As mentioned before, we have both overall rating and multi-criteria ratings in the rating data.

The task in MCRS is predicting the overall rating for a user on an item by taking advantage of the

multi-criteria ratings. Usually, we need to estimate a user’s multi-criteria ratings on an item, and then

aggregate these ratings to finally predict the overall rating, as shown in Equation (1). We use Ry to

represent the overall rating, and R; » ...  as the multi-criteria ratings, while the function f is denoted
as the aggregation function.

Ro = f(Ry, Ry, -+, Ry) e

Several multi-criteria recommendation algorithms have been developed to take advantage of
these multi-criteria ratings. One of these methods is the heuristic approach [4,9] which utilizes the
multi-criteria ratings to better calculate user-user or item-item similarities in the collaborative filtering
algorithms. Another one is the model-based approach [4,10,11] which constructs a predictive model to
estimate a user’s overall rating on one item from the observed multi-criteria ratings. The model-based
methods are usually more effective than the heuristic approach, since they are machine learning based
algorithms which can even alleviate sparsity issues in the rating data.

Adomavicius, et al.’s [4] linear aggregation is one of the most basic and popular model which is
usually utilized as a baseline for the purpose of benchmark. In this approach, we need to predict a user’s
rating on each criterion independently by using any rating function in the traditional recommender
systems. Afterwards, we can use a linear regression as the aggregation function to finally estimate the
overall rating by taking advantage of these predicted multi-criteria ratings.

One drawback in the approach above is that it ignores the correlation among the different criteria.
Take the restaurant recommendation in the OpenTable for example, a user may not give a high rating
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on the criterion “value”, if the user does not like the “food” in this restaurant. Researchers try to build
more effective models by taking the correlation of the criteria into considerations. The flexible mixture
model [10] is one of these attempts. It is a mixture model-based collaborative filtering algorithm
incorporating the discovered dependency structure, while multiple criteria can be put on the structure
connected with a user and an item by using two latent variables. We made another attempt and
proposed the approach of criteria chains [11], in which we predicted the multi-criteria ratings in a
sequence. The predicted preference in one criterion could be considered as contexts to be used to
predict the preference in the next criterion. In this way, we were able to consider the correlation among
criteria in the chain.

2.2. Utility-Based Recommendation Models

According to the classification of recommender systems by Burke [12], there are five
categories—collaborative models [13,14], content-based recommenders [15,16], methods which utilize
demographic information [17], knowledge-based algorithms [18,19], and utility-based models [5,20,21].
The utility-based recommenders make suggestions based on a computation of the utility of each item
for the user. Utility can be used to indicate how valuable an item is from the perspective of a user.
The utility function may vary from data to data, and there are no unified function to be generalized to
different domains or applications. Guttman used different transformation functions (e.g., linear, square
or universal functions) for different types of the attributes (e.g., continuous or discrete) in the context
of online shopping [20]. Li et al. [22] defined the utility of recommending a potential link in the social
networks by a linear aggregation of its value, cost, and the linkage likelihood. Moreover, Zihayat et al.
proposed to use the aggregation of article-driven (e.g., popularity, topic distributions) and user-driven
measures (e.g., clickstream, dwell time) as the utility function for news recommendations [21].
The utility-based multi-criteria recommendation model [5] discussed in the next section is an example
which designs the utility function to serve multi-criteria recommendations. Different optimization
methods can be applied to find the optimal solution in the utility-based recommendation model.
A multi-objective optimizer [23,24] could be useful, if there are multiple objectives involved in the
recommendation model.

Our previous work [5] proposed and developed the utility-based multi-criteria recommendation
models. However, we ignored the over-/under-expectation issue. In this paper, we propose the
improved solutions which are built upon the previous model but they further alleviate the issue of the
over-/under-expectations.

3. Preliminary: Utility-Based Multi-Criteria Recommendations

In this section, we introduce the existing utility-based multi-criteria recommendation model [5].

3.1. Utility-Based Model (UBM)

The major contribution of our previous work [5] is the design of the utility function for the
multi-criteria recommender systems. More specifically, the utility of an item from the perspective of
the user refers to how valuable the item is in view of a user. It was defined as the similarity between
the vector of user expectations and the vector of user ratings in the multiple criteria (i.e., different
aspects of the items).

Assume there are N criteria, we use ¢, to represent the vector of user expectations for a user
u, and ﬁ denotes the u’s rating vector (i.e., multi-criteria ratings) on the item i, as shown in
Equations (2) and (3). Note that the expectation vector tells a user’s expectations on the favorite
items aligned to the same criteria used in the vector rﬁ More specifically, r;,l. (t=1,2,---, N) refers to
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user u’s rating on the item i in the tth criterion. Accordingly, ¢!, can tell user u’s expectation on the
items in terms of the tth criterion. They must be in the same rating scale for each criterion.

— 1.2 N

Cy =< Cy,Cpyr ,C > )
— 1 .2 N

Tui =< Ty Tyi > 3)

The value of the utility can be obtained by the similarity or distance measures between two
vectors, as shown in Equation (4). The larger the utility is, the more the user may like this item.
Note that distance measure will represent dissimilarities, since the similarity will be higher if the
distance is smaller.

Utility(u,i) = similarity(c,, ;) 4)

Theoretically, any similarity measures can be applied in Equation (4), such as Pearson
correlation, cosine similarity, or distance measures (e.g., Manhattan distance, Euclidean distance, etc.)
as dissimilarity measures. Our research deliver more insights about these similarity measures.
First of all, Pearson correlation may not be a good choice since the values may not be reliable if
the number of dimensions in the vectors is limited. In the area of MCRS, we usually have three or
four multiple criteria, which raises the concerns in Pearson correlation. In addition, the angle-based
measures, such as the cosine similarity, are not appropriate, since it may produce 100% similarity if
two vectors are parallel but with different values. As a result, the distance measures can be utilized to
represent the dissimilarity. Any distance measures can be applied. We tried both Manhattan distance
and the Euclidean distance, and found that we could get better results by using Euclidean distance.
Therefore, we only present the results based on the Euclidean distance in this paper. The distance
values should be normalized to the unit scale, and then we use 1 minus the normalized distance value
to represent the similarity between the two vectors.

Therefore, the workflow in the utility-based recommendation model can be summarized as
follows. We use the data in Table 1 for example, and our task is to produce the top-N recommendations
to user Us.

First of all, we need to make predictions on the multi-criteria ratings in order to obtain the vector
of user ratings on the items, i.e., 173 In other words, we need to predict how Us will rate all candidate
items on the three criteria, {food, service, value} in Table 1. In our work, we apply a process of
independent predictions. More specifically, to predict how how Uz will rate an item on the criterion
“service”, we will apply a traditional recommendation algorithm on the rating matrix <user, item,
service>. Accordingly, we apply the same algorithm on other rating matrix associated with the
ratings on each criterion. We use biased matrix factorization (BiasedMF) [25] as the recommendation
algorithm in this step, since it is usually considered as a standard baseline and effective algorithm in
the traditional recommender systems.

The rating prediction function by BiasedMF [25] can be shown in Equation (5).

Pui =+ by +b;+plg; ®)

u refers to the global average rating, while b, and b; are the user bias and item bias respectively.
pu and g; are the latent-factor vector which can represent u and 7 respectively. The MF will learn these
parameters by minimizing sum of squared errors by using stochastic gradient descent as the optimizer.
The L, norms are usually added into the loss function as the regularization terms in order to alleviate
overfitting. The loss function is described in Equation (6), where A is the regularization rate. r,,; and
?,; are the real rating and predicted rating for the entry u,i. The model will learn from each entry
u,iin the training set T. We use px, g*, b* to represent the user latent-factor vectors, item latent-factor
vectors and biases respectively which are the parameters to be learned in the process of optimizations.

Minimize ) (ryi = Pui)? + A pul* + gl * + 03 + 57) (6)
P b (u,i)eT
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Once we obtain the users’ predicted multi-criteria ratings on the items, we randomly initialize the
expectation vector for each user, and learn these vectors by using the optimization below.

3.2. Optimization

We can initialize user expectations for each user at the beginning. In this case, we are able to use
Equation (4) to calculate the utility score which will be used to rank the items to produce the top-N
recommendations. Our previous work [5] learns these user expectations by maximizing the normalized
discounted cumulative gain (NDCG) [26] which is a metric used for listwise ranking in the well-known
learning-to-rank methods. Assuming each user u has a “gain” g,,; from being recommended an item i,
the average discounted cumulative gain (DCG) for a list of | items is defined in Equation (7).

1 N J gui]‘
DCG = N 1;1 Z max( (7)

1,logpf))

where the logarithm base is a free parameter, typically between 2 and 10. A logarithm with base 2 is
commonly used to ensure all positions are discounted. NDCG is the normalized version of DCG given
by Equation (8), where DCG* is the ideal DCG, i.e., the maximum possible DCG.

DCG

NDCG = 5=

®)

In terms of the listwise ranking, LambdaRank [27] can be applied to optimize NDCG directly.
In addition, genetic and evolution algorithms have also been demonstrated as effective solutions in the
listwise ranking optimization [28]. They have been utilized as the optimizer in the area of recommender
systems before [29,30]. Our previous work found particle swarm optimization (PSO) [31] to be an
effective optimizer, and it is easy to be implemented.

The basic workflow in the PSO can be described by Algorithm 1. In PSO, we need to initialize
multiple particles to search for the optimal solution, while we use the NDCG shown in Equation (8)
as the fitness function. The position of each particle is the parameters we need to learn. In our case,
the position here refers to the all of the user expectation vectors. At the initialize stage, we need to
define the number of particles, the initial positions and velocity. The velocity can define how much
each particle can move (i.e., change the positions at the beginning).

Algorithm 1: Workflow in PSO.
initialization;
while t <= MaxlIteration do
for each particle do
Calculate fitness value;
if fitness is better than pBest then
| update pBest and its position;
end
if fitness is better than gBest then
| update gBest and its position;
end

end

for each particle do
update particle velocity according to Equation (9);

update particle position according to Equation (10);
end
t=t+1;
end
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Each particle will run the algorithms with the initialized positions (i.e., user expectations) and
velocity. The velocity is a vector with the same size of the position vector. For each run, we calculate
the fitness value, where it refers to the NDCG metric in our experiments. The learning process will
save a cBest value (i.e., the best NDCG for each particle ¢ in multiple runs) for each particle and a
gBest value (i.e., the best NDCG by the whole group of the articles) for the whole group, as well as
their corresponding positions. In each iteration, the process will update the velocity for each particle,
as shown in Equation (9). We use V;;; to denote the velocity of the jth bit in the position of the particle
i in the tth learning iteration, X;;; as the value of position in the jth bit in particle i in the tth iteration.
Pepest and Pgpes are the vector of positions associated with the individual best fitness (i.e., cBest)
and the global fitness value (i.e., gBest). wy, a1, ap, @1 and ¢, are the arguments to be defined in
advance. In this way, each particle can learn from itself and the best move by the whole group in each
learning iteration.

Vijt = wr X Vi + a1 % (Plp, o, — Xijs) + a0z X (Pégest = Xijt) )

Finally, the position of each particle can be updated by Equation (10) and be used in the next
learning iteration.
Xiji+1 = Xijt + Viju (10)

4. Penalty-Enhanced Utility-Based Multi-Criteria Recommendation Model

In this section, we point out the issue of over-/under-expectation in the approach above,
and discuss out solution which applies a penalty in the learning process.

4.1. Issue of Over-/Under-Expectations

To better explain the issue of over-/under-expectations, we use the example shown in Table 2.
The first three rows present a user u’s predicted rating vectors ﬁ on three items—T, T», T3. The last
row gives the user expectation vector o

For simplicity, we use the Manhattan distance to represent the dissimilarity between two vectors.
In this case, the Manhattan distance is 4 which is the same for the items T; and T,. Apparently,
the ratings on the item T are all above the user expectations, while the ratings on T; are all below the
user expectations. Without solving the issue of over-/under-expectations, the items T; and T, will be
considered equally in the item rankings. The situation could be more complicated. Take the item T3
for example, the Manhattan distance will be 6 for T3, but it falls in over-expectation in the criterion
“Room”, and under-expectation in other criteria. T3 will be ranked ahead T; and Ty, but the end user
may prefer T, rather than T3. As a result, there could be false positives in the recommendation list and
false negatives in the list of recommendation candidates.

We realized this issue, and proposed to use a filtering strategy to alleviate this issue [8].
More specifically, we can pre-define the rules for over-/under-expectations. For example, if the
item falls in the situation of over-expectations, we may exclude this item from the list of candidate
items to be recommended. However, it is difficult to pre-define these rules without domain knowledge,
since we do not know whether the user will like an item if it falls in the case of over-expectation
or under-expectation. In this paper, we seek solutions which are general and independent of
domain knowledge.

4.2. Penalty-Enhanced Models (PEMs)

Our solution is simple and straightforward. We plan to learn a “penalty” for each situation.
We define Pyyer and P4, as the penalty for the situation of over-expectation and under-expectations
respectively. Everytime when we produce the utility score, we will add these penalties according to
whether the actual situation is either over- or under-expected. The scale of Pyyer and Py, 40 is [—1, 1],
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since the utility score that was measured by similarity will fall in [0, 1]. We are going to learn P,y and
P, 14er together with the user expectations in the learning-to-rank process.

Note that, we name it as “penalty”, but actually the value could be positive or negative. It is a
real penalty if the value is negative, since we will penalize the utility score. Otherwise, it is a bonus
which will add values to the utility score—it implies that we still accept the item and it provides extra
value in the situation of over- or under-expectations.

The remaining challenge is how to detect the situation of over- and under-expectations. We use
a sign which can be computed by using YN (z — a) The item is under-expected if the sign is
positive. Otherwise, it is over-expected, if the sign is négative. We will not apply any penalties if the
sign is zero.

A finer-grained approach is to learn these penalties for each user or each group of the users,
since the penalties may vary from user to user. Learning the penalties for each user may suffer the
sparsity problem In this paper, we use PEM+ to denote the approach that we learn Pyyer and P4, for
each group of the users in our experiments, while we create the user groups by using the K-Means
clustering [32] technique.

5. Experiments and Results

In this section, we present our data sets, evaluation strategies and the experimental results.

5.1. Data Sets and Evaluations

We use four real-world data set with multi-criteria ratings:

e TripAdvisor data: This data was crawled by Jannach, et al. [33]. The data was collected through a
Web crawling process which collects users’ ratings on hotels located in 14 global metropolitan
destinations, such as London, New York, Singapore, etc. There are 22,130 ratings given by
1502 users and 14,300 hotels. Each user gave at least 10 ratings which are associated with
multi-criteria ratings on seven criteria: value for the money, quality of rooms, convenience of
the hotel location, cleanliness of the hotel, experience of check-in, overall quality of service and
particular business services.

e  Yahoo!Movie data: This data was obtained from YahooMovies by Jannach, et al. [33]. There are
62,739 ratings given by 2162 users on 3078 movies. Each user left at least 10 ratings which are
associated with multi-criteria ratings on four criteria: direction, story, acting and visual effects.

e  SpeedDating data: It was available on Kaggle (https://www.kaggle.com/annavictoria/speed-
dating-experiment). There are 8378 ratings given by 392 users. It is a special data for reciprocal
people-to-people recommendations, while the “items” to be recommended are the users too.
Each user will rate his or her dating partner in six criteria: attractiveness, sincerity, intelligence,
fun, ambition, and shared interests.

e ITMLearning data: It was collected for the educational project recommendations [34], while the
authors used the filtering strategy to alleviate the over-/under-expectations. There are 3306
ratings given by 269 users on 70 items. Each rating entry is also associated with three criteria:
app (how students like the application of the project), data (the ease of data preprocessing in the
project) and ease (the overall ease of the project).

We compare the proposed PEM and PEM+ approaches with the following baseline approaches:

e  The matrix factorization (MF) is the biased matrix factorization model [25] by using the rating
matrix <User, Item, Ratings> only without considering multi-criteria ratings.

o The linear aggregation model (LAM) [4] is a standard aggregation-based multi-criteria
recommendation method which predicts the multi-criteria ratings independently and uses a
linear aggregation to estimate a user’s overall rating on an item.
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e The criteria chain model (CCM) [11] and flexible mixture model (FMM) [10] are two methods
which take the correlation among criteria into consideration.

e  The UBM model which is the original utility-based multi-criteria recommendation model without
handling the over-/under-expectation issues.

We apply 5-fold cross validation on these data sets, and evaluate the performance of
recommendations based on top-10 recommendations by using precision and NDCG. Furthermore,
we use the particle swarm optimization (PSO) [35] as introduced previously. Particularly, we use
OMOPSO [36] in the open-source library MOEA (http://moeaframework.org). OMOPSO was
demonstrated as one of the top-performing PSO algorithms. MOEA is an open-source library for
multi-objective learning, but it can also be used for single-objective learning, while we just setup
NDCG as the only objective in the library. MOEA provides built-in optimal parameters for each
learning algorithm, and we use these default parameters.

In addition to the PEM approach discussed in Section 4.2, we also examine PEM+ in which we
put users into different clusters and learn the penalties for each cluster of the users. More specifically,
we use the classical K-Means clustering on the user-item rating matrix. We tried different values
for K (K=2,4,6,8,10), and we found that the optimal value of K is 8, 6, 4, 4 for the TripAdvisor,
Yahoo!Movie, SpeedDating and ITMLearning data respectively by using the the within-cluster sum of
squared errors. We would like to examine whether PEM+ can offer further improvements, we just
tried the small K values. The performance could be better if we try larger values, while we may also
have more parameters to be learned. In PEM+, we will learn Pyer and P4, for each cluster of users.

5.2. Results and Findings

First of all, we present the results based on precision and NDCG in Figure 2. Table 3 presents
the NDCG results for the utility-based recommendation models, as well as the improvement by
PEM and PEM+ in comparison with UBM. We performed two-paired t-test as the significant test
at the 95% confidence level. We use * to represent significant results between proposed approach
(i.e., PEM and PEM+) and the best performing baseline method, and o to indicate significant results
between PEM and PEM+. Significance results based on precision are depicted in Figure 2, while the
results for NDCG are described in Table 3.

First of all, we compared the results among the baseline methods (i.e., ME, LAM, FMM, CCM and
UBM). We observed that the UBM approach generally outperformed other baseline methods in terms
of both precision and NDCG. UBM produced slightly better NDCG results than the NDCG by FMM in
the TripAdvisor and Yahoo!Movie data.

By comparing the solutions proposed in this paper (i.e., PEM and PEM+) with the baseline
methods, we observed that the PEM could offer improvements on both precision and NDCG on all the
data sets, except the speed dating data. PEM+ was able to beat all baselines except the speed dating
data too. We believe that the failure was caused by the characteristics of this data set, which will be
discussed in the next paragraph. A further look at the comparison between PEM and PEM+ can tell that
PEM+ beat PEM in NDCG for all data except the dating data. However, PEM+ failed to outperform
PEM in precision for the Yahoo!Movie and ITMLearning data. Recall that we used the NDCG as the
fitness function in PSO, while the results on precision may be out of controls. Another potential reason
could be that we did not try larger K values in KMeans for PEM+.

As a summary, PEM and PEM+ could offer improvements over the utility-based recommendation
model. The only exception was the SpeedDating data set. We did have multi-criteria ratings in
this data set. However, it was a data set for people-to-people recommendations which fell in the
category of reciprocal recommendations. The nature of this data was different from other multi-criteria
rating data, which may have resulted in less improvements here. We observed that the NDCG
was even decreased by using PEM. The underlying reasons may lie in the special characteristics of
the reciprocal recommendations. In the context of speed dating, a successful recommendation will
consider a “match” between two users. In our recommendation approach, we only considered the
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preferences from the perspective of the users who received the recommendations, but ignored whether
the recommended people would like to date with the target user. It may result in a drop or less
improvements. A reciprocal recommendation model which also considers the dating partners [37,38]
may help improve the recommendation performance.

TripAdvisor Yahoo!Movie
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Figure 2. Experimental results.

Table 3. Results based on normalized discounted cumulative gain (NDCG).

TripAdvisor  Yahoo!Movie SpeedDating ITMLearning
UBM 0.0028 0.038 0.9852 0.1264
0.003 (7.14%)  0.042 (10.5%) 0.1441 (14%)
* * *

PEM 0.98 (—0.5%)

0.0031 (10.7%)  0.044 (15.8%) 0.1466 (15.9%)
*o *o *o

PEM+ 0.9866 (0.14%)

Our previous research [8] proposed to use the filtering strategies to alleviate the issue of
over-/under-expectations for the ITMLearning data. We chose the best filtering strategy and run the
model. It achieved the NDCG result as 0.1311 which was lower than the results by using both PEM
and PEM+. It is not surprising, since the filtering operation may mistakenly remove the items that a
user may like. Our solution based on the penalties actually provided a soft and finer-grained solution
to alleviate the issue of over-/under-expectations. These results demonstratde that our solution was
much more effective than the filtering strategy, not to mention that the penalty-enhanced solution did
not require any domain knowledge to define the rules for filtering.

Finally, we present the learned P,y and P,,4,, by using the PEM approach, as shown by Table 4.

We observed that the penalties learned by our models varied from case to case. The “penalty” was
positive for over-expectations and negative for under-expectations for the TripAdvisor, Yahoo!Movie
and ITMLearning data sets. It tells that the users still liked the item if it was over-expected,
and additionally a bonus was added to the predicted score which was used to rank the items.
The penalty was negative in the case of under-expectation, so the predicted score was penalized
accordingly. The pattern in the SpeedDating data was different from others—the penalty for
over-expectation was negative, while it was positive for under-expectations. It implies that a user may
not have accepted a recommended partner if some characteristics of the partner were over-expected.
By contrast, the penalty for under-expectation was positive but close to zero, which implies that a
partner was still acceptable even if the partner slightly missed the expectations in some characteristics.
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These results are interesting and can also help us understand more characteristics about each data
or domain.

Table 4. Learned penalties.

Pover  Pynder
TripAdvisor  0.124  —0.022
Yahoo!Movie 0574 —0.985
SpeedDating  —0.29 0.02
ITMLearning 0.324 —0.165

6. Conclusions and Future Work

In this paper, we point out the issue of over-/under-expectations in the existing utility-based
multi-criteria recommendation approach, and propose to learn penalties to alleviate this issue.
Our experimental results based on four real-world data sets can demonstrate the effectiveness of
the proposed solutions. Particularly, the penalty-enhanced approach works better than the filtering
strategy, and it is general enough to be applied to any data sets.

However, there are still some limitations in the current work. We can consider more solutions for
these issues as our future work. First of all, we define the case of over-/under-expectation for each
rating entry by a user on an item, and apply the corresponding penalties. We can actually exploit a
finer-grained method which will apply a penalty to each bit of the rating vector (i.e., case by case for
the rating on each criterion). In this case, we have more penalties to be learned, but it may be able to
further improve the models. In addition, we did not try larger K values for the KMeans clustering
in the PEM+ method. Other K values may deliver better results. Using PSO as the optimizer may
result in an efficiency issue for a large-scale data. We can use cloud service (such as Amazon Web
Services) to learn the parameters. Or, we can seek other optimization methods in future. Finally,
the penalties may be affected by other information, such as contexts [39,40] or trust information [41,42].
For example, the issue of over-/under-expectations may be serious in some contexts, but they can be
ignored in other situations. Or, the issue can be ignored if the item was recommended by a trusted
person. We will seek these alternative improvements in our future work.
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Abbreviations

The following abbreviations are used in this manuscript:

CCM Criteria Chain Model

DCG Discounted Cumulative Gain

FMM Flexible Mixture Model

LAM Linear Aggregation Model

MCRS  Multi-Criteria Recommender Systems
MF Matrix Factorization

MOEA  Multi-Objective Evolutionary Algorithms
NDCG Normalized Discounted Cumulative Gain
PEM Penalty-Enhanced Model

PSO Particle Swarm Optimization

UBM Utility-Based Model
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