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Abstract: The modeling and control of complex, non-linear, and time-changing mechatronic sys-
tems requires complex software development. They are carried out in the prototyping phase with
engineering software development tools, generating models, and control algorithms that are not
always easily exportable to control hardware. The following work offers an alternative that considers
Model-Based Design using graphics-based languages, which facilitates programming tasks for mod-
eling and controlling mechatronic devices and their transition from prototype to control hardware.
Model-Based Design with high abstraction programming level capabilities provides the user with a
fast coding and testing environment, suitable for laboratory prototyping and subsequent transfer to
commercial embedded controllers. The proposed solution combines control hardware based on an
STM32H7 microcontroller and a software development environment using graphics-based languages
developed for MATLAB. The result is a solution that integrates control hardware and software in a
hardware-in-the-loop paradigm. This solution provides robust and energy-saving controllers and
demonstrates that an advanced control algorithm can be set up in a critical safety-compliant low-cost
embedded controller via a custom model-based design. Algorithms and tools are transferred to the
controller without losing the advantages gained in the prototyping phase. Finally, experimental
results implementing an adaptive controller in a DC motor and in a pneumatic system are shown to
validate the system.

Keywords: model-based design; adaptive controller; embedded controller; mechatronics control

1. Introduction
1.1. Background and Literature Review

The need to control mechatronic devices integrating hardware and software, both at an
industrial level and in research prototypes, requires new solutions that simplify the design
and testing tasks of the controller and its transfer to the control hardware. In addition, it
is crucial to provide user-friendly tools to facilitate engineers’ training in these new tech-
niques. Increasing industry demand for STEAM (science, technology, engineering, arts, and
mathematics) competencies require innovative teaching and development approaches in
order to minimize the fragmented nature of higher education and provide a way to concili-
ate the different fields of knowledge, such as mathematics, informatics, or mechanics [1,2].
Due to these demands, an affordable way to reach successful results in a constrained
amount of time is to use high-abstraction-level programming tools, such as the ones pro-
vided via model-based design (MBD) methodology. National Instruments LabVIEW® and
MATLAB/Simulink® are well-known MBD-based solutions. Other less-known solutions
are Scicos and Scilab MBD-based systems [3]. In this work, an MDB system that develops
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MATLAB/Simulink blocks optimized for hardware in the loop concept is proposed. This
system uses a workbench design to simplify the control of mechatronics devices.

The MBD paradigm provides control algorithm developers and researchers with a rich
development environment, where useful computer-assisted tools are available. Thanks to
this support, they can develop and perform as many iterations on their control algorithm
logic as they need, requiring little time per iteration. The high-level programming capability
allows for the creation of extensive control programs and their rapid evaluation.

By using these programming methodologies, control algorithm developers and re-
searchers have access to more advanced control techniques, such as adaptive PID controllers.
To satisfy increased robustness requirements, non-classic PID controllers are needed. The
loss in robustness for PID controllers is due to the constant gain parameters used in their
implementation, which are not suitable for aging systems. The aging of the controlled plant
modifies the system’s behavior over time. If a controller does not take into account this
fact, the effectiveness and stability of the controller response could be compromised.

The traditional development of mechatronic control systems usually uses hardware-
in-the-loop (HIL)-enabled systems, especially those from companies such as dSpace and
Typhoon [4,5]. Consequently, hardware and software development from a traditional HIL
perspective follows a very restrictive but well-established working methodology [6]. This
methodology is highly time and resources consuming when developing a system that goes
beyond the laboratory technology readiness level (TRL) and qualifies as a mature TRL of
level 5–6.

This article presents a software development environment based on custom MBD
support, which facilitates the controller prototyping process for both industry and research.
It allows for the development of high-end but low-cost embedded controllers, applied over
mechatronic devices. In addition, the proposed method enables STEAM requirements;
mathematics related to the control algorithm design are being correlated with the elec-
tronics and informatics knowledge required for the real implementation and testing of
the controller.

1.2. Motivation and Contribution

All relevant aspects of how the implemented graphical model is carried out remain
hidden when using one of these commercial HIL devices. The transition from proto-
typing to use in a real-world environment is an extensive, manual, and tedious process
that often lacks the precision or continuous time solver solution capabilities used in the
prototyping system.

Furthermore, the development and testing process needs to be reconsidered from a
software point of view, as it is not feasible to invest many years in developing software
for embedded platforms given the current life expectancy. Mandatory security measures
related to integrity, stability, error-free coding, and code quality assurance (e.g., MISRA C
coding guidelines) must be considered. Nowadays, there is an increase in agile methods
for software development, where testing is not complicated and occurs naturally after
partial implementation of the code. The higher the level of abstraction in programming,
the easier it is to test and find algorithm errors. Consequently, low-level hardware drivers
are provided as graphical blocks, coded as a one-time implementation, and focusing on
integrity and security reliability for this low-level and hardware-related part of the code.

In trying to solve these problems and deficiencies, this work proposed a HIL work-
bench that is based on a COTS platform. It is designed to be suitable for prototype develop-
ment and the deployment of controllers within a software development environment that
includes custom MBD support. Additionally, the controller prototyping process is allowed
for both industry and research purposes.

Moreover, it can be employed for implementing control solutions and teaching control
concepts in hands-on classes. This approach allows trainees to attain an appropriate level of
complexity within a limited number of practical sessions, such as modeling and controlling
actuators. Students themselves experiment with the results of their work on the HIL
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testbed and find that some algorithms, while useful in theory, are difficult to use on the
HIL testbed due to computational limitations; or, conversely, they are only feasible with a
highly abstract language.

One of the main advantages of the proposed system is that when using a COTS-
enabled HIL benchmark, the developer only needs to focus on solving the real problem
and can abstract from the low-level hardware. Furthermore, another important advantage
of the proposed system is that it generates an optimized C source code and avoids the
complexity of having to program the algorithms and associated continuous-time solvers,
such as Runge–Kutta. It should be pointed out that implementing these types of solvers
without CAD-assisted tools take considerable time.

In this sense, the proposed solution combines control hardware based on an STM32H7
microcontroller and a software development environment using graphics-based languages
developed for MATLAB. This solution provides robust and energy-saving controllers and
demonstrates that an advanced control algorithm can be set up in a critical safety-compliant
low-cost embedded controller via a custom model-based design.

Algorithms and tools are transferred to the controller without recoding tasks, avoiding
losing the advantages gained in the prototyping phase.

1.3. Paper Organization

The article is organized as follows: Section 2 describes the concept of graphics-based
programming and the implementation carried out under this paradigm. Section 3 describes
the hardware/software of the developed workbench. Section 4 proposes the implementa-
tion of an adaptive controller as an application in mechatronic devices, including identifi-
cation, adaptive PID design and stability study of the controller. Section 5 describes the
implementation of the controller using the proposed system, including blocks related to
the input/outputs of the plant, plant identification, and the controller. Section 6 presents
the experimental results over two laboratory prototypes: a DC motor and a pneumatic
arm. Finally, Section 7 summarizes the conclusions that arise from the work presented in
this article.

2. Graphics-Based Programming

A graphics programming language offers a high-level abstraction, enabling those
familiar with the MBD environment to create programs for supported hardware without
the need for expertise in textual-based languages such as C.

This programming paradigm commonly has many disadvantages, such as the ones clearly
reported in Valera’s dissertation about current-day commercially and non-commercially avail-
able MBD hardware support [7]. These disadvantages are based on limited embedded
hardware I/O features accessible from MBD software. They are also based on the absence
of multitasking support and on the poor or non-implemented target-oriented optimizations
at the source code generation stage. This often limits the use of digital signal processing
(DSP) features within the embedded controller. Unfortunately, due to their disadvantages,
high cost, and the few real ready MBD-supported embedded controllers, some authors
think that the final implementation is out of their scope due to the amount of work, time,
and knowledge needed for text-based programming [8].

Due to these cited obstacles, the most common way of developing an MBD controller
is shown in Figure 1.
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Commercial MBD-supported hardware, suitable only for laboratory purposes, is used
due to its cost, size, and power consumption. Once the graphics program developed using
the MBD environment meets the required standards, it is manually converted to the target
hardware for embedded systems. Detailed examples and descriptions of this methodology
can be seen in [9]. This last methodology is only advantageous during the laboratory
prototyping stage, as the final implementation relies on handwritten programming. The
embedded controller behavior cannot be compared to the original MBD-based program
as they are not the same, and controllers with safety restrictions must comply with this
condition according to IEC 61508 [10].

This article presents custom MBD hardware support for MATLAB/Simulink®. This
support enhances I/O, multitasking, and optimizes DSP features for embedded controllers,
eliminating the need for manual programming stages in the development process, as
successfully demonstrated in [9]. This custom MBD support enables the embedded USB
controller port as the data exchange interface for checking and comparing the controller
behavior with the original MBD program in compliance with critical safety directives.
Figure 2 illustrates the checking features that needed to be checked for critical safety
controllers using an MBD environment [11]. At first, a set of input stimulus vectors are
applied to the MBD-based program. The embedded controller provides the I/O features.
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The interface between MATLAB/Simulink® and the embedded controller is a custom
deterministic native high-speed USB interface [9]. The output obtained from the MBD
program behavior is stored. Finally, these data are compared with the output of the
MBD program running entirely on the embedded controller. All discrepancies need to be
under a specific limit according to each level of the SIL directives [12,13]. SIL directives
are historically applied and evaluated in different ways depending on the application
scenario [14]. Concerning the control software implementation discussed in this article,
safety features are incorporated into the actuator to control real-time task. A supervisor
task with higher priority is responsible for sensor data validation. It conducts a system
performance evaluation to detect any signs of the system going out of control, which could
be caused by I/O issues, such as sensor wiring or actuation problems.

In this paper, an adaptive controller using the custom MBD hardware support is
developed and discussed for a 600-watt DC motor and a didactic intended pneumatic
system. The main goal is to provide enough feedback about the viability of the proposed
programming methodology, replacing the last two sequence blocks in Figure 1 with auto-
matic procedures.
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3. Hardware/Software Description of the Developed Workbench

The selected COTS are based on the STM32H7 family from ST microelectronics manu-
facturer (Geneva, Switzerland) [15]. From a hardware point of view, the HIL hardware is
the so-called mockup. It has a large number of I/O peripherals, including analog I/O, PWM
I/O, digital I/O, quadrature encoder inputs, and several communication protocols (RS-232,
RS-422/485, Ethernet, SPI, I2C, USB, and CAN2.0B). Accordingly, all these interfaces are
protected against reverse polarity, overcurrent, and overvoltage.

The in-house software for MATLAB/Simulink integrates the target setup, input/output
peripherals, MISRA C code generation, the C compiler, debugger environment, and real-
time monitoring functions via specially developed dynamic link libraries. This enables an
agile working methodology, as described in Figure 3.
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The working methodology uses MATLAB/Simulink as the development and sim-
ulation environment and the STM32H7-based system as the HIL-enabled target. Since
the hardware board operates autonomously, the scheme in Figure 1 includes additional
integration stages, such as compilation, deployment, execution, and data retrieval. If the
hardware support block is set for this HIL mockup, it enables us to obtain experimental
results and compare them with the simulated results.

In addition, the implemented Simulink models do not wait for the response from
the computer to start executing, unless the user has precisely set this function via graph-
ical programming (or the text-based MATLAB code within a MATLAB function block).
Intentionally, for further development, deployment, and technology transfer purposes,
the generated MISRA C qualified code and safety-programmed (SIL3-/SIL 4-oriented)
low-level hardware drivers remain accessible to the user. On the other hand, this HIL
mockup differs from [16] and most of the HILs systems at [17] because the purpose is to use
the presented COTS HIL test bench hardware for verification, simulation, and deployment
purposes, as discussed in [9].

Figure 2 illustrates the use of the HIL mockup software. In accordance, it shows
as the first required item a Simulink model. In this example, an attitude and trajectory
control algorithm receives inputs from the space simulator. This model can be easily
integrated into the HIL mockup by adding the target setup block (as shown in Figure 4)
and a communication block, such as a USB channel, to retrieve and visualize information
about the Simulink model on the hardware target.
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automatically. (4) The generated source code remains accessible to be modified or verified.

However, the automatic compilation and execution processes can be disabled since
full automation may introduce excessive abstraction that is unsuitable for certain training
stages. The source code generated from the Simulink model is shown as item 3 in Figure 4.

The trainees use the integrated development environment (IDE) provided by STM32
(point 4 in Figure 4) to compile and load the binary program. Subsequently, the whole pro-
cess is illustrated, from the development of algorithms/programs in a high-level abstraction
language to the visualization and guided inspection of the resulting source code. Further-
more, it is interesting to illustrate the differences and relevance between non-normalized C
programming and the source code that follows the usual MISRA C guidelines. As a result,
developers and students can understand that implementing a Simulink model on target
hardware relies on pre-existing, reconfigurable, low-level drivers for the target, and this
process can be seamlessly integrated with traditional debugging using the IDE.

To demonstrate this last point, the block set includes an intentionally broken hardware
driver block to provide practical knowledge on how to locate the point of failure using
IDE and the debugger. This can be interesting as some developers and students are not
familiar with debugging sessions. This experimental practice complements the training in
two ways: on the one hand, it provides a basic knowledge about the usefulness of an IDE;
and on the other hand, it shows that a Simulink block, despite its graphical appearance,
can contain errors.

The proposed mockup provides the following advantages:
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• High-level software capabilities: In alignment with the dual purpose of the HIL
mockup, which includes prototyping and setup, the provided software functions cater
to a wide range of needs, offering programming capabilities through graphical blocks.
These blocks cover a wide range of functions, from basic I/O management to the
creation of real-time tasks. Furthermore, advanced low-level functions, such as direct
memory access (DMA) and interrupt functions, are seamlessly integrated into the
graphical block functionalities. Importantly, users are not required to manage these
hardware aspects.

• The available functions are directly related to the name of the category. Under the tag
“analog I/O”, you can find the blocks for analog I/O. In the communication category,
you can find all available digital channels, such as inter-integrated circuits (I2C), the
serial peripheral interface (SPI), and so on.

• The device configuration contains the target setup blocks responsible for generating
code for the HIL mockup hardware. Under the tag “digital I/O”, you can find
external interrupts, general digital lines, pulse width modulation (PWM) output, and
quadrature encoder inputs. In addition, under the miscellaneous heading, you can
find the delay and a block for retrieving the elapsed time (in nanoseconds). This block
is helpful for measuring the execution times of any part of the model. Under the label
“Multitasking”, you can find the option to create and use additional real-time-based
tasks and to use idle time.

• The execution of any real-time task can be controlled with an additional block, paus-
ing or resuming it as necessary. The computer page label contains blocks for USB
configuration and use of the communication channel to exchange data with the HIL
mockup when connected to the computer.

4. Control Application of Mechatronic Devices: Adaptive Controller

Traditional controllers are developed for dynamic systems with invariant behavior.
These systems usually maintain stable internal parameters around their calibrated operating
point, which represents an ideal scenario that does not always hold true. In the real world,
there are perturbations, such as vibrations or actions of near actuators, that induce changes
in the plant model parameters.

Actuator systems often exhibit varying behaviors depending on the working load,
such as torque, which can naturally fluctuate. For instance, when a straight metal bar is
attached to the end of the actuation system, traditional controllers cannot be used since the
torque changes with the bar position. Therefore, the entire system is severely affected by
the controller performance.

In this sense, adaptative controllers [18], also known as self-tuning regulators (STR),
arise as a solution for the limitations of traditional controllers [8]. The goal of these con-
trollers is to recalculate the regulator parameters at each iteration of the control algorithm
to provide accurate system behavior. Figure 5 shows the general scheme of these types of
controllers.
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Figure 5. Scheme of an adaptive controller.
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This scheme presents a typical control in a closed loop and adds a parallel blockchain
for the online plant model identification and parameters estimation. These estimated
parameters for the controller are calculated at each iteration based on the online-identified
plant model. Therefore, the entire system’s behavior is dynamically adjusted.

4.1. System Identification

To implement an adaptive controller, it is necessary to have access to the inputs and
outputs, labeled in Figure 3 as u(n) and y(n). With these acquired data, the online identifica-
tion block obtains an estimated mathematical model of the real plant, denoted as θplant(n)
in Figure 3. The estimated model of the plant can be obtained using several algorithms;
one of the most commonly employed is the recursive minimum square method [19]. The
controller parameters estimator uses the identified plant model to adjust the controller gains
and obtain the desired behavior according to the estimated plant. Therefore, it performs
a dynamically adjusted controlled system, providing a controller with better robustness
against aging, disturbances, and minor mechanical problems.

For the algorithm performance and paper/article purpose, a first-order model, with
the following transfer function, is chosen:

Gp(s) =
A

s + B
, (1)

where A and B are the parameters to be identified.

4.2. Adaptive Controller

To test the adaptability of the technique, the I-PD control scheme is implemented. This
control system is a modification of the PID control scheme [20]. The I-PD control scheme is
shown in Figure 6, where Kp, Ki, and Kd are the proportional, integral, and derivative gains
of the regulator. R(s) is the reference signal, and Y(s) is the output signal of the system.
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In this type of PID controller, the integral and derivative actions operate on the output
signal of the system, rather than on the error signal as it occurs with classical PID controllers.
The basic idea of I-PD control is to avoid large control signals which causes saturation
phenomenon. By bringing the proportional and derivative control actions to the feedback
path, values for Kp and Kd can be chosen with a greater range than those chosen when
using a PID control scheme. This facilitates the convergence of the adaptive controller.

On the other hand, one disadvantage of this type of controller is their slower rise
time compared to a classic PID controller when using the same gains values. In addition,
these controllers become unstable more easily, so this should be taken into account when
tuning them.



Appl. Sci. 2023, 13, 12432 9 of 20

The equivalent transfer function of the hole system can be written as follows:

Gsys(s) =
A·Ki

1+A·Kd

s2 +
B+A·Kp
1+A·Kd

s + A·Ki
1+A·Kd

. (2)

It should be pointed out that the same transfer function is obtained for both modified
and classical PID controllers, but without the zeros of the classical PID. Equation (2) can be
compared with a second-order system, following the expression presented in [20]:

G2o (s) =
ωn

2

s2 + 2 · ωn · ζ · s + ωn2 , (3)

where ωn is the natural frequency of the system, and ζ the damping ratio. Notice that
parameters are only used to calculate the coefficients; they do not have physical meaning.

By rearranging Equations (2) and (3) and adjusting the derivative gain based on
stability criteria Kd, the I-PD gains can be calculated as follows:

Ki =
ωn

2 · (1 + A · Kd)

A
, (4)

Kp =
2·ωn·ζ·(1 + A·Kd)− B

A
. (5)

These adaptation laws are used to calculate the regulator gains according to the
changing parameters of the plant.

Since three equations are obtained with two unknown parameters, the value for Kd
was established empirically depending on the plant using Ziger Nichols Techniques [21],
taking into account the stability rules to obtain a control action with a fast response and
reducing the noise. However, Kd will be bounded with the stability condition of the system.

Thus, from the values obtained from the plant via online identification, it is possible to
calculate the regulator gains according to the natural frequency ωn and the damping ratio
ζ, a second-order system with the desired specifications.

4.3. Study of the Stability

The stability of the system is directly related to the position of the roots of the charac-
teristic equation of the transfer function of the system. In this sense, Routh–Hurwitz is a
useful method to calculate the stability of the system [22].

The characteristic equation of the feedback system is obtained as follows:

s2 +
B + A · Kp

1 + A · Kd
s +

A · Ki
1 + A · Kd

. (6)

The method indicates that there are no roots with positive real parts if all the terms in
the first column of the Routh–Hurwitz table (see Table 1) are positive.

Table 1. Routh–Hürwitz criterion table to study the stability.

s2 1 A·Ki
1+A·Kd

s1 B+A·Kp
1+A·Kd

0

s0 A·Ki
1+A·Kd

Applying the method, we can obtain the following expressions:

Kp > − B
A

, (7)
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Ki > 0, (8)

Kd > − 1
A

. (9)

These equations provide a method by which to determine, based on the values of the
plant, the possible values of the gains that safeguard system stability in a closed loop.

Thanks to this, the stability of the system is ensured at all time, and the controller’s
gains are calculated by the laws of adaptation.

5. Implementation

The control system is developed using Simulink according to Figure 4. In order to
program the controller, the user has to include in the Simulimk model the blocks related to
hardware resources (i.e., input/output peripherals such analog to digital, digital to analog,
serial ports) and configure it.

First, the controller model is executed in the computer, using the embedded controller
as an I/O device, while the outputs are stored to be used later in the validation stage.
Then, the model is directly implemented in the embedded controller according to MBD
and SIL-related directives [14]. Thanks to this methodology, checking the output between
the control program running on the computer, or on the embedded controller, is easier
than with the traditional handwriting programming methodology. Moreover, detecting
embedded implementation, code generation, and compilation errors during debugging
is easier.

The described working methodology uses two MBD programs, the control model, and
a data acquisition model. The data acquisition model runs only on the computer, and it
is useful to acquire and show data from the USB interface of the embedded controller. In
addition, this data acquisition program can be used to send data or orders to the embedded
controller at execution time.

Safety depends on both software and hardware implementation [13]. The embedded
controller can be damaged either by a mechanical accident or by electrical problems. This
situation needs to be considered to ensure the entire system’s safety and reliability. Typically,
the controller is optocoupled from the power stage, but the power stage must detect if
the controller is still working. Damaged controllers can still produce an uncontrolled
output signal to the power stage, potentially leading to a catastrophic situation. Not all
the safety-related aspects of the embedded software can address scenarios such as this. To
prevent this potentially dangerous situation in a human-like scenario, as presented in this
paper, the power stage is equipped with a controller to maintain signal detection circuitry.
Figure 7 shows the entire controller with the power stage scheme. The signal controller is
complex because it needs a fixed frequency for the analog output signal. In this way, if the
embedded controller is damaged or a system failure takes place, it avoids output failure.

Figure 8 shows the Simulink scheme that runs on the PC, where all the variables
required are displayed to the user through graphical scopes.

Figure 9 shows the Simulink model transferred to the microcontroller, an STM32F407
with a floating-point unit from ST Microelectronics® manufacturer. It consists of the
algorithm that performs the actions of the adaptive controller. This model is divided
into four parts: first-order system, identifier, calculation of PID gains, and adaptive PID
controller. It also contains a data output block for sending controller data through the
microcontroller’s USB port.

The Simulink® model intended for the embedded controller must contain a target setup
block, represented in Figure 6 at the top right corner. This block specifies the code generation
process, the hardware architecture, and other related stuff, such as MISRA C-compliant
features, to generate and compile a program suitable for the selected embedded controller.
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The model works as the one described in Figure 5. Parameters are identified from the
inputs and outputs of the system. These parameters are used to calculate the new regulator
gains, and with those gains, the PID controller is modified to obtain a control action that
meets the imposed specifications.

However, when working with real systems, an initial period is required in order to
obtain a first estimation of the parameters. Therefore, a conventional fixed-parameter
PID controller is used in these first stages. It makes the system stable and allows for
the proper identification of the plant parameters. After this time, the adaptive control is
launched, resetting the PID controller gains at each sampling time according to the obtained
identification values.



Appl. Sci. 2023, 13, 12432 12 of 20

Appl. Sci. 2023, 13, x FOR PEER REVIEW 11 of 20 
 

Figure 7. Security related hardware implemented. The blue lines represent I/O lines that connect 
the target hardware to external devices (sensors, actuators). The orange dashed line represents the 
galvanic isolation of the signals. The green line indicates a heartbeat signal to prevent the actuators 
from failing in case the controller hangs. 

Figure 8 shows the Simulink scheme that runs on the PC, where all the variables re-
quired are displayed to the user through graphical scopes. 

 
Figure 8. Simulink scheme to retrieve controller data. 

Figure 9 shows the Simulink model transferred to the microcontroller, an STM32F407 
with a floating-point unit from ST Microelectronics® manufacturer. It consists of the algo-
rithm that performs the actions of the adaptive controller. This model is divided into four 
parts: first-order system, identifier, calculation of PID gains, and adaptive PID controller. 
It also contains a data output block for sending controller data through the microcontrol-
ler’s USB port. 

 
Figure 9. Simulink simulation and target scheme. Figure 9. Simulink simulation and target scheme.

5.1. Input/Outputs of the Plant

This part of the model interacts with the plant. It includes the I/O interfaces of the real
system, allowing for interaction between the control system embedded in the hardware
and the physical system.

5.2. Identifier

Online identification of the plant is necessary for implementing adaptive control,
requiring estimation of the plant parameters at each sampling time. Prior knowledge of the
plant behavior is needed, and in this case, it is modeled as a first-order transfer function.

The identification algorithm is the recursive least squares with a forgetting factor.
The identification results correspond to the parameters A and B of the plant according to
Equation (1).

The identifier requires some time in order to obtain a correct estimation of the parame-
ters and converge to the identified values. This time varies depending on the plant that
is identified.

5.3. PID Parameters Calculator

From the identified values of the plant, and using the adaptation laws described in
Equations (4) and (5), the I-PD parameters are recalculated at each sampling time. The
gains of the regulator are calculated to fit in a second-order system, where the damping
ratio and natural frequency can be tuned. A conventional PID controller is previously
used in the first stages because the system requires an initial time interval for the correct
identification of the plant. These regulator parameters are obtained by off-line identification
of the plant working without load to give an estimation that allows for the stability of the
system. Meanwhile, the first stable values are obtained online by identifying the plant.

5.4. Adaptive I-PD Controller

The adaptive I-PD controller consists of a modified PID controller with variable gains.
As a result, the block receives as input the value of Kp, Ki, and Kd gains, obtained from the
calculation of the gains block, and readjusts the PID in each sampling time.

6. Experimental Results

Several tests were carried out to validate the adaptive controller implemented using
the proposed MBD tool. Two models were used: a speed-controlled DC motor and a
pneumatic arm controlled in position.
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The DC motor output signal provides revolutions in volts. The pneumatic arm consists
of a double-effect cylinder and a linear resistor coupled to the arm. It provides, as an output
signal, the arm position in volts.

In both systems, the fixed sampling time is determined based on the system character-
istics, incorporating it for both identification and control, within all blocks of the control
system. This approach ensures real-time control suitability.

6.1. DC Motor

The DC motor model used for the experiments, shown in Figure 10, uses a potentiome-
ter to experimentally change the plant’s gain.
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Figure 10. DC motor for use in the experiments.

The potentiometer allows three gains, k1, k2, and k3, where

k1 < k2 < k3 (10)

A step signal with an amplitude of 1 V and 0.1 Hz is used as reference for the control
study of the motor speed.

In Figure 11, the motor response is displayed while changes in the operating point
were set off every 10 s by changing the gain of the motor. Static and dynamic responses
remain constant despite the changes in motor gain. The controller adapts the control signal
to the set changes in order to keep the values of the damping ratio and natural frequency.
For the test, the output signal has a damping ratio of ζ = 1.5 and a natural frequency
ωn = 10 rad/s. The actuation time of the conventional controller is 1.5 s, and the simulation
period is 30 s.

In addition, due to the motor noise, the gain of the plant increases; as a consequence,
an increment of the output ripple is observed.

The gain values of the I-PD controller are shown in Figure 12. As shown in the
experimental results, the I-PD controller parameters are fixed using the parameters of a
conventional PID. This helps force convergence in the initial moments, facilitating the
transition from the conventional to the adaptive controller.

At t = 1.5 s, a sudden variation of the gains occurs because of the change from the
starting conventional controller to the adaptive controller. In periods where there are
changes in the dynamics of the plant, the kd, Kp, and Ki values of the adaptive controller
tend to stabilize to those values that reach the appropriate control action. These values are
adjusted automatically according to the new parameters identified by the motor. The Kd
adaptive value has been empirically established by obtaining a fast response but avoiding
the amplification of noise effects from the sensor signal.

Figure 13 shows the evolution of the parameters identified in the plant. Once the gain
of the motor changes, the identified values tend to stabilize again to a new value.
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Figure 11. DC motor input and output signals withωn = 10 y, ζ = 1.5 y, and k variable.
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Figure 12. Evolution of the values of the controller gains of the DC motor withωn = 10 rad/s, ζ = 1.5,
and k variable.

In the instant when the change from the conventional controller to the adaptive
controller occurs (approximately 4 s), a small oscillation appears in the output signal due
to the adaptive adjustment of the regulator gains.

Figure 14 shows different responses achieved under different control requirements,
such as varying the damping ratio and setting the gain of the DC motor. The controller
changes the behavior of the plant by following the chosen natural frequency and damping
ratio since it is the regulator premise.
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6.2. Pneumatic Arm

Figure 15 shows the experimental platform used in the case of the pneumatic arm. In
this case, a study of the control of the position of the arm is accomplished. The chosen
reference signal is a step with an amplitude of 1 V and a frequency of 0.05 Hz. On the other
hand, a damping ratio ζ = 1 and a natural frequency ωn = 1 rad/s are chosen as control
specifications. The time in which the conventional controller acts is 25 s, and the simulation
period is 60 s.
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Figure 16 shows the values identified from the pneumatic arm. It is notable how the
identified parameters stabilize at t = 12 s.
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Figure 17 shows the values for the gains of the controller. In the DC motor case, a
sudden variation appears. At second 24, due to the change from the conventional controller
to the adaptive one, the gain parameters Kp and Ki stabilize their values to obtain the
imposed specifications.
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Finally, Figure 18 shows the system response to the step input. At second 24, when
the conventional controller switches to the adaptive one, the output signal presents a peak
because the adaptive controller is still tuning the parameters.
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Although the identifier needs time to estimate the parameters, the controller keeps the
system under control, guaranteeing that the system reaches the control specifications.

Figure 19 illustrates the case of an overdamped system, where the adaptive controller
requires more time in order to correctly perform the tuning of the parameters. This effect
needs to be considered depending on the safety measures.
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The results from the experiments allow us to establish the following:

• The implemented identification system reaches the model convergence of the parame-
ters even with sudden changes in the dynamics of the plant.

• It is possible to control the dynamics of the plant through the configuration of the
damping and natural frequency. This allows for a much faster system with different
responses, namely, overdamped, critically damped, and underdamped.

• Prior knowledge of the plant for the regulators (both conventional and adaptive)
is necessary.

• For changes in the operating point of the plant, the laws of adaptation can recalculate
the regulator gains. Therefore, the dynamic behavior of the system is always the same.

• Fast implementation is thanks to MBD hardware support and the easy configuration
of the model in achieving the desired dynamic.

• The embedded algorithm can run the program independently from the computer in a
low-cost controller.
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• The real-time graphical interface on the computer allows for interaction with the em-
bedded controller, allowing for both the monitoring and modification of system vari-
ables.

• The critical safety evaluation scheme for MBD for the developed controllers is cor-
rectly tested. The controller behaves as expected. It should be pointed out that each
scenario (e.g., industrial or aeronautics systems) requires different approaches to safety
measurements. Further research in this area is recommended due to discrepancies
between the critical safety concepts.

7. Conclusions

This paper presents a mechatronic hardware and software controller designed for use
in high-abstraction languages such as MATLAB and Simulink. This proposal is a solution
that integrates control hardware and software in a hardware-in-the-loop paradigm using
a software development environment based on custom MBD support, which facilitates
the controller prototyping process for both industry and research. Since the integration
functions have been developed, a wide range of I/O peripherals and solvers, such as
continuous-time ones, are supported, enabling universal mechatronic control.

The main advantage of the proposed system is that the developer only needs to
focus on solving the control problem and can abstract from the low-level hardware. The
integration of hardware into the control loop facilitates the testing and evaluation of
controller solutions in an efficient way. Furthermore, as low-level hardware aspects are
avoided, it is possible to focus on control algorithm design.

Algorithms and tools are transferred to the controller without losing the advantages
gained in the prototyping phase. In this sense, the same program is used for the simulation
and for the real prototype. There is no need to make changes to the models or to the
system’s grafical user interface (GUI). The controller, after being embedded in the hard-
ware, allows you to either work with the GUI or perform control without being connected
to the GUI.

The natural modular capabilities of graphical, block-oriented programming allow for
changes or modifications to selected sensors, actuators, or the control algorithm without
requiring additional time.

Another important advantage of the proposed system is that it generates an optimized
C source code and avoids the complexity of programming the algorithms and associated
continuous-time solvers, such as Runge–Kutta.

At last, the system can be used for the implementation of control solutions in the
teaching of control, where students can develop and test advanced algorithms in simulation
and in real prototypes in a fast way without recoding. The platform is presented as
a teaching platform for control engineering, converging mathematics, informatics, and
mechanics skills, in order to fullfil STEAM competency development.

The experimental results show that it is possible to implement algorithms in embedded
microcontrollers using the MATLAB/Simulink® tool to program and load the algorithm
618 on it. Moreover, control actions are performed in real time on the physical system,
making it possible to visualize their status and interact with them.

The main limitation of the proposal is the requirement for MATLAB and Simulink,
including the need for a license. Additionally, users must acquire the proposed toolbox.
For universities, this should not be a problem since most of them have agreements for
student licenses.
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